# JDBC入门

## 1　什么是JDBC

　　JDBC（Java DataBase Connectivity）就是Java数据库连接，说白了就是用Java语言来操作数据库。原来我们操作数据库是在控制台使用SQL语句来操作数据库，JDBC是用Java语言向数据库发送SQL语句。

## 2　JDBC原理

早期SUN公司的天才们想编写一套可以连接天下所有数据库的API，但是当他们刚刚开始时就发现这是不可完成的任务，因为各个厂商的数据库服务器差异太大了。后来SUN开始与数据库厂商们讨论，最终得出的结论是，由SUN提供一套访问数据库的规范（就是一组接口），并提供连接数据库的协议标准，然后各个数据库厂商会遵循SUN的规范提供一套访问自己公司的数据库服务器的API出现。SUN提供的规范命名为JDBC，而各个厂商提供的，遵循了JDBC规范的，可以访问自己数据库的API被称之为驱动！
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JDBC是接口，而JDBC驱动才是接口的实现，没有驱动无法完成数据库连接！每个数据库厂商都有自己的驱动，用来连接自己公司的数据库。

当然还有第三方公司专门为某一数据库提供驱动，这样的驱动往往不是开源免费的！

JDBC并不能直接访问数据库,必须依赖于数据库厂商提供的JDBC驱动程序;

## 3　JDBC核心类（接口）介绍

JDBC中的核心类有：DriverManager、Connection、Statement，和ResultSet！

### 3.1 DriverManager

DriverManger（驱动管理器）的作用有两个：

* 注册驱动：这可以让JDBC知道要使用的是哪个驱动；
* 获取Connection：如果可以获取到Connection，那么说明已经与数据库连接上了。

否则抛出SQLException异常,说明没有连接上;

### 3.2 Connection

Connection对象表示连接，与数据库的通讯都是通过这个对象展开的：

* Connection最为重要的一个方法就是用来获取Statement对象；

### 3.3 Statement

Statement是用来向数据库发送SQL语句的，这样数据库就会执行发送过来的SQL语句：

* void executeUpdate(String sql)：执行更新操作（insert、update、delete等）；
* ResultSet executeQuery(String sql)：执行查询操作，数据库在执行查询后会把查询结果临时存储在ResultSet，查询结果就是ResultSet；

ResultSet对象表示查询结果集，只有在执行查询操作后才会有结果集的产生。结果集是一个二维的表格，有行有列。操作结果集要学习移动ResultSet内部的“行光标”，以及获取当前行上的每一列上的数据：

* boolean next()：使“行光标”移动到下一行，并返回移动后的行是否存在；
* XXX getXXX(int col)：获取当前行指定列上的值，参数就是列数，列数从1开始，而不是0。

## 4　Hello JDBC

JDBC技术主要完成以下几个任务:

1. 与数据库建立一个连接
2. 向数据库发送SQL数据
3. 处理从数据库返回的结果

下面开始编写第一个JDBC程序:

### 4.1　各个数据库的驱动名称、连接参数及jar包：

4.1.1 SQL Server 2000 ：

（1）driver\_class：com.microsoft.jdbc.sqlserver.SQLServerDriver

（2）url：jdbc:microsoft:sqlserver://localhost:1433;DatabaseName=数据库名称

（3）jar包：msbase.jar、mssqlserver.jar、msutil.jar

4.1.2 SQL Server 2005：

（1）driver\_class：com.microsoft.sqlserver.jdbc.SQLServerDriver

（2）url：jdbc:microsoft:sqlserver://localhost:1433;DatabaseName=数据库名称

（3）jar包：sqljdbc.jar

4.1.3 SQL Server 2008：

（1）driver\_class：com.microsoft.sqlserver.jdbc.SQLServerDriver

（2）url：jdbc:sqlserver://localhost:1433;databaseName=数据库名称

（3）jar包：sqljdbc4.jar

4.1.4 MYSQL：

（1）driver\_class：com.mysql.jdbc.Driver

（2）url：jdbc:mysql://localhost:3306/数据库名称

（3）jar包：mysql-connector-java-5.1.13-bin.jar；

4.1.5 Oracle(thin模式)：

（1）driver\_class：oracle.jdbc.driver.OracleDriver

（2）url：jdbc:oracle:thin:@loaclhost:1521:数据库名称

（3）jar包：classes12.jar 或 ojdbc14.jar (存放在 oracle安装目录/jdbc/lib 下)，其中classes12.jar用于JDK1.2和JDK1.3，ojdbc14.jar用于JDK1.4及以上。

4.1.6 DB2：

（1）driver\_class：com.ibm.db2.jdbc.app.DB2.Driver

（2）url：jdbc:db2://localhost:5000/数据库名称

（3）jar包：db2jcc.jar

### 4.2　获取连接

获取连接需要两步，一是使用DriverManager来注册驱动，二是使用DriverManager来获取Connection对象。

注册驱动

**看清楚了，注册驱动就只有一句话：Class.forName(“com.mysql.jdbc.Driver”)，下面的内容都是对这句代码的解释。今后我们的代码中，与注册驱动相关的代码只有这一句。这是通过反射来注册包中的Driver类；**
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DriverManager类的registerDriver()方法的参数是java.sql.Driver，但java.sql.Driver是一个接口，实现类由mysql驱动来提供，mysql驱动中的java.sql.Driver接口的实现类为com.mysql.jdbc.Driver！那么注册驱动的代码如下：

**DriverManager.registerDriver(new com.mysql.jdbc.Driver());**

上面代码虽然可以注册驱动，但是出现硬编码（代码依赖mysql驱动jar包），如果将来想连接Oracle数据库，那么必须要修改代码的。并且其实这种注册驱动的方式是注册了两次驱动！

JDBC中规定，驱动类在被加载时，需要自己“主动”把自己注册到DriverManger中，下面我们来看看com.mysql.jdbc.Driver类的源代码：

com.mysql.jdbc.Driver.java

|  |
| --- |
| **public** **class** Driver **extends** NonRegisteringDriver **implements** java.sql.Driver {  **static** {  **try** {  java.sql.DriverManager.*registerDriver*(**new** Driver());  } **catch** (SQLException E) {  **throw** **new** RuntimeException("Can't register driver!");  }  }  ……  } |

com.mysql.jdbc.Driver类中的static块会创建本类对象，并注册到DriverManager中。这说明只要去加载com.mysql.jdbc.Driver类，那么就会执行这个static块，从而也就会把com.mysql.jdbc.Driver注册到DriverManager中，所以可以把**注册驱动类**的代码修改为**加载驱动类**。

Class.forName(“com.mysql.jdbc.Driver”);

获取连接

获取连接的也只有一句代码：DriverManager.getConnection(url,username,password)，其中username和password是登录数据库的用户名和密码，如果我没说错的话，你的mysql数据库的用户名和密码分别是：root、123。

**url查对复杂一点，它是用来找到要连接数据库“网址”**，就好比你要浏览器中查找百度时，也需要提供一个url。下面是mysql的url：

jdbc:mysql://localhost:3306/mydb1

JDBC规定url的格式由三部分组成，每个部分中间使用逗号分隔。

* + 第一部分是jdbc，这是固定的；
  + 第二部分是数据库名称，那么连接mysql数据库，第二部分当然是mysql了；
  + 第三部分是由数据库厂商规定的，我们需要了解每个数据库厂商的要求，mysql的第三部分分别由数据库服务器的IP地址（localhost）、端口号（3306），以及DATABASE名称(mydb1)组成。

下面是获取连接的语句：

Connection con = DriverManager.getConnection(“jdbc:mysql://localhost:3306/mydb1”,”root”,”123”);

还可以在url中提供参数：

jdbc:mysql://localhost:3306/mydb1**?useUnicode=true&characterEncoding=UTF8**

useUnicode参数指定这个连接数据库的过程中，使用的字节集是Unicode字节集；

characherEncoding参数指定穿上连接数据库的过程中，使用的字节集编码为UTF-8编码。请注意，mysql中指定UTF-8编码是给出的是UTF8，而不是UTF-8。要小心了！

### 4.3　获取Statement

在得到Connectoin之后，说明已经与数据库连接上了，下面是通过Connection获取Statement对象的代码：

Statement stmt = con.createStatement();

Statement是用来向数据库发送要执行的SQL语句的！

### 4.4　发送SQL增、删、改语句

String sql = “insert into user value(’zhangSan’, ’123’)”;

int m = stmt.executeUpdate(sql);

其中int类型的返回值表示执行这条SQL语句所影响的行数，我们知道，对insert来说，最后只能影响一行，而update和delete可能会影响0~n行。

如果SQL语句执行失败，那么executeUpdate()会抛出一个SQLException。

### 4.5　发送SQL查询语句

String sql = “select \* from user”;

ResultSet rs = stmt.executeQuery(sql);

请注册，执行查询使用的不是executeUpdate()方法，而是executeQuery()方法。executeQuery()方法返回的是ResultSet，ResultSet封装了查询结果，我们称之为结果集。

### 4.6　读取结果集中的数据

ResultSet就是一张二维的表格，它内部有一个“行光标”，光标默认的位置在“第一行上方”，我们可以调用rs对象的next()方法把“行光标”向下移动一行，当第一次调用next()方法时，“行光标”就到了第一行记录的位置，这时就可以使用ResultSet提供的getXXX(int col)方法来获取指定列的数据了：

rs.next();//光标移动到第一行

rs.getInt(1);//获取第一行第一列的数据

当你使用rs.getInt(1)方法时，你必须可以肯定第1列的数据类型就是int类型，如果你不能肯定，那么最好使用rs.getObject(1)。在ResultSet类中提供了一系列的getXXX()方法，比较常用的方法有：

Object getObject(int col)

String getString(int col)

int getInt(int col)

double getDouble(int col)

### 4.7　关闭

与IO流一样，使用后的东西都需要关闭！关闭的顺序是先得到的后关闭，后得到的先关闭。

rs.close();

stmt.close();

con.close();

### 4.8　代码

|  |
| --- |
| **public** **static** Connection getConnection() **throws** Exception {  Class.*forName*("com.mysql.jdbc.Driver");  String url = "jdbc:mysql://localhost:3306/mydb1";  **return** DriverManager.*getConnection*(url, "root", "123");  } |
| @Test  **public** **void** insert() **throws** Exception {  Connection con = *getConnection*();  Statement stmt = con.createStatement();  String sql = "insert into user values('zhangSan', '123')";  stmt.executeUpdate(sql);  System.*out*.println("插入成功！");  } |
| @Test  **public** **void** update() **throws** Exception {  Connection con = *getConnection*();  Statement stmt = con.createStatement();  String sql = "update user set password='456' where username='zhangSan'";  stmt.executeUpdate(sql);  System.*out*.println("修改成功！");  } |
| @Test  **public** **void** delete() **throws** Exception {  Connection con = *getConnection*();  Statement stmt = con.createStatement();  String sql = "delete from user where username='zhangSan'";  stmt.executeUpdate(sql);  System.*out*.println("删除成功！");  } |
| @Test  **public** **void** query() **throws** Exception {  Connection con = *getConnection*();  Statement stmt = con.createStatement();  String sql = "select \* from user";  ResultSet rs = stmt.executeQuery(sql);  **while**(rs.next()) {  String username = rs.getString(1);  String password = rs.getString(2);  System.*out*.println(username + ", " + password);  }  } |

### 4.9　规范化代码

所谓规范化代码就是无论是否出现异常，都要关闭ResultSet、Statement，以及Connection，如果你还记得IO流的规范化代码，那么下面的代码你就明白什么意思了。

|  |
| --- |
| @Test  **public** **void** query() {  Connection con = **null**;  Statement stmt = **null**;  ResultSet rs = **null**;  **try** {  con = *getConnection*();  stmt = con.createStatement();  String sql = "select \* from user";  rs = stmt.executeQuery(sql);  **while**(rs.next()) {  String username = rs.getString(1);  String password = rs.getString(2);  System.*out*.println(username + ", " + password);  }  } **catch**(Exception e) {  **throw** **new** RuntimeException(e);  } **finally** {  **try** {  **if**(rs != **null**) rs.close();  **if**(stmt != **null**) stmt.close();  **if**(con != **null**) con.close();  } **catch**(SQLException e) {}  }  } |

### 4.10 个人代码

|  |
| --- |
| **package** com.practice.jdbc.first;  **import** java.sql.Connection;  **import** java.sql.DriverManager;  **import** java.sql.ResultSet;  **import** java.sql.SQLException;  **import** java.sql.Statement;  **import** org.junit.Test;  /\*\*  \* JDBC:Java DataBase Connectivity Java数据库链接  \* 主要任务:  \* 与数据库建立一个连接  \* 向数据库发送SQL语句  \* 处理从数据库返回的结果  \* **@author** Yorick  \*/  **public** **class** JDBCInduction {  /\*\*  \* 连接数据库需要做的事:  \* 1.加载驱动,只需要第一次访问数据库加载一次  \* 2.获取连接,每次访问数据库创建一个连接  \* **@throws** ClassNotFoundException  \* **@throws** SQLException  \*/  @Test  **public** **void** jdbcConnection() **throws** ClassNotFoundException, SQLException{  /\*四大连接参数  \* 1.驱动名称--JDBC并不能直接访问数据库,必须依赖于数据库厂商提供的JDBC驱动程序,下面为各数据库厂商提供的驱动名称及相关参数  \* 2.数据库连接三个参数:url  \* 3.数据库连接三大参数:username  \* 4.数据库连接三大参数:password  \* \*/  String driverManager = "com.mysql.jdbc.Driver";  String url = "jdbc:mysql://localhost:3306/test1";  String username = "root";  String password = "123";  //加载驱动类  Class.*forName*(driverManager);  //获取数据库连接  Connection conn = DriverManager.*getConnection*(url, username, password);  //获取Statement对象  Statement sql = conn.createStatement();  //通过statement对象,发送增语句  String insert = "INSERT INTO stu(sname,age,gander,province,tuition) VALUES ('吕嬃',34,'女','湖南',3000)";  //对于 SQL 数据操作语言 (DML) 语句，返回行计数 (2) 对于什么都不返回的 SQL 语句，返回 0  **int** r = sql.executeUpdate(insert);  System.*out*.println(r);  //发送该语句  String update = "update stu set sid=1 where sid=152";  r = sql.executeUpdate(update);  System.*out*.println(r);  //发送删除语句  String delete = "delete from stu where sid>153";  r = sql.executeUpdate(delete);  System.*out*.println(r);  }  //查询操作  @Test  **public** **void** jdbcSelect() **throws** ClassNotFoundException, SQLException{  //获取连接  Class.*forName*("com.mysql.jdbc.Driver");  Connection conn = DriverManager.*getConnection*("jdbc:mysql://localhost:3306/test1", "root", "123");  //获取Statement对象  Statement sql = conn.createStatement();  String select = "select \* from dept order by deptno desc";  ResultSet set = sql.executeQuery(select);  //遍历结果集  **while** (set.next()) {//指针会停留在第一行的上边,把光标向下移动一行，并判断当前行是否存在，如果存在，打印当前行数据  //以 Java 编程语言中 int 的形式获取此 ResultSet 对象的当前行中指定列的值。  **int** deptno = set.getInt(1);  String dname = set.getString("dname");  System.*out*.println(deptno+" "+dname);  }  }  //规范化操作;连接、语句集、结果集都需要关闭  @Test  **public** **void** jdbcNormalize(){  /\*  \* try外给引用  \* try内实例化  \* finally来关闭  \*/  Connection conn = **null**;  Statement sql = **null**;  ResultSet set = **null**;  **try** {  String driverName = "com.mysql.jdbc.Driver";  String url = "jdbc:mysql://localhost:3306/test1";  String username = "root";  String password = "123";  Class.*forName*(driverName);  //try内实例化  conn = DriverManager.*getConnection*(url,username,password);  sql = conn.createStatement();  String select = "select \* from dept order by deptno";  set = sql.executeQuery(select);  **while** (set.next()) {  **int** deptno = set.getInt(1);  String dname = set.getString("dname");  System.*out*.println(deptno+" "+dname);  }  } **catch** (ClassNotFoundException e) {  // **TODO** Auto-generated catch block  e.printStackTrace();  } **catch** (SQLException e) {  // **TODO** Auto-generated catch block  e.printStackTrace();  }**finally**{  // 关闭要倒关,如果不关,那么会不停的耗费资源,直到资源耗尽,这种bug,我们很难发现,所以我们要养成良好习惯  **try** {  //因为我们可能出现一些输入错误,导致获取到的conn等是空的,那么这里我们要进行一个空指针判断  /\*如果conn为null,那么上边catch会处理异常,但是处理异常之前是要走到finally的,如果不加判断,那么finally中会报出空指针异常\*/  **if**(set != **null**) set.close();  **if**(sql != **null**) sql.close();  **if**(conn != **null**) conn.close();  } **catch** (SQLException e) {  // **TODO** Auto-generated catch block  e.printStackTrace();  }  }  }  } |

# JDBC对象介绍

## 1　JDBC中的主要类（接口）

在JDBC中常用的类有：

* DriverManager；
* Connection；
* Statement；
* ResultSet。

## 2　DriverManager

其实我们今后只需要会用DriverManager的getConnection()方法即可：

1. Class.forName(“com.mysql.jdbc.Driver”);//注册驱动
2. String url = “jdbc:mysql://localhost:3306/mydb1”;
3. String username = “root”;
4. String password = “123”;
5. Connection con = DriverManager.getConnection(url, username, password);

注意，上面代码可能出现的两种异常：

1. ClassNotFoundException：这个异常是在第1句上出现的，出现这个异常有两个可能：

* 你没有给出mysql的jar包；
* 你把类名称打错了，查看类名是不是com.mysql.jdbc.Driver。

1. SQLException：这个异常出现在第5句，出现这个异常就是三个参数的问题，往往username和password一般不是出错，所以需要认真查看url是否打错。

对于DriverManager.registerDriver()方法了解即可，因为我们今后注册驱动只会Class.forName()，而不会使用这个方法。

## 3　Connection

Connection最为重要的方法就是获取Statement：

* Statement stmt = con.createStatement();

后面在学习ResultSet方法时，还要学习一下下面的方法：

* Statement stmt = con.createStatement(int,int);

## 4　Statement

Statement最为重要的方法是：

* int executeUpdate(String sql)：执行更新操作，即执行insert、update、delete语句，其实这个方法也可以执行create table、alter table，以及drop table等语句，但我们很少会使用JDBC来执行这些语句；
* ResultSet executeQuery(String sql)：执行查询操作，执行查询操作会返回ResultSet，即结果集。
* boolean execute()

Statement还有一个boolean execute()方法，这个方法可以用来执行增、删、改、查所有SQL语句。该方法返回的是boolean类型，表示SQL语句是否执行成功。

如果使用execute()方法执行的是更新语句，那么还要调用int getUpdateCount()来获取insert、update、delete语句所影响的行数。

如果使用execute()方法执行的是查询语句，那么还要调用ResultSet getResultSet()来获取select语句的查询结果。

## 5　ResultSet之滚动结果集（了解）

ResultSet表示结果集，它是一个二维的表格！ResultSet内部维护一个行光标（游标），ResultSet提供了一系列的方法来移动游标：

* void beforeFirst()：把光标放到第一行的前面，这也是光标默认的位置；
* void afterLast()：把光标放到最后一行的后面；
* boolean first()：把光标放到第一行的位置上，返回值表示调控光标是否成功；
* boolean last()：把光标放到最后一行的位置上；
* boolean isBeforeFirst()：当前光标位置是否在第一行前面；
* boolean isAfterLast()：当前光标位置是否在最后一行的后面；
* boolean isFirst()：当前光标位置是否在第一行上；
* boolean isLast()：当前光标位置是否在最后一行上；
* boolean previous()：把光标向上挪一行；
* boolean next()：把光标向下挪一行；
* boolean relative(int row)：相对位移，当row为正数时，表示向下移动row行，为负数时表示向上移动row行；
* boolean absolute(int row)：绝对位移，把光标移动到指定的行上；
* int getRow()：返回当前光标所有行。

上面方法分为两类，一类用来判断游标位置的，另一类是用来移动游标的。如果结果集是不可滚动的，那么只能使用next()方法来移动游标，而beforeFirst()、afterLast()、first()、last()、previous()、relative()方法都不能使用！！！

结果集是否支持滚动，要从Connection类的createStatement()方法说起。也就是说创建的Statement决定了使用Statement创建的ResultSet是否支持滚动。

Statement createStatement(int resultSetType, int resultSetConcurrency)

resultSetType的可选值：

* ResultSet.TYPE\_FORWARD\_ONLY：不滚动结果集；
* ResultSet.TYPE\_SCROLL\_INSENSITIVE：滚动结果集，但结果集数据不会再跟随数据库而变化；

ResultSet.TYPE\_SCROLL\_SENSITIVE（没有数据库驱动会支持它！）：滚动结果集，但结果集数据不会再跟随数据库而变化；

可以看出，如果想使用滚动的结果集，我们应该选择TYPE\_SCROLL\_INSENSITIVE！其实很少有数据库驱动会支持TYPE\_SCROLL\_SENSITIVE的特性！通常我们也不需要查询到的结果集再受到数据库变化的影响。

resultSetConcurrency的可选值：

* [CONCUR\_READ\_ONLY](mk:@MSITStore:F:\\帮助\\J2SE6.0中文.chm::/java/sql/ResultSet.html" \l "CONCUR_READ_ONLY)：结果集是只读的，不能通过修改结果集而反向影响数据库；
* CONCUR\_UPDATABLE：结果集是可更新的，对结果集的更新可以反向影响数据库。

通常可更新结果集这一“高级特性”我们也是不需要的！

获取滚动结果集的代码如下：

Connection con = …

Statement stmt = con.createStatement(ResultSet.TYPE\_SCROLL\_INSENSITIVE, [CONCUR\_READ\_ONLY](mk:@MSITStore:F:\\帮助\\J2SE6.0中文.chm::/java/sql/ResultSet.html" \l "CONCUR_READ_ONLY));

String sql = …//查询语句

ResultSet rs = stmt.executeQuery(sql);//这个结果集是可滚动的

## 6　ResultSet之获取列数据

可以通过next()方法使ResultSet的游标向下移动，当游标移动到你需要的行时，就需要来获取该行的数据了，ResultSet提供了一系列的获取列数据的方法：

* String getString(int columnIndex)：获取指定列的String类型数据；
* int getInt(int columnIndex)：获取指定列的int类型数据；
* double getDouble(int columnIndex)：获取指定列的double类型数据；
* boolean getBoolean(int columnIndex)：获取指定列的boolean类型数据；
* Object getObject(int columnIndex)：获取指定列的Object类型的数据。

上面方法中，参数columnIndex表示列的索引，列索引从1开始，而不是0，这第一点与数组不同。如果你清楚当前列的数据类型，那么可以使用getInt()之类的方法来获取，如果你不清楚列的类型，那么你应该使用getObject()方法来获取。

ResultSet还提供了一套通过列名称来获取列数据的方法：

获取一列的数据，有两种方式，getXxx(int columIndex)，还有一种：getXxx(String columnName)

* String getString(String columnName)：获取名称为columnName的列的String数据；
* int getInt(String columnName)：获取名称为columnName的列的int数据；
* double getDouble(String columnName)：获取名称为columnName的列的double数据；
* boolean getBoolean(String columnName)：获取名称为columnName的列的boolean数据；
* Object getObject(String columnName)：获取名称为columnName的列的Object数据；

# PreparedStatement

## 1　什么是SQL攻击

在需要用户输入的地方，用户输入的是SQL语句的片段，最终用户输入的SQL片段与我们DAO中写的SQL语句合成一个完整的SQL语句！例如用户在登录时输入的用户名和密码都是为SQL语句的片段！

## 2　演示SQL攻击

首先我们需要创建一张用户表，用来存储用户的信息。

|  |
| --- |
| **CREATE TABLE user(**  **uid CHAR(32) PRIMARY KEY,**  **username VARCHAR(30) UNIQUE KEY NOT NULL,**  **PASSWORD VARCHAR(30)**  **);**  **INSERT INTO user VALUES('U\_1001', 'zs', 'zs');**  **SELECT \* FROM user;** |

现在用户表中只有一行记录，就是zs。

下面我们写一个login()方法！

|  |
| --- |
| **public** **void** login(String username, String password) {  Connection con = **null**;  Statement stmt = **null**;  ResultSet rs = **null**;  **try** {  con = JdbcUtils.*getConnection*();  stmt = con.createStatement();  String sql = "SELECT \* FROM user WHERE " +  "username='" + username +  "' and password='" + password + "'";  rs = stmt.executeQuery(sql);  **if**(rs.next()) {  System.*out*.println("欢迎" + rs.getString("username"));  } **else** {  System.*out*.println("用户名或密码错误！");  }  } **catch** (Exception e) {  **throw** **new** RuntimeException(e);  } **finally** {  JdbcUtils.*close*(con, stmt, rs);  }  } |

下面是调用这个方法的代码：

|  |
| --- |
| login("a' or 'a'='a", "a' or 'a'='a"); |

这行当前会使我们登录成功！因为是输入的用户名和密码是SQL语句片段，最终与我们的login()方法中的SQL语句组合在一起！我们来看看组合在一起的SQL语句：

|  |
| --- |
| SELECT \* FROM tab\_user WHERE username='**a' or 'a'='a**' and password='**a' or 'a'='a**' |

## 3　防止SQL攻击

* 过滤用户输入的数据中是否包含非法字符；
* 分步交验！先使用用户名来查询用户，如果查找到了，再比较密码；
* 使用PreparedStatement。

|  |
| --- |
| **package** com.practice.jdbc.preparedStatement;  **import** java.sql.Connection;  **import** java.sql.DriverManager;  **import** java.sql.PreparedStatement;  **import** java.sql.ResultSet;  **import** java.sql.SQLException;  **import** java.sql.Statement;  **import** org.junit.Test;  **public** **class** PreparedStatementDemo {  @Test  **public** **void** test() **throws** SQLException, ClassNotFoundException{  String username = "a' or 'a'='a";  String password = "a' or 'a'='a";  **boolean** flag = login(username, password);  //我们查看数据库发现并没有用户a,但是却返回了true,这就是SQL攻击的一个特例,我们要做的就是防止客户端进行这种攻击  System.*out*.println(flag);  flag = loginPreparedStatement(username, password);  System.*out*.println(flag);  }  //实验SQL攻击  **public** **boolean** login(String username,String password) **throws** SQLException, ClassNotFoundException{  Connection conn = **null**;  Statement sql = **null**;  ResultSet set = **null**;  Class.*forName*("com.mysql.jdbc.Driver");  //try内实例化,获取连接  conn = DriverManager.*getConnection*("jdbc:mysql://localhost:3306/test1", "root", "123");  sql = conn.createStatement();  String select = "SELECT \* FROM user WHERE username='" + username + "' and password='" + password + "'";  // String select = "select \* from user where username = '"+username+"' and password = '"+password+"'";  System.*out*.println("查询语句:"+select);  set = sql.executeQuery(select);  // while (set.next()) {  // String uid = set.getString(1);  // String username1 = set.getString("username");  // String password1 = set.getString("password");  // System.out.println(uid+":"+username1+":"+password1);  // }  **return** set.next();  }  //PreparedStatement防SQL攻击  **public** **boolean** loginPreparedStatement(String username,String password) **throws** ClassNotFoundException, SQLException{  //加载MySQL驱动  Class.*forName*("com.mysql.jdbc.Driver");  //获取数据库连接  Connection conn = DriverManager.*getConnection*("jdbc:mysql://localhost:3306/test1", "root", "123");  //SQL模板  String select = "select \* from user where username=? and password=?";  //使用SQL模板得到PreparedStatement实例  PreparedStatement pstml = conn.prepareStatement(select);  //给SQL模板中的问号赋值  pstml.setString(1, username);  pstml.setString(2, password);  //pstml:com.mysql.jdbc.JDBC4PreparedStatement@fbc9c9: select \* from user where username='a\' or \'a\'=\'a' and password='a\' or \'a\'=\'a'  System.*out*.println(select);  //获取结果集  ResultSet set = pstml.executeQuery();  **return** set.next();  }  } |

![](data:image/png;base64,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)

## 4　PreparedStatement是什么？

PreparedStatement叫预编译声明！

PreparedStatement是Statement的子接口，你可以使用PreparedStatement来替换Statement。

PreparedStatement的好处：

* 防止SQL攻击；（不只它可以防！）
* 提高代码的可读性，以可维护性；
* 提高效率（很重要！）。

常规的使用Statement进行SQL语句的操作时,需要先校验语法,然后编译,最后才是执行,而使用PreparedStatement的话,那么会在第一次就对SQL模板进行校验和编译,而后传递参数,执行,等到下一次再次使用这个模板的时候就不用再校验和编译了,只用传递参数执行就可以了,这也是他高效率的体现;

## 5　PreparedStatement的使用

* 使用Connection的prepareStatement(String sql)：即创建它时就让它与一条SQL模板绑定；
* 调用PreparedStatement的setXXX()系列方法为问号设置值
* 调用executeUpdate()或executeQuery()方法，但要注意，调用没有参数的方法；

|  |
| --- |
| String sql = “select \* from tab\_student where s\_number=?”;  PreparedStatement pstmt = con.prepareStatement(sql);  pstmt.setString(1, “S\_1001”);  ResultSet rs = pstmt.executeQuery();  rs.close();  //再次使用时需要把原来的设置清空。  pstmt.clearParameters();  pstmt.setString(1, “S\_1002”);  rs = pstmt.executeQuery(); |

在使用Connection创建PreparedStatement对象时需要给出一个SQL模板，所谓SQL模板就是有“?”的SQL语句，其中“?”就是参数。

在得到PreparedStatement对象后，调用它的setXXX()方法为“?”赋值，这样就可以得到把模板变成一条完整的SQL语句，然后再调用PreparedStatement对象的executeQuery()方法获取ResultSet对象。

注意PreparedStatement对象独有的executeQuery()方法是没有参数的，而Statement的executeQuery()是需要参数（SQL语句）的。因为在创建PreparedStatement对象时已经让它与一条SQL模板绑定在一起了，所以在调用它的executeQuery()和executeUpdate()方法时就不再需要参数了。

**PreparedStatement最大的好处就是在于重复使用同一模板，给予其不同的参数来重复的使用它。这才是真正提高效率的原因。**

**所以，建议大家在今后的开发中，无论什么情况，都去需要PreparedStatement，而不是使用Statement。**

|  |
| --- |
| **package** com.practice.jdbc.preparedStatement;  **import** java.sql.Connection;  **import** java.sql.DriverManager;  **import** java.sql.PreparedStatement;  **import** java.sql.SQLException;  **import** java.sql.Statement;  **import** org.junit.Test;  **public** **class** PreparedStatementPractice {    @Test  **public** **void** test() **throws** Exception{  User user = **new** User();  // user.setUid("U\_1002");  user.setUid("U\_1003");  user.setUsername("李四");  user.setPassword("lisi");  // addUser1(user);  addUser2(user);    }  //插入一个对象到数据库,使用Statement  **public** **void** addUser1(User user) **throws** ClassNotFoundException, SQLException{  Class.*forName*("com.mysql.jdbc.Driver");  Connection conn = DriverManager.*getConnection*("jdbc:mysql://localhost:3306/test1", "root", "123");  Statement sql = conn.createStatement();  String insert = "insert into user values('"+user.getUid()+"','"+user.getUsername()+"','"+user.getPassword()+"')";  **int** l = sql.executeUpdate(insert);  System.*out*.println(insert);  System.*out*.println(l);  //关闭  sql.close();  conn.close();  }  //插入一个对象到数据库,使用PreparedStatement  **public** **void** addUser2(User user) **throws** Exception{  Class.*forName*("com.mysql.jdbc.Driver");  Connection conn = DriverManager.*getConnection*("jdbc:mysql://localhost:3306/test1", "root","123");  //给出SQL模板  String insert = "insert into user values(?,?,?)";  //获取PreparedStatement实例,初始化SQL模板  PreparedStatement pstmt = conn.prepareStatement(insert);  //给问号赋值  pstmt.setString(1, user.getUid());  pstmt.setString(2, user.getUsername());  pstmt.setString(3, user.getPassword());  //执行SQL语句  **int** l = pstmt.executeUpdate();  System.*out*.println(l);  //倒序关闭  pstmt.close();  conn.close();  }  } |

## 6 PreparedStatement为什么能防SQL攻击

防SQL攻击也叫防SQL注入，不过是同一种现象的不同称呼。我们知道真正的项目中SQL语句是动态构成的其中的参数是客户端获取到的，那么就存在着客户端动态组织输入，以期达到和我们后台数据库语句构成一句正确的语句，这一句不会报错的语句对数据库的查询结果始终为true，或恶意更改数据库。为了防止这种情况，我们引入了PreparedStatement，那么它是如何防SQL攻击的呢？

使用PreparedStatement，SQL语句在程序运行前已经进行了预编译，在程序运行时第一次操作数据库之前，SQL语句已经被数据库分析，编译和优化，对应的执行计划也会缓存下来并允许数据库已参数化的形式进行查询，当运行时动态地把参数传给PreprareStatement时，即使参数里有敏感字符如 or '1=1'也数据库会作为一个参数一个字段的属性值来处理而不会作为一个SQL指令，如此，就起到了SQL注入的作用了！即Statement会把参数作为SQL语句的一部分来处理，而PreparedStatement则只会将参数作为SQL语句的一个属性值来处理不会作为SQL语句的一部分，所以不存在SQL注入的问题了！

## 7 PreparedStatement为什么能够提高效率

Statement是PreparedStatement的父接口,不进行预编译操作,减少了进行预编译的开销.单次运行PreparedStatement要比Statement要慢一些. PreparedStatement可以实现Statement的所有功能,但是之所以叫它预编译指令,是因为在创建它的一个对象时可以给定具有一定格式的SQL字符串,然后用它的setXXX方法给指定的SQL语句以填空的方式赋值,具有这样的特性后,它在多次执行一条固定格式的字符串时就很方便,也更效率.不像Statement那样每次执行都要先编译字符串在执行SQL了.PreparedStatement需要服务器端的支持来提高效率.比如在Oracle上就会有显著效果,而MySQL明确地说明了不支持PreparedStatement.Oracle中会将所有的SQL语句先编译,叫做"执行计划",放在Oracle内部的一个特定的缓存中,每次遇到相同的SQL,就会先调用缓存中的,如果不预编译,每次都用Statement,那么每次都要编译,在缓冲中会有很多重复的"执行计划"影响数据库的性能.还有一点就是在使用setObject()的时候,记得一定要使用带targetSqlType参数的方法,来提高效率.SQL注入攻击是利用设计上的漏洞,在目标服务器上运行SQL语句进行攻击,动态生成SQL语句时没有对用户输入的数据进行验证是SQL注入攻击得逞的主要原因.对于JDBC而言,SQL注入攻击只对Statement有效,对PreparedStatement是无效的,这是因为PreparedStatement不允许在插入时改变查询的逻辑结构.绕过验证,但这种手段只对Statement有效,对PreparedStatement无效.如果有一条SQL语句: "select \* from 表 where 用户名 = '用户名'"Statement的SQL语句是这样写的: "select \* from 表 where 用户名 = '"+ 变量值 +"'"PreparedStatement的SQL语句是这样写的: "select \* from 表 where 用户名 = ?" 然后对应?赋值这样我们就发现输入 "aa' or '1' = '1"Statement是将这个和SQL语句做字符串连接到一起执行PreparedStatement是将 "aa' or '1' = '1" 作为一个字符串赋值给?,做为"用户名"字段的对应值,显然这样SQL注入无从谈起了.实现机制不同,注入只对SQL语句的准备(编译)过程有破坏作用,而PreparedStatement已经准备好了,执行阶段只是把输入串作为数据处理,不再需要对SQL语句进行解析,准备,因此也就避免了SQL注入问题.

# JdbcUtils工具类

## 1　JdbcUtils的作用

你也看到了，连接数据库的四大参数是：驱动类、url、用户名，以及密码。这些参数都与特定数据库关联，如果将来想更改数据库，那么就要去修改这四大参数，那么为了不去修改代码，我们写一个JdbcUtils类，让它从配置文件中读取配置参数，然后创建连接对象。

## 2　JdbcUtils代码

JdbcUtils.java

|  |
| --- |
| **public** **class** JdbcUtils {  //配置文件路径  **private** **static** **final** String *dbconfig* = "dbconfig.properties";  //对应配置文件  **private** **static** Properties *prop* = **new** Properties();  //把配置文件内容加载到prop对象中。因为是放到static块中完成的加载操作，所以加载操作只会在JdbcUtils类被加载时完成对配置文件的加载。  **static** {  **try** {  InputStream in = Thread.*currentThread*().getContextClassLoader().getResourceAsStream(*dbconfig*);  *prop*.load(in);  Class.*forName*(*prop*.getProperty("driverClassName"));  } **catch**(IOException e) {  **throw** **new** RuntimeException(e);  }  }  //获取Connection方法，参数都是从prop中获取。  **public** **static** Connection getConnection() {  **try** {  **return** DriverManager.*getConnection*(*prop*.getProperty("url"),  *prop*.getProperty("username"), *prop*.getProperty("password"));  } **catch** (Exception e) {  **throw** **new** RuntimeException(e);  }  }  } |

dbconfig.properties

|  |
| --- |
| driverClassName=com.mysql.jdbc.Driver  url=jdbc:mysql://localhost:3306/mydb1?useUnicode=true&characterEncoding=UTF8  username=root  password=123 |

|  |
| --- |
| dirverClassName = com.mysql.jdbc.Driver  url = jdbc\:mysql\://localhost\:3306/test1  username = root  password = 123  package com.you.utils;  import java.io.IOException;  import java.io.InputStream;  import java.sql.Connection;  import java.sql.DriverManager;  import java.sql.SQLException;  import java.util.Properties;  public class JdbcUtils {  //创建一个配置文件对象  private static Properties prop = new Properties();  //静态代码块,加载配置文件,加载驱动,因为这些都只需要操作一次,所以我们放在静态代码块中,随着类的加载而加载  static{  try {  //把文件加载到流中,从流中获取参数  InputStream inputStream = JdbcUtils.class.getClassLoader().getResourceAsStream("dbconfig.properties");  prop.load(inputStream);  //加载驱动类  Class.forName(prop.getProperty("driverClassName"));  } catch (IOException e) {  // TODO Auto-generated catch block  e.printStackTrace();  } catch (ClassNotFoundException e) {  // TODO Auto-generated catch block  e.printStackTrace();  }  }  //获取连接  public static Connection getConnection(){  try {  return DriverManager.getConnection(prop.getProperty("url"), prop.getProperty("username"), prop.getProperty("password"));  } catch (SQLException e) {  // TODO Auto-generated catch block  throw new RuntimeException(e);  }    }  } |

# UserDao

## 1　DAO模式

DAO（Data Access Object）模式就是写一个类，把访问数据库的代码封装起来。DAO在数据库与业务逻辑（Service）之间。

* 实体域，即操作的对象，例如我们操作的表是user表，那么就需要先写一个User类；
* DAO模式需要先提供一个DAO接口；
* 然后再提供一个DAO接口的实现类；
* 再编写一个DAO工厂，Service通过工厂来获取DAO实现。

## 2　代码

User.java

|  |
| --- |
| **public** **class** User {  **private** String uid;  **private** String username;  **private** String password;  …  } |

UserDao.java

|  |
| --- |
| **public** **interface** UserDao {  **public** **void** add(User user);  **public** **void** mod(User user);  **public** **void** del(String uid);  **public** User load(String uid);  **public** List<User> findAll();  } |

UserDaoImpl.java

|  |
| --- |
| **public** **class** UserDaoImpl **implements** UserDao {  **public** **void** add(User user) {  Connection con = **null**;  PreparedStatement pstmt = **null**;  **try** {  con = JdbcUtils.*getConnection*();  String sql = "insert into user value(?,?,?)";  pstmt = con.prepareStatement(sql);  pstmt.setString(1, user.getUid());  pstmt.setString(2, user.getUsername());  pstmt.setString(3, user.getPassword());  pstmt.executeUpdate();  } **catch**(Exception e) {  **throw** **new** RuntimeException(e);  } **finally** {  **try** {  **if**(pstmt != **null**) pstmt.close();  **if**(con != **null**) con.close();  } **catch**(SQLException e) {}  }  }  **public** **void** mod(User user) {  Connection con = **null**;  PreparedStatement pstmt = **null**;  **try** {  con = JdbcUtils.*getConnection*();  String sql = "update user set username=?, password=? where uid=?";  pstmt = con.prepareStatement(sql);  pstmt.setString(1, user.getUsername());  pstmt.setString(2, user.getPassword());  pstmt.setString(3, user.getUid());  pstmt.executeUpdate();  } **catch**(Exception e) {  **throw** **new** RuntimeException(e);  } **finally** {  **try** {  **if**(pstmt != **null**) pstmt.close();  **if**(con != **null**) con.close();  } **catch**(SQLException e) {}  }  }  **public** **void** del(String uid) {  Connection con = **null**;  PreparedStatement pstmt = **null**;  **try** {  con = JdbcUtils.*getConnection*();  String sql = "delete from user where uid=?";  pstmt = con.prepareStatement(sql);  pstmt.setString(1, uid);  pstmt.executeUpdate();  } **catch**(Exception e) {  **throw** **new** RuntimeException(e);  } **finally** {  **try** {  **if**(pstmt != **null**) pstmt.close();  **if**(con != **null**) con.close();  } **catch**(SQLException e) {}  }  }  **public** User load(String uid) {  Connection con = **null**;  PreparedStatement pstmt = **null**;  ResultSet rs = **null**;  **try** {  con = JdbcUtils.*getConnection*();  String sql = "select \* from user where uid=?";  pstmt = con.prepareStatement(sql);  pstmt.setString(1, uid);  rs = pstmt.executeQuery();  **if**(rs.next()) {  **return** **new** User(rs.getString(1), rs.getString(2), rs.getString(3));  }  **return** **null**;  } **catch**(Exception e) {  **throw** **new** RuntimeException(e);  } **finally** {  **try** {  **if**(pstmt != **null**) pstmt.close();  **if**(con != **null**) con.close();  } **catch**(SQLException e) {}  }  }  **public** List<User> findAll() {  Connection con = **null**;  PreparedStatement pstmt = **null**;  ResultSet rs = **null**;  **try** {  con = JdbcUtils.*getConnection*();  String sql = "select \* from user";  pstmt = con.prepareStatement(sql);  rs = pstmt.executeQuery();  List<User> userList = **new** ArrayList<User>();  **while**(rs.next()) {  userList.add(**new** User(rs.getString(1), rs.getString(2), rs.getString(3)));  }  **return** userList;  } **catch**(Exception e) {  **throw** **new** RuntimeException(e);  } **finally** {  **try** {  **if**(pstmt != **null**) pstmt.close();  **if**(con != **null**) con.close();  } **catch**(SQLException e) {}  }  }  } |

UserDaoFactory.java

|  |
| --- |
| **public** **class** UserDaoFactory {  **private** **static** UserDao *userDao*;  **static** {  **try** {  InputStream in = Thread.*currentThread*().getContextClassLoader()  .getResourceAsStream("dao.properties");  Properties prop = **new** Properties();  prop.load(in);  String className = prop.getProperty("cn.itcast.jdbc.UserDao");  Class clazz = Class.*forName*(className);  *userDao* = (UserDao) clazz.newInstance();  } **catch** (Exception e) {  **throw** **new** RuntimeException(e);  }  }  **public** **static** UserDao getUserDao() {  **return** *userDao*;  }  } |

dao.properties

|  |
| --- |
| cn.itcast.jdbc.UserDao=cn.itcast.jdbc.UserDaoImpl |

# 时间类型

SQL包下相关时间的方法。

* java.sql.ResultSet#java.sql.Date getDate()
* java.sql.PreparedStatement#setDate(int col, java.sql.Date date)

例如：user.setBirthday(rs.getDate("birthday"));，其中rs.getDate()方法返回的是java.sql.Date，而User的birthday必须是java.util.Date类型。把sql包的Date赋给util包下的Date，这是子类给父类，不用强转！！！

例如：pstmt.setDate(3, user.getBirthday())，其中user.getBirthday()返回的是util包下的Date，而setDate()方法的参数类型是sql包下的Date，这说明需要把utilDate转换成sqlDate。这需要处理类型转换问题！！！

pstmt.setDate(3, new java.sql.Date(user.getBirthday().getTime()))

## 1　Java中的时间类型

java.sql包下给出三个与数据库相关的日期时间类型，分别是：

* Date：表示日期，只有年月日，没有时分秒。会丢失时间；
* Time：表示时间，只有时分秒，没有年月日。会丢失日期；
* Timestamp：表示时间戳，有年月日时分秒，以及毫秒。

这三个类都是java.util.Date的子类。

## 2　时间类型相互转换

把数据库的三种时间类型赋给java.util.Date，基本不用转换，因为这是把子类对象给父类的引用，不需要转换。

java.sql.Date date = …

java.util.Date d = date;

java.sql.Time time = …

java.util.Date d = time;

java.sql.Timestamp timestamp = …

java.util.Date d = timestamp;

当需要把java.util.Date转换成数据库的三种时间类型时，这就不能直接赋值了，这需要使用数据库三种时间类型的构造器。java.sql包下的Date、Time、TimeStamp三个类的构造器都需要一个long类型的参数，表示毫秒值。创建这三个类型的对象，只需要有毫秒值即可。我们知道java.util.Date有getTime()方法可以获取毫秒值，那么这个转换也就不是什么问题了。

java.utl.Date d = new java.util.Date();

java.sql.Date date = new java.sql.Date(d.getTime());//会丢失时分秒

Time time = new Time(d.getTime());//会丢失年月日

Timestamp timestamp = new Timestamp(d.getTime());

## 3　代码

我们来创建一个dt表：

|  |
| --- |
| CREATE TABLE dt(  d DATE,  t TIME,  ts TIMESTAMP  ) |

下面是向dt表中插入数据的代码：

|  |
| --- |
| @Test  **public** **void** fun1() **throws** SQLException {  Connection con = JdbcUtils.*getConnection*();  String sql = "insert into dt value(?,?,?)";  PreparedStatement pstmt = con.prepareStatement(sql);    java.util.Date d = **new** java.util.Date();  pstmt.setDate(1, **new** java.sql.Date(d.getTime()));  pstmt.setTime(2, **new** Time(d.getTime()));  pstmt.setTimestamp(3, **new** Timestamp(d.getTime()));  pstmt.executeUpdate();  } |

下面是从dt表中查询数据的代码：

|  |
| --- |
| @Test  **public** **void** fun2() **throws** SQLException {  Connection con = JdbcUtils.*getConnection*();  String sql = "select \* from dt";  PreparedStatement pstmt = con.prepareStatement(sql);  ResultSet rs = pstmt.executeQuery();    rs.next();  java.util.Date d1 = rs.getDate(1);  java.util.Date d2 = rs.getTime(2);  java.util.Date d3 = rs.getTimestamp(3);    System.*out*.println(d1);  System.*out*.println(d2);  System.*out*.println(d3);  } |

# 大数据

## 1　什么是大数据

所谓大数据，就是大的字节数据，或大的字符数据。标准SQL中提供了如下类型来保存大数据类型：

|  |  |
| --- | --- |
| 类型 | 长度 |
| tinyblob | 28--1B（256B） |
| blob | 216-1B（64K） |
| mediumblob | 224-1B（16M） |
| longblob | 232-1B（4G） |
| tinyclob | 28--1B（256B） |
| clob | 216-1B（64K） |
| mediumclob | 224-1B（16M） |
| longclob | 232-1B（4G） |

但是，在mysql中没有提供tinyclob、clob、mediumclob、longclob四种类型，而是使用如下四种类型来处理文本大数据：

|  |  |
| --- | --- |
| 类型 | 长度 |
| tinytext | 28--1B（256B） |
| text | 216-1B（64K） |
| mediumtext | 224-1B（16M） |
| longtext | 232-1B（4G） |

首先我们需要创建一张表，表中要有一个mediumblob（16M）类型的字段。

|  |
| --- |
| **CREATE TABLE tab\_bin(**  **id INT PRIMARY KEY AUTO\_INCREMENT,**  **filename VARCHAR(100),**  **data MEDIUMBLOB**  **);** |

向数据库插入二进制数据需要使用PreparedStatement为原setBinaryStream(int, InputSteam)方法来完成。

|  |
| --- |
| con = JdbcUtils.*getConnection*();  String sql = "insert into tab\_bin(filename,data) values(?, ?)";  pstmt = con.prepareStatement(sql);  pstmt.setString(1, "a.jpg");  //得到一个输入流对象  InputStream in = **new** FileInputStream("f:\\a.jpg");  //为第二个参数赋值为流对象  pstmt.setBinaryStream(2, in);  pstmt.executeUpdate(); |

读取二进制数据，需要在查询后使用ResultSet类的getBinaryStream()方法来获取输入流对象。也就是说，PreparedStatement有setXXX()，那么ResultSet就有getXXX()。

|  |
| --- |
| con = JdbcUtils.*getConnection*();  String sql = "select filename,data from tab\_bin where id=?";  pstmt = con.prepareStatement(sql);  pstmt.setInt(1, 1);  rs = pstmt.executeQuery();  rs.next();  String filename = rs.getString("filename");  //使用文件名来创建输出流对象。  OutputStream out = **new** FileOutputStream("F:\\" + filename);  //读取输入流对象  InputStream in = rs.getBinaryStream("data");  //把in中的数据写入到out中。  IOUtils.*copy*(in, out);  out.close(); |

还有一种方法，就是把要存储的数据包装成Blob类型，然后调用PreparedStatement的setBlob()方法来设置数据

|  |
| --- |
| con = JdbcUtils.*getConnection*();  String sql = "insert into tab\_bin(filename,data) values(?, ?)";  pstmt = con.prepareStatement(sql);  pstmt.setString(1, "a.jpg");  File file = **new** File("f:\\a.jpg");  **byte**[] datas = FileUtils.*getBytes*(file);//获取文件中的数据  Blob blob = **new** SerialBlob(datas);//创建Blob对象  pstmt.setBlob(2, blob);//设置Blob类型的参数  pstmt.executeUpdate(); |
| con = JdbcUtils.*getConnection*();  String sql = "select filename,data from tab\_bin where id=?";  pstmt = con.prepareStatement(sql);  pstmt.setInt(1, 1);  rs = pstmt.executeQuery();  rs.next();  String filename = rs.getString("filename");  File file = **new** File("F:\\" + filename) ;  Blob blob = rs.getBlob("data");  **byte**[] datas = blob.getBytes(0, (**int**)file.length());  FileUtils.*writeByteArrayToFile*(file, datas); |

# 批处理

## 1　Statement批处理

批处理就是一批一批的处理，而不是一个一个的处理！

当你有10条SQL语句要执行时，一次向服务器发送一条SQL语句，这么做效率上很差！处理的方案是使用批处理，即一次向服务器发送多条SQL语句，然后由服务器一次性处理。

批处理只针对更新（增、删、改）语句，批处理没有查询什么事儿！

可以多次调用Statement类的addBatch(String sql)方法，把需要执行的所有SQL语句添加到一个“批”中，然后调用Statement类的executeBatch()方法来执行当前“批”中的语句。

* void addBatch(String sql)：添加一条语句到“批”中；
* int[] executeBatch()：执行“批”中所有语句。返回值表示每条语句所影响的行数据；
* void clearBatch()：清空“批”中的所有语句。

|  |
| --- |
| **for**(**int** i = 0; i < 10; i++) {  String number = "S\_10" + i;  String name = "stu" + i;  **int** age = 20 + i;  String gender = i % 2 == 0 ? "male" : "female";  String sql = "insert into stu values('" + number + "', '" + name + "', " + age + ", '" + gender + "')";  //内部有个集合，用来装载sql语句  stmt.addBatch(sql);  }  //执行批，即一次把批中的所有sql语句发送给服务器  stmt.executeBatch(); |

当执行了“批”之后，“批”中的SQL语句就会被清空！也就是说，连续两次调用executeBatch()相当于调用一次！因为第二次调用时，“批”中已经没有SQL语句了。

还可以在执行“批”之前，调用Statement的clearBatch()方法来清空“批”！

## 2　PreparedStatement批处理

PreparedStatement的批处理有所不同，因为每个PreparedStatement对象都绑定一条SQL模板。所以向PreparedStatement中添加的不是SQL语句，而是给“?”赋值。

|  |
| --- |
| con = JdbcUtils.*getConnection*();  String sql = "insert into stu values(?,?,?,?)";  pstmt = con.prepareStatement(sql);  **for**(**int** i = 0; i < 10; i++) {  pstmt.setString(1, "S\_10" + i);  pstmt.setString(2, "stu" + i);  pstmt.setInt(3, 20 + i);  pstmt.setString(4, i % 2 == 0 ? "male" : "female");  //PreparedStatement的addBatch()方法没有参数！  pstmt.addBatch();  }  //执行批  pstmt.executeBatch(); |

# 事务

## 事务概述

为了方便演示事务，我们需要创建一个account表：

|  |
| --- |
| **CREATE TABLE account(**  **id INT PRIMARY KEY AUTO\_INCREMENT,**  **NAME VARCHAR(30),**  **balance NUMERIC(10.2)**  **);**  **INSERT INTO account(NAME,balance) VALUES('zs', 100000);**  **INSERT INTO account(NAME,balance) VALUES('ls', 100000);**  **INSERT INTO account(NAME,balance) VALUES('ww', 100000);**  **SELECT \* FROM account;** |

### 1　什么是事务

银行转账！张三转10000块到李四的账户，这其实需要两条SQL语句：

* 给张三的账户减去10000元；
* 给李四的账户加上10000元。

如果在第一条SQL语句执行成功后，在执行第二条SQL语句之前，程序被中断了（可能是抛出了某个异常，也可能是其他什么原因），那么李四的账户没有加上10000元，而张三却减去了10000元。这肯定是不行的！

你现在可能已经知道什么是事务了吧！事务中的多个操作，要么完全成功，要么完全失败！不可能存在成功一半的情况！也就是说给张三的账户减去10000元如果成功了，那么给李四的账户加上10000元的操作也必须是成功的；否则给张三减去10000元，以及给李四加上10000元都是失败的！

### 2　事务的四大特性（ACID）

事务的四大特性是：

* + 原子性（Atomicity）：事务中所有操作是不可再分割的原子单位。事务中所有操作要么全部执行成功，要么全部执行失败。
  + 一致性(其他特性都是为了这一特性服务的。)（Consistency）：事务执行后，数据库状态与其它业务规则保持一致。如转账业务，无论事务执行成功与否，参与转账的两个账号余额之和应该是不变的。
  + 隔离性（Isolation）：隔离性是指在并发操作中，不同事务之间应该隔离开来，使每个并发中的事务不会相互干扰。
  + 持久性（Durability）：一旦事务提交成功，事务中所有的数据操作都必须被持久化到数据库中，即使提交事务后，数据库马上崩溃，在数据库重启时，也必须能保证通过某种机制恢复数据。

### 3　MySQL中的事务

在默认情况下，MySQL每执行一条SQL语句，都是一个单独的事务。如果需要在一个事务中包含多条SQL语句，那么需要开启事务和结束事务。

* + 开启事务：**start transaction**；
  + 结束事务：**commit**或**rollback**。

在执行SQL语句之前，先执行strat transaction，这就开启了一个事务（事务的起点），然后可以去执行多条SQL语句，最后要结束事务，commit表示提交，即事务中的多条SQL语句所做出的影响会持久化到数据库中。或者rollback，表示回滚，即回滚到事务的起点，之前做的所有操作都被撤消了！

下面演示zs给li转账10000元的示例：

|  |
| --- |
| START TRANSACTION;  UPDATE account SET balance=balance-10000 WHERE id=1;  UPDATE account SET balance=balance+10000 WHERE id=2;  回滚结束，事务执行失败  ROLLBACK; |
| START TRANSACTION;  UPDATE account SET balance=balance-10000 WHERE id=1;  UPDATE account SET balance=balance+10000 WHERE id=2;  //提交结束，事务执行成功  COMMIT; |
| START TRANSACTION;  UPDATE account SET balance=balance-10000 WHERE id=1;  UPDATE account SET balance=balance+10000 WHERE id=2;  //退出，MySQL会自动回滚事务。  quit; |

## JDBC事务

### 1　JDBC中的事务

Connection的三个方法与事务相关：

* + setAutoCommit(boolean)：设置是否为自动提交事务，如果true（默认值就是true）表示自动提交，也就是每条执行的SQL语句都是一个单独的事务，如果设置false，那么就相当于开启了事务了；**con.setAutoCommit(false)表示开启事务！！！**
  + commit()：提交结束事务；**con.commit();表示提交事务**
  + rollback()：回滚结束事务。**con.rollback();表示回滚事务**

jdbc处理事务的代码格式：

try {

con.setAutoCommit(false);//开启事务…

….

…

con.commit();//try的最后提交事务

} catch() {

con.rollback();//回滚事务

}

|  |
| --- |
| **public** **void** transfer(**boolean** b) {  Connection con = **null**;  PreparedStatement pstmt = **null**;    **try** {  con = JdbcUtils.*getConnection*();  //手动提交  //设置为手动提交事务，即开启了事务。  con.setAutoCommit(**false**);  String sql = "update account set balance=balance+? where id=?";  pstmt = con.prepareStatement(sql);  //操作  pstmt.setDouble(1, -10000);  pstmt.setInt(2, 1);  pstmt.executeUpdate();  // 在两个操作中抛出异常  //如果出现了异常就回滚结束事务  **if**(b) {  **throw** **new** Exception();  }    pstmt.setDouble(1, 10000);  pstmt.setInt(2, 2);  pstmt.executeUpdate();    //提交事务  //当两个操作都执行完了，提交结束事务。  con.commit();  } **catch**(Exception e) {  //回滚事务  **if**(con != **null**) {  **try** {  //当出现异常时，回滚事务。  con.rollback();  } **catch**(SQLException ex) {}  }  **throw** **new** RuntimeException(e);  } **finally** {  //关闭  JdbcUtils.*close*(con, pstmt);  }  } |

### 2　保存点（了解）

保存点:Spring中的七种事务的传播机制

保存点是JDBC3.0的东西！当要求数据库服务器支持保存点方式的回滚。

校验数据库服务器是否支持保存点！

|  |
| --- |
| boolean b = con.getMetaData().supportsSavepoints(); |

保存点的作用是允许事务回滚到指定的保存点位置。在事务中设置好保存点，然后回滚时可以选择回滚到指定的保存点，而不是回滚整个事务！**注意，回滚到指定保存点并没有结束事务！！！只有回滚了整个事务才算是结束事务了！**

Connection类的设置保存点，以及回滚到指定保存点方法：

* 设置保存点：Savepoint setSavepoint()；
* 回滚到指定保存点：void rollback(Savepoint)。

|  |
| --- |
| /\*  \* 李四对张三说，如果你给我转1W，我就给你转100W。  \* ==========================================  \*  \* 张三给李四转1W（张三减去1W，李四加上1W）  \* 设置保存点！  \* 李四给张三转100W（李四减去100W，张三加上100W）  \* 查看李四余额为负数，那么回滚到保存点。  \* 提交事务  \*/  @Test  **public** **void** fun() {  Connection con = **null**;  PreparedStatement pstmt = **null**;    **try** {  con = JdbcUtils.*getConnection*();  //手动提交  **con.setAutoCommit(false);**    String sql = "update account set balance=balance+? where name=?";  pstmt = con.prepareStatement(sql);    //操作1（张三减去1W）  pstmt.setDouble(1, -10000);  pstmt.setString(2, "zs");  pstmt.executeUpdate();    //操作2（李四加上1W）  pstmt.setDouble(1, 10000);  pstmt.setString(2, "ls");  pstmt.executeUpdate();    // 设置保存点  Savepoint sp = con.setSavepoint();    //操作3（李四减去100W）  pstmt.setDouble(1, -1000000);  pstmt.setString(2, "ls");  pstmt.executeUpdate();    //操作4（张三加上100W）  pstmt.setDouble(1, 1000000);  pstmt.setString(2, "zs");  pstmt.executeUpdate();    //操作5（查看李四余额）  sql = "select balance from account where name=?";  pstmt = con.prepareStatement(sql);  pstmt.setString(1, "ls");  ResultSet rs = pstmt.executeQuery();  rs.next();  **double** balance = rs.getDouble(1);  　　　　　　//如果李四余额为负数，那么回滚到指定保存点  **if**(balance < 0) {  //发现李四余额小于0，回滚到指定还原点！即撤销了李四给张三转账100万的操作  con.rollback(sp);  System.*out*.println("张三，你上当了！");  }    //提交事务  //注意，一定要提交事务，因为回滚到指定保存点不会结束事务！保存点之前的操作没有被回滚，只能提交了才能真正把没有回滚的操作执行了。  con.commit();  } **catch**(Exception e) {  //回滚事务  **if**(con != **null**) {  **try** {  con.rollback();  } **catch**(SQLException ex) {}  }  **throw** **new** RuntimeException(e);  } **finally** {  //关闭  JdbcUtils.*close*(con, pstmt);  }  } |

## 事务隔离级别

### 1 事务的并发读问题

脏读：读取到另一个事务未提交数据；//不能允许出来的事情！

* + 不可重复读：两次读取不一致；
  + 幻读（虚读）：读到另一事务已提交数据。

### 2　并发事务问题

因为并发事务导致的问题大致有5类，其中两类是更新问题，三类是读问题。

* 脏读（dirty read）：**读到未提交更新数据，即读取到了脏数据；**
* 不可重复读（unrepeatable read）：**对同一记录的两次读取不一致，因为另一事务对该记录做了修改；**
* 幻读（phantom read）：**对同一张表的两次查询不一致，因为另一事务插入了一条记录；**

脏读

事务1：张三给李四转账100元

事务2：李四查看自己的账户

* t1：事务1：开始事务
* t2：事务1：张三给李四转账100元
* t3：事务2：开始事务
* t4：事务2：李四查看自己的账户，看到账户多出100元（脏读）
* t5：事务2：提交事务
* t6：事务1：回滚事务，回到转账之前的状态

不可重复读

事务1：酒店查看两次1048号房间状态

事务2：预订1048号房间

* t1：事务1：开始事务
* t2：事务1：查看1048号房间状态为空闲
* t3：事务2：开始事务
* t4：事务2：预定1048号房间
* t5：事务2：提交事务
* t6：事务1：再次查看1048号房间状态为使用
* t7：事务1：提交事务

对同一记录的两次查询结果不一致！

幻读

事务1：对酒店房间预订记录两次统计

事务2：添加一条预订房间记录

* t1：事务1：开始事务
* t2：事务1：统计预订记录100条
* t3：事务2：开始事务
* t4：事务2：添加一条预订房间记录
* t5：事务2：提交事务
* t6：事务1：再次统计预订记录为101记录
* t7：事务1：提交

　　对同一表的两次查询不一致！

不可重复读和幻读的区别：

* 不可重复读是读取到了另一事务的更新；
* 幻读是读取到了另一事务的插入（MySQL中无法测试到幻读）；

### 3　四大隔离级别

4个等级的事务隔离级别，在相同数据环境下，使用相同的输入，执行相同的工作，根据不同的隔离级别，可以导致不同的结果。不同事务隔离级别能够解决的数据并发问题的能力是不同的。

1　SERIALIZABLE（串行化）

不会出现任何并发问题，因为它是对同一数据的访问是串行的，非并发访问的；三种读问题都能处理

* + 性能最差；

2　REPEATABLE READ（可重复读）（MySQL）

防止脏读和不可重复读；脏读、不可重复读，不能处理幻读

* + 性能比SERIALIZABLE好

3　READ COMMITTED（读已提交数据）（Oracle）

防止脏读；只能处理脏读，不能处理不可重复读和幻读。

* + 性能比REPEATABLE READ好

4　READ UNCOMMITTED（读未提交数据）

可能出现任何事务并发问题,啥也不处理！

* + 性能最好

**MySQL的默认隔离级别为REPEATABLE READ，这是一个很不错的选择吧！**

### 5　MySQL隔离级别

MySQL的默认隔离级别为Repeatable read，可以通过下面语句查看：

|  |
| --- |
| select @@tx\_isolation |

也可以通过下面语句来设置当前连接的隔离级别：

|  |
| --- |
| set transaction isolationlevel [4先1] |

### 6　JDBC设置隔离级别

con. setTransactionIsolation(int level)

参数可选值如下：

* Connection.TRANSACTION\_READ\_UNCOMMITTED；
* Connection.TRANSACTION\_READ\_COMMITTED；
* Connection.TRANSACTION\_REPEATABLE\_READ；
* Connection.TRANSACTION\_SERIALIZABLE。

## 事务总结：

* 事务的特性：ACID；
* 事务开始边界与结束边界：开始边界（con.setAutoCommit(false)），结束边界（con.commit()或con.rollback()）；
* 事务的隔离级别： READ\_UNCOMMITTED、READ\_COMMITTED、REPEATABLE\_READ、SERIALIZABLE。多个事务并发执行时才需要考虑并发事务。

# 数据库连接池

## 数据库连接池

用java代码操作数据库，需要数据库连接对象，一个用户至少要用到一个连接。现在假设有成千上百万个用户，就要创建十分巨大数量的连接对象，这会使数据库承受极大的压力，为了解决这种现象，一种技术出现了，这就是数据库连接池。

## **什么是数据库连接池（原理）**

所谓数据库连接池，可以看作 ：在用户和数据库之间创建一个”池”，这个池中有若干个连接对象，当用户想要连接数据库，就要先从连接池中获取连接对象，然后操作数据库。一旦连接池中的连接对象被拿光了，下一个想要操作数据库的用户必须等待，等待其他用户释放连接对象，把它放回连接池中，这时候等待的用户才能获取连接对象，从而操作数据库。

### 1　数据库连接池的概念

用池来管理Connection，这可以重复使用Connection。有了池，所以我们就不用自己来创建Connection，而是通过池来获取Connection对象。当使用完Connection后，调用Connection的close()方法也不会真的关闭Connection，而是把Connection“归还”给池。池就可以再利用这个Connection对象了。
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### 2　JDBC数据库连接池接口（DataSource）

　　Java为数据库连接池提供了公共的接口：javax.sql.DataSource，各个厂商可以让自己的连接池实现这个接口。这样应用程序可以方便的切换不同厂商的连接池！

### ?3　自定义连接池（ItcastPool）

　　分析：ItcastPool需要有一个List，用来保存连接对象。在ItcastPool的构造器中创建5个连接对象放到List中！当用人调用了ItcastPool的getConnection()时，那么就从List拿出一个返回。当List中没有连接可用时，抛出异常。

　　我们需要对Connection的close()方法进行增强，所以我们需要自定义ItcastConnection类，对Connection进行装饰！即对close()方法进行增强。因为需要在调用close()方法时把连接“归还”给池，所以ItcastConnection类需要拥有池对象的引用，并且池类还要提供“归还”的方法。![](data:image/png;base64,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)

ItcastPool.java

|  |
| --- |
| **public** **class** ItcastPool **implements** DataSource {  **private** **static** Properties *props* = **new** Properties();  **private** List<Connection> list = **new** ArrayList<Connection>();  **static** {  InputStream in = ItcastPool.**class**.getClassLoader()  .getResourceAsStream("dbconfig.properties");  **try** {  *props*.load(in);  Class.*forName*(*props*.getProperty("driverClassName"));  } **catch** (Exception e) {  **throw** **new** RuntimeException(e);  }  }  **public** ItcastPool() **throws** SQLException {  **for** (**int** i = 0; i < 5; i++) {  Connection con = DriverManager.*getConnection*(  *props*.getProperty("url"), *props*.getProperty("username"),  *props*.getProperty("password"));  ItcastConnection conWapper = **new** ItcastConnection(con, **this**);  list.add(conWapper);  }  }    **public** **void** add(Connection con) {  list.add(con);  }  **public** Connection getConnection() **throws** SQLException {  **if**(list.size() > 0) {  **return** list.remove(0);  }  **throw** **new** SQLException("没连接了");  }  ......  } |

ItcastConnection.java

|  |
| --- |
| **public** **class** ItcastConnection **extends** ConnectionWrapper {  **private** ItcastPool pool;    **public** ItcastConnection(Connection con, ItcastPool pool) {  **super**(con);  **this**.pool = pool;  }  @Override  **public** **void** close() **throws** SQLException {  pool.add(**this**);  }  } |

## DBCP

### 1　什么是DBCP？

DBCP是Apache提供的一款开源免费的数据库连接池！

Hibernate3.0之后不再对DBCP提供支持！因为Hibernate声明DBCP有致命的缺欠！DBCP因为Hibernate的这一毁谤很是生气，并且说自己没有缺欠。

### 2　DBCP的使用

|  |
| --- |
| **public** **void** fun1() **throws** SQLException {  BasicDataSource ds = **new** BasicDataSource();  //基本配置  ds.setUsername("root");  ds.setPassword("123");  ds.setUrl("jdbc:mysql://localhost:3306/mydb1");  ds.setDriverClassName("com.mysql.jdbc.Driver");  //最大连接数  ds.setMaxActive(20);  //最大空闲连接数  ds.setMaxIdle(10);  //初始化连接数  ds.setInitialSize(10);  //最小空闲连接数  ds.setMinIdle(2);  //最大等待毫秒数  ds.setMaxWait(1000);    Connection con = ds.getConnection();  System.*out*.println(con.getClass().getName());  //关闭连接只是把连接归还给池！  con.close();  } |

### 3　DBCP的配置信息

下面是对DBCP的配置介绍：

|  |
| --- |
| #基本配置  driverClassName=com.mysql.jdbc.Driver  url=jdbc:mysql://localhost:3306/mydb1  username=root  password=123  #初始化池大小，即一开始池中就会有10个连接对象  默认值为0  initialSize=0  #最大连接数，如果设置maxActive=50时，池中最多可以有50个连接，当然这50个连接中包含被使用的和没被使用的（空闲）  #你是一个包工头，你一共有50个工人，但这50个工人有的当前正在工作，有的正在空闲  #默认值为8，如果设置为非正数，表示没有限制！即无限大  maxActive=8  #最大空闲连接  #当设置maxIdle=30时，你是包工头，你允许最多有20个工人空闲，如果现在有30个空闲工人，那么要开除10个  #默认值为8，如果设置为负数，表示没有限制！即无限大  maxIdle=8  #最小空闲连接  #如果设置minIdel=5时，如果你的工人只有3个空闲，那么你需要再去招2个回来，保证有5个空闲工人  #默认值为0  minIdle=0  #最大等待时间  #当设置maxWait=5000时，现在你的工作都出去工作了，又来了一个工作，需要一个工人。  #这时就要等待有工人回来，如果等待5000毫秒还没回来，那就抛出异常  #没有工人的原因：最多工人数为50，已经有50个工人了，不能再招了，但50人都出去工作了。  #默认值为-1，表示无限期等待，不会抛出异常。  maxWait=-1  #连接属性  #就是原来放在url后面的参数，可以使用connectionProperties来指定  #如果已经在url后面指定了，那么就不用在这里指定了。  #useServerPrepStmts=true，MySQL开启预编译功能  #cachePrepStmts=true，MySQL开启缓存PreparedStatement功能，  #prepStmtCacheSize=50，缓存PreparedStatement的上限  #prepStmtCacheSqlLimit=300，当SQL模板长度大于300时，就不再缓存它  connectionProperties=useUnicode=true;characterEncoding=UTF8;useServerPrepStmts=true;cachePrepStmts=true;prepStmtCacheSize=50;prepStmtCacheSqlLimit=300  #连接的默认提交方式  #默认值为true  defaultAutoCommit=true  #连接是否为只读连接  #Connection有一对方法：setReadOnly(boolean)和isReadOnly()  #如果是只读连接，那么你只能用这个连接来做查询  #指定连接为只读是为了优化！这个优化与并发事务相关！  #如果两个并发事务，对同一行记录做增、删、改操作，是不是一定要隔离它们啊？  #如果两个并发事务，对同一行记录只做查询操作，那么是不是就不用隔离它们了？  #如果没有指定这个属性值，那么是否为只读连接，这就由驱动自己来决定了。即Connection的实现类自己来决定！  defaultReadOnly=false  #指定事务的事务隔离级别  #可选值：NONE,READ\_UNCOMMITTED, READ\_COMMITTED, REPEATABLE\_READ, SERIALIZABLE  #如果没有指定，那么由驱动中的Connection实现类自己来决定  defaultTransactionIsolation=REPEATABLE\_READ |

## C3P0

### 1　C3P0简介

　　C3P0也是开源免费的连接池！C3P0被很多人看好！

### 2　C3P0的使用

　　C3P0中池类是：ComboPooledDataSource。

|  |
| --- |
| **public** **void** fun1() **throws** PropertyVetoException, SQLException {  ComboPooledDataSource ds = **new** ComboPooledDataSource();  //基本配置  ds.setJdbcUrl("jdbc:mysql://localhost:3306/mydb1");  ds.setUser("root");  ds.setPassword("123");  ds.setDriverClass("com.mysql.jdbc.Driver");  //每次的增量为5  ds.setAcquireIncrement(5);  //初始化连接数  ds.setInitialPoolSize(20);  //最少连接数  ds.setMinPoolSize(2);  //最多连接数  ds.setMaxPoolSize(50);    Connection con = ds.getConnection();  System.*out*.println(con);  con.close();  } |

c3p0也可以指定配置文件，而且配置文件可以是properties，也可骒xml的。当然xml的高级一些了。但是c3p0的配置文件名必须为c3p0-config.xml，并且必须放在类路径下。

|  |
| --- |
| <?xml version=*"1.0"* encoding=*"UTF-8"*?>  <c3p0-config>  //默认配置  <default-config>  <property name=*"jdbcUrl"*>jdbc:mysql://localhost:3306/mydb1</property>  <property name=*"driverClass"*>com.mysql.jdbc.Driver</property>  <property name=*"user"*>root</property>  <property name=*"password"*>123</property>  <property name=*"acquireIncrement"*>3</property>  <property name=*"initialPoolSize"*>10</property>  <property name=*"minPoolSize"*>2</property>  <property name=*"maxPoolSize"*>10</property>  </default-config>  //命名配置  <named-config name=*"oracle-config"*>  <property name=*"jdbcUrl"*>jdbc:mysql://localhost:3306/mydb1</property>  <property name=*"driverClass"*>com.mysql.jdbc.Driver</property>  <property name=*"user"*>root</property>  <property name=*"password"*>123</property>  <property name=*"acquireIncrement"*>3</property>  <property name=*"initialPoolSize"*>10</property>  <property name=*"minPoolSize"*>2</property>  <property name=*"maxPoolSize"*>10</property>  </named-config>  </c3p0-config> |

c3p0的配置文件中可以配置多个连接信息，可以给每个配置起个名字，这样可以方便的通过配置名称来切换配置信息。上面文件中默认配置为mysql的配置，名为oracle-config的配置也是mysql的配置，呵呵。

|  |
| --- |
| **public** **void** fun2() **throws** PropertyVetoException, SQLException {  //不用定配置文件名称，因为配置文件名必须是c3p0-config.xml，这里使用的是默认配置。  ComboPooledDataSource ds = **new** ComboPooledDataSource();  Connection con = ds.getConnection();  System.*out*.println(con);  con.close();  } |
| **public** **void** fun2() **throws** PropertyVetoException, SQLException {  //使用名为oracle-config的配置。  ComboPooledDataSource ds = **new** ComboPooledDataSource("orcale-config");  Connection con = ds.getConnection();  System.*out*.println(con);  con.close();  } |

## Tomcat配置连接池

### 1　Tomcat配置JNDI资源

JNDI（Java Naming and Directory Interface），Java命名和目录接口。JNDI的作用就是：在服务器上配置资源，然后通过统一的方式来获取配置的资源。

我们这里要配置的资源当然是连接池了，这样项目中就可以通过统一的方式来获取连接池对象了。

【JNDI全名为Java Naming and Directory Interface.JNDI主要提供应用程序所需要资源上[命名](http://baike.baidu.com/item/%E5%91%BD%E5%90%8D" \t "http://baike.baidu.com/_blank)与[目录服务](http://baike.baidu.com/item/%E7%9B%AE%E5%BD%95%E6%9C%8D%E5%8A%A1" \t "http://baike.baidu.com/_blank)。在Java EE环境中，JNDI扮演了一个很重要的角色，它提供了一个接口让用户在不知道资源所在位置的情形下，取得该资源服务。就好比网络[磁盘驱动器](http://baike.baidu.com/item/%E7%A3%81%E7%9B%98%E9%A9%B1%E5%8A%A8%E5%99%A8" \t "http://baike.baidu.com/_blank)的功能一样。如果有人事先将另一台机器上的磁盘驱动器接到用户的机器上，用户在使用的时候根本就分辨不出现在的驱动器是存在本端，还是在另一端的机器上，用户只需取得资源来用，根本就不知道资源在什么地方。】

下图是Tomcat文档提供的：
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配置JNDI资源需要到<Context>元素中配置<Resource>子元素：

* name：指定资源的名称，这个名称可以随便给，在获取资源时需要这个名称；
* factory：用来创建资源的工厂，这个值基本上是固定的，不用修改；
* type：资源的类型，我们要给出的类型当然是我们连接池的类型了；
* bar：表示资源的属性，如果资源存在名为bar的属性，那么就配置bar的值。对于DBCP连接池而言，你需要配置的不是bar，因为它没有bar这个属性，而是应该去配置url、username等属性。

|  |
| --- |
| <Context>  <Resource name="mydbcp"  type="org.apache.tomcat.dbcp.dbcp.BasicDataSource"  factory="org.apache.naming.factory.BeanFactory"  username="root"  password="123"  driverClassName="com.mysql.jdbc.Driver"  url="jdbc:mysql://127.0.0.1/mydb1"  maxIdle="3"  maxWait="5000"  maxActive="5"  initialSize="3"/>  </Context> |
| <Context>  <Resource name="myc3p0"  type="com.mchange.v2.c3p0.ComboPooledDataSource"  factory="org.apache.naming.factory.BeanFactory"  user="root"  password="123"  classDriver="com.mysql.jdbc.Driver"  jdbcUrl="jdbc:mysql://127.0.0.1/mydb1"  maxPoolSize="20"  minPoolSize ="5"  initialPoolSize="10"  acquireIncrement="2"/>  </Context> |

### 2　获取资源

<!-- type="javax.sql.DataSource" url="jdbc:mysql://localhost:3306/test1?characterEncoding=UTF-8"-->

　　配置资源的目的当然是为了获取资源了。只要你启动了Tomcat，那么就可以在项目中任何类中通过JNDI获取资源的方式来获取资源了。

下图是Tomcat文档提供的，与上面Tomcat文档提供的配置资源是对应的。
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获取资源：

* Context：javax.naming.Context；
* InitialContext：javax.naming.InitialContext；
* lookup(String)：获取资源的方法，其中”java:comp/env”是资源的入口（这是固定的名称），获取过来的还是一个Context，这说明需要在获取到的Context上进一步进行获取。”bean/MyBeanFactory”对应<Resource>中配置的name值，这回获取的就是资源对象了。

|  |
| --- |
| Context cxt = **new** InitialContext();  DataSource ds = (DataSource)cxt.lookup("java:/comp/env/mydbcp");  Connection con = ds.getConnection();  System.*out*.println(con);  con.close(); |
| Context cxt = **new** InitialContext();  Context envCxt = (Context)cxt.lookup("java:/comp/env");  DataSource ds = (DataSource)env.lookup("mydbcp");  Connection con = ds.getConnection();  System.*out*.println(con);  con.close(); |

上面两种方式是相同的效果。

### 实际操作:

1. 在META-INF文件夹下创建context.XML文件
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1. 配置Context.xml文件

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<Context>

<Resource name=*"jdbc/test1"*

type=*"com.mchange.v2.c3p0.ComboPooledDataSource"*

factory=*"org.apache.naming.factory.BeanFactory"*

user=*"root"*

password=*"123"*

driverClass=*"com.mysql.jdbc.Driver"*

jdbcUrl=*"jdbc:mysql://127.0.0.1/test1"*

maxPoolSize=*"20"*

minPoolSize =*"5"*

initialPoolSize=*"10"*

acquireIncrement=*"2"*/>

</Context>

3.配置web.xml文件

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<web-app xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"* xmlns=*"http://java.sun.com/xml/ns/javaee"* xsi:schemaLocation=*"http://java.sun.com/xml/ns/javaee http://java.sun.com/xml/ns/javaee/web-app\_3\_0.xsd"* id=*"WebApp\_ID"* version=*"3.0"*>

<display-name>JDBCPractice02</display-name>

<welcome-file-list>

<welcome-file>index.html</welcome-file>

<welcome-file>index.htm</welcome-file>

<welcome-file>index.jsp</welcome-file>

<welcome-file>default.html</welcome-file>

<welcome-file>default.htm</welcome-file>

<welcome-file>default.jsp</welcome-file>

</welcome-file-list>

<resource-ref>

<description>DB Connection</description>

<res-ref-name>jdbc/test1</res-ref-name>

<res-type>com.mchange.v2.c3p0.ComboPooledDataSource</res-type>

<res-auth>Container</res-auth>

</resource-ref>

</web-app>

1. 在类中配置,加载,获取连接

package com.jdbc.practice.pool.jndi;

import java.sql.Connection;

import java.sql.SQLException;

import javax.naming.Context;

import javax.naming.InitialContext;

import javax.naming.NamingException;

import javax.sql.DataSource;

public class JNDIPracticeDAO {

public void xxx(){

//获取JNDI资源

try {

//创建上下文

Context initCtx = new InitialContext();

/\*

\* 使用上下文查找指定名称的资源

\* 名称：java:comp/env，表示入口点！得到的还是上下文

\*/

// Context envCtx = (Context) initCtx.lookup("java:comp/env");

/\*

\* 继承查找资源，名称为：jdbc/mydatsource，它对应的是<Resource name="jdbc/mydatsource">

\*/

// DataSource dataSource = (DataSource) envCtx.lookup("jdbc/test1");

DataSource dataSource = (DataSource) initCtx.lookup("java:comp/env/jdbc/test1");

// DataSource dataSource = (DataSource) envCtx.lookup("jdbc/mydatasource");

//获取连接

Connection conn = dataSource.getConnection();

System.out.println(conn.getClass().getName());

//归还连接

conn.close();

} catch (NamingException e) {

// TODO Auto-generated catch block

e.printStackTrace();

} catch (SQLException e) {

// TODO Auto-generated catch block

e.printStackTrace();

}

}

}

package com.jdbc.practice.pool.jndi;

import java.io.IOException;

import javax.servlet.ServletException;

import javax.servlet.annotation.WebServlet;

import javax.servlet.http.HttpServlet;

import javax.servlet.http.HttpServletRequest;

import javax.servlet.http.HttpServletResponse;

/\*\*

\* Servlet implementation class JNDIServlet

\*/

@WebServlet("/JNDIServlet")

public class JNDIServlet extends HttpServlet {

protected void doGet(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {

JNDIPracticeDAO dao = new JNDIPracticeDAO();

dao.xxx();

}

}

## 修改JdbcUtils

因为已经学习了连接池，那么JdbcUtils的获取连接对象的方法也要修改一下了。

JdbcUtils.java

|  |
| --- |
| **public** **class** JdbcUtils {  **private** **static** DataSource *dataSource* = **new** ComboPooledDataSource();  **public** **static** DataSource getDataSource() {  **return** *dataSource*;  }  **public** **static** Connection getConnection() {  **try** {  **return** *dataSource*.getConnection();  } **catch** (Exception e) {  **throw** **new** RuntimeException(e);  }  }  } |

# ThreadLocal

|  |  |
| --- | --- |
| key | value |
| thread1 | aaa |
| thread2 | bbb |
| thread3 | ccc |

## 什么是ThreadLocal

ThreadLocal翻译成中文比较准确的叫法应该是：线程局部变量。

　　这个玩意有什么用处，或者说为什么要有这么一个东东？先解释一下，在并发编程的时候，成员变量如果不做任何处理其实是线程不安全的，各个线程都在操作同一个变量，显然是不行的，并且我们也知道volatile这个关键字也是不能保证线程安全的。那么在有一种情况之下，我们需要满足这样一个条件：变量是同一个，但是每个线程都使用同一个初始值，也就是使用同一个变量的一个新的副本。这种情况之下ThreadLocal就非常使用，比如说DAO的数据库连接，我们知道DAO是单例的，那么他的属性Connection就不是一个线程安全的变量。而我们每个线程都需要使用他，并且各自使用各自的。这种情况，ThreadLocal就比较好的解决了这个问题。

　　我们从源码的角度来分析这个问题。

　　首先定义一个ThreadLocal：

public class ConnectionUtil {

private static ThreadLocal<Connection> tl = new ThreadLocal<Connection>();

private static Connection initConn = null;

static {

try {

initConn = DriverManager.getConnection("url, name and password");

} catch (SQLException e) {

e.printStackTrace();

}

}

public Connection getConn() {

Connection c = tl.get();

if(null == c) tl.set(initConn);

return tl.get();

}

}

　　这样子，都是用同一个连接，但是每个连接都是新的，是同一个连接的副本。

　　那么实现机制是如何的呢？

　　1、每个Thread对象内部都维护了一个ThreadLocalMap这样一个ThreadLocal的Map，可以存放若干个ThreadLocal。

|  |  |
| --- | --- |
| 1  2  3 | /\* ThreadLocal values pertaining to this thread. This map is maintained   \* by the ThreadLocal class. \*/  ThreadLocal.ThreadLocalMap threadLocals = null; |

　　2、当我们在调用get()方法的时候，先获取当前线程，然后获取到当前线程的ThreadLocalMap对象，如果非空，那么取出ThreadLocal的value，否则进行初始化，初始化就是将initialValue的值set到ThreadLocal中。

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | public T get() {      Thread t = Thread.currentThread();      ThreadLocalMap map = getMap(t);      if (map != null) {          ThreadLocalMap.Entry e = map.getEntry(this);          if (e != null)              return (T)e.value;      }      return setInitialValue();  } |

　　3、当我们调用set()方法的时候，很常规，就是将值设置进ThreadLocal中。

　　4、总结：当我们调用get方法的时候，其实每个当前线程中都有一个ThreadLocal。每次获取或者设置都是对该ThreadLocal进行的操作，是与其他线程分开的。

　　5、应用场景：当很多线程需要多次使用同一个对象，并且需要该对象具有相同初始化值的时候最适合使用ThreadLocal。

　　6、其实说再多也不如看一下源码来得清晰。如果要看源码，其中涉及到一个WeakReference和一个Map，这两个地方需要了解下，这两个东西分别是a.Java的弱引用，也就是GC的时候会销毁该引用所包裹(引用)的对象，这个threadLocal作为key可能被销毁，但是只要我们定义成他的类不卸载，tl这个强引用就始终引用着这个ThreadLocal的，永远不会被gc掉。b.和HashMap差不多。

　　事实上，从本质来讲，就是每个线程都维护了一个map，而这个map的key就是threadLocal，而值就是我们set的那个值，每次线程在get的时候，都从自己的变量中取值，既然从自己的变量中取值，那肯定就不存在线程安全问题，总体来讲，ThreadLocal这个变量的状态根本没有发生变化，他仅仅是充当一个key的角色，另外提供给每一个线程一个初始值。如果允许的话，我们自己就能实现一个这样的功能，只不过恰好JDK就已经帮我们做了这个事情。

## 1　ThreadLocal API

ThreadLocal类只有三个方法：

* void set(T value)：保存值；
* T get()：获取值；
* void remove()：移除值。

## 2　ThreadLocal的内部是Map

ThreadLocal内部其实是个Map来保存数据。虽然在使用ThreadLocal时只给出了值，没有给出键，其实它内部使用了当前线程做为键。

|  |
| --- |
| **class** MyThreadLocal<T> {  **private** Map<Thread,T> map = **new** HashMap<Thread,T>();  **public** **void** set(T value) {  map.put(Thread.*currentThread*(), value);  }    **public** **void** remove() {  map.remove(Thread.*currentThread*());  }    **public** T get() {  **return** map.get(Thread.*currentThread*());  }  } |
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# BaseServlet

## 1　BaseServlet的作用

在开始客户管理系统之前，我们先写一个工具类：BaseServlet。

我们知道，写一个项目可能会出现N多个Servlet，而且一般一个Servlet只有一个方法（doGet或doPost），如果项目大一些，那么Servlet的数量就会很惊人。

为了避免Servlet的“膨胀”，我们写一个BaseServlet。它的作用是让一个Servlet可以处理多种不同的请求。不同的请求调用Servlet的不同方法。我们写好了BaseServlet后，让其他Servlet继承BaseServlet，例如CustomerServlet继承BaseServlet，然后在CustomerServlet中提供add()、update()、delete()等方法，每个方法对应不同的请求。
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## 2　BaseServlet分析

我们知道，Servlet中处理请求的方法是service()方法，这说明我们需要让service()方法去调用其他方法。例如调用add()、mod()、del()、all()等方法！具体调用哪个方法需要在请求中给出方法名称！然后service()方法通过方法名称来调用指定的方法。

无论是点击超链接，还是提交表单，请求中必须要有method参数，这个参数的值就是要请求的方法名称，这样BaseServlet的service()才能通过方法名称来调用目标方法。例如某个链接如下：

<a href=”/xxx/CustomerServlet?method=add”>添加客户</a>

![](data:image/png;base64,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)

## 3　BaseServlet代码

|  |
| --- |
| **public** **class** BaseServlet **extends** HttpServlet {  /\*  \* 它会根据请求中的m，来决定调用本类的哪个方法  \*/  **protected** **void** service(HttpServletRequest req, HttpServletResponse res)  **throws** ServletException, IOException {  req.setCharacterEncoding("UTF-8");  res.setContentType("text/html;charset=utf-8");  // 例如：http://localhost:8080/demo1/xxx?m=add  String methodName = req.getParameter("method");// 它是一个方法名称    // 当没用指定要调用的方法时，那么默认请求的是execute()方法。  **if**(methodName == **null** || methodName.isEmpty()) {  methodName = "execute";  }  Class c = **this**.getClass();  **try** {  // 通过方法名称获取方法的反射对象  Method m = c.getMethod(methodName, HttpServletRequest.**class**,  HttpServletResponse.**class**);  // 反射方法目标方法，也就是说，如果methodName为add，那么就调用add方法。  String result = (String) m.invoke(**this**, req, res);  // 通过返回值完成请求转发  **if**(result != **null** && !result.isEmpty()) {  req.getRequestDispatcher(result).forward(req, res);  }  } **catch** (Exception e) {  **throw** **new** ServletException(e);  }  }  } |

|  |
| --- |
| package com.BaseServlet;  import java.io.IOException;  import java.lang.reflect.Method;  import javax.servlet.ServletException;  import javax.servlet.annotation.WebServlet;  import javax.servlet.http.HttpServlet;  import javax.servlet.http.HttpServletRequest;  import javax.servlet.http.HttpServletResponse;  /\*\*  \* 为了避免Servlet的“膨胀”，我们写一个BaseServlet。它的作用是让一个Servlet可以处  \* 理多种不同的请求。不同的请求调用Servlet的不同方法。  \* @author Yorick  \*/  @WebServlet("/BaseServlet")  public class BaseServlet extends HttpServlet {    protected void service(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {  //设置接受和响应字符集  request.setCharacterEncoding("utf-8");  response.setContentType("text/html;charset=utf-8");  //获取方法名称  String methodName = request.getParameter("method");  System.out.println(methodName);  // 当没用指定要调用的方法时，那么默认请求的是execute()方法。  if(methodName==null||methodName.isEmpty()){  throw new RuntimeException("您必须传递要调用的方法名称，通过method参数来完成！");  }  //得到Method  Class c= this.getClass();  System.out.println(c);  Method method = null;  try {  method = c.getMethod(methodName, HttpServletRequest.class,HttpServletResponse.class);  System.out.println(method);    } catch (NoSuchMethodException | SecurityException e) {  throw new RuntimeException("您要调用的方法：" + methodName + "不存在！", e);  }  /\* 调用method的invoke()  \*/  //对象.方法(参数)  //method.invoke(对象, 参数)  try {  String path = (String) method.invoke(this,request,response);  if(path==null||path.trim().isEmpty()){//如果请求处理方法返回的是null或空，那么表示不重定向也不转发  return;  }  /\*  \* path就是login或regist方法返回的是字符串  \*/  /\*  \* path中有前缀，我们使用冒号分隔字符串，得到前缀和后缀  \* 其中前缀说明了转发还是重定向，后缀说明了要转发或重定向的路径  \* 如果没有提前缀，表示转发  \*/  int index = path.indexOf(":");  if(index==-1){//如果没有冒号，说明没有前缀，那么就是转发  request.getRequestDispatcher(path).forward(request, response);  }else {  String s1 = path.substring(0, index);  String s2 = path.substring(index+1);  if(s1.equalsIgnoreCase("f")){//前缀是f，那么说明要转发  request.getRequestDispatcher(s2).forward(request, response);  }else if (s1.equalsIgnoreCase("r")) {//前缀是r，那么说明要重定向  if(s2.toLowerCase().startsWith("http://")){//是其他项目  response.sendRedirect(s2);  }else {//本项目内容  response.sendRedirect(request.getContextPath()+s2);  }  }else {//抛出异常，说明前缀是错误的！  throw new RuntimeException("你指定的操作：" + s1 + ", 当前还不支持！");  }  }  } catch (Exception e) {  throw new RuntimeException("您调用的方法：" + methodName + "抛出了异常！", e);  }  }  }  package com.BaseServlet;  import javax.servlet.annotation.WebServlet;  import javax.servlet.http.HttpServlet;  import javax.servlet.http.HttpServletRequest;  import javax.servlet.http.HttpServletResponse;  /\*\*  \* Servlet implementation class UserServlet  \*/  @WebServlet("/UserServlet")  public class UserServlet extends BaseServlet {  //登录  public String login(HttpServletRequest request,HttpServletResponse response){  System.out.println("login().....");  throw new RuntimeException("login方法内部异常！");  }  //注册  public String regist(HttpServletRequest request,HttpServletResponse response){  System.out.println("regist()......");  return "R:http://www.baidu.com";  }  } |

# DBUtils

## 1　DBUtils简介

DBUtils是Apache Commons组件中的一员，开源免费！

DBUtils是对JDBC的简单封装，但是它还是被很多公司使用！

DBUtils的Jar包：dbutils.jar

## 2　DBUtils主要类

* DbUtils：都是静态方法，一系列的close()方法；
* QueryRunner：
* update()：执行insert、update、delete；
* query()：执行select语句；
* batch()：执行批处理。

## 3　QueryRunner之更新

QueryRunner的update()方法可以用来执行insert、update、delete语句。

1. 创建QueryRunner

构造器：QueryRunner();

1. update()方法

int update(Connection con, String sql, Object… params)

|  |
| --- |
| @Test  **public** **void** fun1() **throws** SQLException {  QueryRunner qr = **new** QueryRunner();  String sql = "insert into user values(?,?,?)";  qr.update(JdbcUtils.*getConnection*(), sql, "u1", "zhangSan", "123");  } |

还有另一种方式来使用QueryRunner

1. 创建QueryRunner

构造器：QueryRunner(DataSource)

1. update()方法

int update(String sql, Object… params)

这种方式在创建QueryRunner时传递了连接池对象，那么在调用update()方法时就不用再传递Connection了。

|  |
| --- |
| @Test  **public** **void** fun2() **throws** SQLException {  QueryRunner qr = **new** QueryRunner(JdbcUtils.*getDataSource*());  String sql = "insert into user values(?,?,?)";  qr.update(sql, "u1", "zhangSan", "123");  } |

## 4　ResultSetHandler

我们知道在执行select语句之后得到的是ResultSet，然后我们还需要对ResultSet进行转换，得到最终我们想要的数据。你可以希望把ResultSet的数据放到一个List中，也可能想把数据放到一个Map中，或是一个Bean中。

DBUtils提供了一个接口ResultSetHandler，它就是用来ResultSet转换成目标类型的工具。你可以自己去实现这个接口，把ResultSet转换成你想要的类型。

DBUtils提供了很多个ResultSetHandler接口的实现，这些实现已经基本够用了，我们通常不用自己去实现ResultSet接口了。

* MapHandler：单行处理器！把结果集转换成Map<String,Object>，其中列名为键！
* MapListHandler：多行处理器！把结果集转换成List<Map<String,Object>>；
* BeanHandler：单行处理器！把结果集转换成Bean，该处理器需要Class参数，即Bean的类型；
* BeanListHandler：多行处理器！把结果集转换成List<Bean>；
* ColumnListHandler：多行单列处理器！把结果集转换成List<Object>，使用ColumnListHandler时需要指定某一列的名称或编号，例如：new ColumListHandler(“name”)表示把name列的数据放到List中。
* ScalarHandler：单行单列处理器！把结果集转换成Object。一般用于聚集查询，例如select count(\*) from tab\_student。

Map处理器
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Bean处理器

![](data:image/png;base64,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)

Column处理器
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Scalar处理器

![](data:image/png;base64,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)

## 5　QueryRunner之查询

QueryRunner的查询方法是：

public <T> T query(String sql, ResultSetHandler<T> rh, Object… params)

public <T> T query(Connection con, String sql, ResultSetHandler<T> rh, Object… params)

query()方法会通过sql语句和params查询出ResultSet，然后通过rh把ResultSet转换成对应的类型再返回。

|  |
| --- |
| @Test  **public** **void** fun1() **throws** SQLException {  DataSource ds = JdbcUtils.*getDataSource*();  QueryRunner qr = **new** QueryRunner(ds);  String sql = "select \* from tab\_student where number=?";  //把一行记录转换成一个Map，其中键为列名称，值为列值  Map<String,Object> map = qr.query(sql, **new** MapHandler(), "S\_2000");  System.*out*.println(map);  }    @Test  **public** **void** fun2() **throws** SQLException {  DataSource ds = JdbcUtils.*getDataSource*();  QueryRunner qr = **new** QueryRunner(ds);  String sql = "select \* from tab\_student";  //把转换集转换成List<Map>，其中每个Map对应一行记录  List<Map<String,Object>> list = qr.query(sql, **new** MapListHandler());  **for**(Map<String,Object> map : list) {  System.*out*.println(map);  }  }    @Test  **public** **void** fun3() **throws** SQLException {  DataSource ds = JdbcUtils.*getDataSource*();  QueryRunner qr = **new** QueryRunner(ds);  String sql = "select \* from tab\_student where number=?";  //把结果集转换成一个Bean对象，在使用BeanHandler时需要指定Class，即Bean的类型  Student stu = qr.query(sql, **new** BeanHandler<Student>(Student.**class**), "S\_2000");  System.*out*.println(stu);  }    @Test  **public** **void** fun4() **throws** SQLException {  DataSource ds = JdbcUtils.*getDataSource*();  QueryRunner qr = **new** QueryRunner(ds);  String sql = "select \* from tab\_student";  //把结果集转换成List<Bean>，其中每个Bean对应一行记录  List<Student> list = qr.query(sql, **new** BeanListHandler<Student>(Student.**class**));  **for**(Student stu : list) {  System.*out*.println(stu);  }  }    @Test  **public** **void** fun5() **throws** SQLException {  DataSource ds = JdbcUtils.*getDataSource*();  QueryRunner qr = **new** QueryRunner(ds);  String sql = "select \* from tab\_student";  //多行单例处理器，即获取name列数据  List<Object> list = qr.query(sql, **new** ColumnListHandler("name"));  **for**(Object s : list) {  System.*out*.println(s);  }  }    @Test  **public** **void** fun6() **throws** SQLException {  DataSource ds = JdbcUtils.*getDataSource*();  QueryRunner qr = **new** QueryRunner(ds);  String sql = "select count(\*) from tab\_student";  //单行单列处理器，一般用于聚合查询，在使用ScalarHandler时可以指定列名，如果不指定，默认为第1列。  Number number = (Number)qr.query(sql, **new** ScalarHandler());  //对聚合函数的查询结果，有的驱动返回的是Long，有的返回的是BigInteger，所以这里我们把它转换成Number，Number是Long和BigInteger的父类！然后我们再调用Number的intValue()或longValue()方法就OK了。  **int** cnt = number.intValue();  System.*out*.println(cnt);  } |

## 5　QueryRunner之批处理

QueryRunner还提供了批处理方法：batch()。

我们更新一行记录时需要指定一个Object[]为参数，如果是批处理，那么就要指定Object[][]为参数了。即多个Object[]就是Object[][]了，其中每个Object[]对应一行记录：

|  |
| --- |
| @Test  **public** **void** fun10() **throws** SQLException {  DataSource ds = JdbcUtils.*getDataSource*();  QueryRunner qr = **new** QueryRunner(ds);  String sql = "insert into tab\_student values(?,?,?,?)";  //注意，这里是二维数组，这个二维数组有10个一维数组。  Object[][] params = **new** Object[10][];//表示 要插入10行记录  **for**(**int** i = 0; i < params.length; i++) {  params[i] = **new** Object[]{"S\_300" + i, "name" + i, 30 + i, i%2==0?"男":"女"};  }  //执行批处理  qr.batch(sql, params);  } |

# Service事务

　　在Service中使用ThreadLocal来完成事务，为将来学习Spring事务打基础！

## 1　DAO中的事务

在DAO中处理事务真是“小菜一碟”。

|  |
| --- |
| public void xxx() {  Connection con = null;  try {  con = JdbcUtils.getConnection();  con.setAutoCommitted(false);  QueryRunner qr = new QueryRunner();  String sql = …;  Object[] params = …;  qr.update(con, sql, params);  sql = …;  Object[] params = …;  qr.update(con, sql, params);  con.commit();  } catch(Exception e) {  try {  if(con != null) {con.rollback();}  } catch(Exception e) {}  } finally {  try {  con.close();  } catch(Exception e) {}  }  } |

## 2　Service才是处理事务的地方

　　我们要清楚一件事，DAO中不是处理事务的地方，因为DAO中的每个方法都是对数据库的一次操作，而Service中的方法才是对应一个业务逻辑。也就是说我们需要在Service中的一方法中调用DAO的多个方法，而这些方法应该在一起事务中。

怎么才能让DAO的多个方法使用相同的Connection呢？方法不能再自己来获得Connection，而是由外界传递进去。

|  |
| --- |
| public void daoMethod1(Connection con, …) {  }  public void daoMethod2(Connection con, …) {  } |

在Service中调用DAO的多个方法时，传递相同的Connection就可以了。

|  |
| --- |
| public class XXXService() {  private XXXDao dao = new XXXDao();  public void serviceMethod() {  Connection con = null;  try {  con = JdbcUtils.getConnection();  con.setAutoCommitted(false);  dao.daoMethod1(con, …);  dao.doaMethod2(con, …);  com.commint();  } catch(Exception e) {  try {  con.rollback();  } catch(Exception e) {}  } finally {  try {  con.close();  } catch(Exception e) {}  }  }  } |

但是，在Service中不应该出现Connection，它应该只在DAO中出现，因为它是JDBC的东西，JDBC的东西是用来连接数据库的，连接数据库是DAO的事儿！！！但是，事务是Service的事儿，不能放到DAO中！！！

## 3　修改JdbcUtils

我们把对事务的开启和关闭放到JdbcUtils中，在Service中调用JdbcUtils的方法来完成事务的处理，但在Service中就不会再出现Connection这一“禁忌”了。

DAO中的方法不用再让Service来传递Connection了。DAO会主动从JdbcUtils中获取Connection对象，这样，JdbcUtils成为了DAO和Service的中介！

我们在JdbcUtils中添加beginTransaction()和rollbackTransaction()，以及commitTransaction()方法。这样在Service中的代码如下：

|  |
| --- |
| public class XXXService() {  private XXXDao dao = new XXXDao();  public void serviceMethod() {  try {  JdbcUtils.beginTransaction();  dao.daoMethod1(…);  dao.daoMethod2(…);  JdbcUtils.commitTransaction();  } catch(Exception e) {  JdbcUtils.rollbackTransaction();  }  }  } |

DAO

|  |
| --- |
| public void daoMethod1(…) {  Connection con = JdbcUtils.getConnection();  }  public void daoMethod2(…) {  Connection con = JdbcUtils.getConnection();  } |

在Service中调用了JdbcUtils.beginTransaction()方法时，JdbcUtils要做准备好一个已经调用了setAuthCommitted(false)方法的Connection对象，因为在Service中调用JdbcUtils.beginTransaction()之后，马上就会调用DAO的方法，而在DAO方法中会调用JdbcUtils.getConnection()方法。这说明JdbcUtils要在getConnection()方法中返回刚刚准备好的，已经设置了手动提交的Connection对象。
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在JdbcUtils中创建一个Connection con属性，当它为null时，说明没有事务！当它不为null时，表示开启了事务。

* 在没有开启事务时，可以调用“开启事务”方法；
* 在开启事务后，可以调用“提交事务”和“回滚事务”方法；
* getConnection()方法会在con不为null时返回con，再con为null时，从连接池中返回连接。

beginTransaction()

判断con是否为null，如果不为null，就抛出异常！

如果con为null，那么从连接池中获取一个Connection对象，赋值给con！然后设置它为“手动提交”。

getConnection()

判断con是否为null，如果为null说明没有事务，那么从连接池获取一个连接返回；

如果不为null，说明已经开始了事务，那么返回con属性返回。这说明在con不为null时，无论调用多少次getConnection()方法，返回的都是同个Connection对象。

commitTransaction()

判断con是否为null，如果为null，说明没有开启事务就提交事务，那么抛出异常；

如果con不为null，那么调用con的commit()方法来提交事务；

调用con.close()方法关闭连接；

con = null，这表示事务已经结束！

rollbackTransaction()

判断con是否为null，如果为null，说明没有开启事务就回滚事务，那么抛出异常；

如果con不为null，那么调用con的rollback()方法来回滚事务；

调用con.close()方法关闭连接；

con = null，这表示事务已经结束！

JdbcUtils.java

|  |
| --- |
| **public** **class** JdbcUtils {  **private** **static** DataSource *dataSource* = **new** ComboPooledDataSource();  **private** **static** Connection *con* = **null**;  **public** **static** DataSource getDataSource() {  **return** *dataSource*;  }  **public** **static** Connection getConnection() **throws** SQLException {  **if**(*con* == **null**) {  **return** *dataSource*.getConnection();  }  **return** *con*;  }    **public** **static** **void** beginTranscation() **throws** SQLException {  **if**(*con* != **null**) {  **throw** **new** SQLException("事务已经开启，在没有结束当前事务时，不能再开启事务！");  }  *con* = *dataSource*.getConnection();  *con*.setAutoCommit(**false**);  }    **public** **static** **void** commitTransaction() **throws** SQLException {  **if**(*con* == **null**) {  **throw** **new** SQLException("当前没有事务，所以不能提交事务！");  }  *con*.commit();  *con*.close();  *con* = **null**;  }    **public** **static** **void** rollbackTransaction() **throws** SQLException {  **if**(*con* == **null**) {  **throw** **new** SQLException("当前没有事务，所以不能回滚事务！");  }  *con*.rollback();  *con*.close();  *con* = **null**;  }  } |

## 4　再次修改JdbcUtils

现在JdbcUtils有个问题，如果有两个线程！第一个线程调用了beginTransaction()方法，另一个线程再调用beginTransaction()方法时，因为con已经不再为null，所以就会抛出异常了。

我们希望JdbcUtils可以多线程环境下被使用！这说明最好的方法是为每个线程提供一个Connection，这样每个线程都可以开启自己的事务了。

还记得ThreadLocal类么？

|  |
| --- |
| **public** **class** JdbcUtils {  **private** **static** DataSource *dataSource* = **new** ComboPooledDataSource();  //tl其实是一个Map，每个线程都可以来保存自己的Connection  **private** **static** ThreadLocal<Connection> *tl* = **new** ThreadLocal<Connection>();  **public** **static** DataSource getDataSource() {  **return** *dataSource*;  }  **public** **static** Connection getConnection() **throws** SQLException {  //获取当前线程的连接  Connection con = *tl*.get();  **if**(con == **null**) {  **return** *dataSource*.getConnection();  }  **return** con;  }    **public** **static** **void** beginTranscation() **throws** SQLException {  //获取当前线程的连接  Connection con = *tl*.get();  //如果当前线程已经有了连接，说明已经开启了事务  **if**(con != **null**) {  **throw** **new** SQLException("事务已经开启，在没有结束当前事务时，不能再开启事务！");  }  //如果当前线程没有连接，说明还没有开启事务，那么就获取一个连接  con = *dataSource*.getConnection();  //设置连接为手动提交  con.setAutoCommit(**false**);  //把连接放到tl中，当前线程就有了连接了。  *tl*.set(con);  }    **public** **static** **void** commitTransaction() **throws** SQLException {  Connection con = *tl*.get();  **if**(con == **null**) {  **throw** **new** SQLException("当前没有事务，所以不能提交事务！");  }  con.commit();  con.close();  *tl*.remove();  }    **public** **static** **void** rollbackTransaction() **throws** SQLException {  Connection con = *tl*.get();  **if**(con == **null**) {  **throw** **new** SQLException("当前没有事务，所以不能回滚事务！");  }  con.rollback();  con.close();  *tl*.remove();  }  } |

## 5　转账示例

|  |
| --- |
| **public** **class** AccountDao {  **public** **void** updateBalance(String name, **double** balance) **throws** SQLException {  String sql = "update account set balance=balance+? where name=?";  Connection con = JdbcUtils.*getConnection*();  QueryRunner qr = **new** QueryRunner();  qr.update(con, sql, balance, name);  }  } |
| **public** **class** AccountService {  **private** AccountDao dao = **new** AccountDao();    **public** **void** transfer(String from, String to, **double** balance) {  **try** {  JdbcUtils.*beginTranscation*();  dao.updateBalance(from, -balance);  dao.updateBalance(to, balance);  JdbcUtils.*commitTransaction*();  } **catch**(Exception e) {  **try** {  JdbcUtils.*rollbackTransaction*();  } **catch** (SQLException e1) {  **throw** **new** RuntimeException(e);  }  }  }  } |
| AccountService as = **new** AccountService();  as.transfer("zs", "ls", 100); |

# JDBC案例--客户关系管理系统

详见项目文档