## 数据结构课程设计报告

班级：1618103 学号：051810217 姓名：杨通达

### 建立大多数任务可能均用到的公用函数：

function.h

//  
// Created by 97927 on 2019/12/13.  
//  
  
#ifndef DESIGN\_FUNCTION\_H  
#define DESIGN\_FUNCTION\_H  
  
#include <string>  
#include <vector>  
#include <queue>  
#include <stack>  
#define LENG 100  
  
std::string getString(const std::string& out = "name");  
int getInt(const std::string& out = "name");  
float getFloat(const std::string& out = "name");  
bool compareOperate(char c1,char c2);//true c2 > c1  
double computeTwoNumber(double n1,double n2,char c1);  
void mergeSort(std::vector<int> &sq);  
void selectionSort(std::vector<int> &sq);  
void bubbleSort(std::vector<int> &sq);  
bool fastSort(std::vector<int> &sq);  
bool heapSort(std::vector<int> &sq);  
bool radixSort(std::vector<int> &sq,int n);  
bool straightSort(std::vector<int> &sq);  
bool shellSort(std::vector<int> &sq);  
#endif //DESIGN\_FUNCTION\_H

function.cpp

//  
// Created by 97927 on 2019/12/13.  
//  
  
#include "function.h"  
#include <iostream>  
#include <vector>  
#include "my\_Queue.h"  
#include <ctime>  
#include <math.h>  
using namespace std;  
  
//return a string get fro stdin  
std::string getString(const std::string& out) {  
 std::string str;  
 cout<<"Enter the "<<out<<" : ";  
 getline(cin,str);  
 return str;  
}  
//return a int number and clear stdin  
int getInt(const string &out) {  
 int num;  
 cout<<"Enter the "<<out<<" : ";  
 while(true)  
 {  
 cin>>num;  
 if(cin.fail())  
 {  
 cout<<"Error!Please enter the integer : ";  
 cin.clear();  
 continue;  
 }  
 break;  
 }  
 cin.ignore();  
  
 return num;  
}  
//return a float number and clear stdin  
float getFloat(const std::string& out)  
{  
 float num;  
 cout<<"Enter the "<<out<<" : ";  
 while(true)  
 {  
 cin>>num;  
 if(cin.fail())  
 {  
 cout<<"Error!Please enter the integer : ";  
 cin.clear();  
 continue;  
 }  
 break;  
 }  
  
 return num;  
}  
//compare two operators  
bool compareOperate(char c1,char c2)  
{  
 switch(c1)  
 {  
 case '-' :  
 case '+' :  
 {  
 return !(c2 == '-' || c2 == '+' || c2 == '(');  
 }  
 case '\*' :  
 case '/' :  
 {  
 return c2 == ')';  
 }  
 case '(' :  
 {  
 return c2 != ')';  
 }  
 case ')' :  
 {  
 return false;  
 }  
 }  
}  
//compute  
double computeTwoNumber(double n1, double n2,char c1)  
{  
 switch(c1)  
 {  
 case '+' :  
 return n1 + n2;  
 case '-' :  
 return n1 - n2;  
 case '\*' :  
 return n1 \* n2;  
 case '/' :  
 if(n2 == 0)//if divide bt 0  
 return -65535;  
 return n1 / n2;  
 }  
 return -1;  
}  
//sort two orderly array , sq is the total array , a1 / a2 is the first array's begin and end  
void collectionSort(vector<int> &sq,int a1,int a2,int b1,int b2)  
{  
 while(1)  
 {  
 if(a1 > a2 || b1 > b2)  
 break;  
 if(sq[a1] >= sq[b1])  
 {  
 a1++;  
 }  
 else{//sq[a1] < sq[b1]  
 int pause = sq[b1];  
 sq.erase(sq.begin() + b1);  
 sq.insert(sq.begin() + a1,pause);  
 a1++;  
 b1++;  
 a2++;  
 }  
 }  
}  
  
void mergeSort(vector<int> &sq)  
{  
 clock\_t current,last;  
 current = clock();  
 int length = sq.size();  
 //store the begin site and end site  
 my\_Queue q;  
 for(int i = 0;i < length;i++)  
 {  
 q.enQueue(i);  
 q.enQueue(i);  
 }  
 while(q.getlength() > 2)  
 {  
 int a1,a2,b1,b2;  
 q.deQueue(&a1);  
 q.deQueue(&a2);  
 q.getHead(&b1);  
 //decide weather this two arrays is order  
 if(b1 - 1 == a2)  
 {  
 q.deQueue(&b1);  
 q.deQueue(&b2);  
 collectionSort(sq,a1,a2,b1,b2);  
 //pop in the array1 begin and array2 end  
 q.enQueue(a1);  
 q.enQueue(b2);  
 } else{  
 q.enQueue(a1);  
 q.enQueue(a2);  
 }  
 }  
 last = clock();  
 printf("Merge Sort Finish.");  
 cout<<"Using "<<last - current<<" ms"<<endl;  
}  
  
void selectionSort(vector<int> &sq)  
{  
 clock\_t current,last;  
 current = clock();  
 int times = sq.size();  
 int max;  
 int max\_site;  
 for(int i = 0;i < times;i++)  
 {  
 max = sq[i];  
 for(int j = i + 1;j < times;j++)  
 {  
 if(sq[j] < max)  
 {  
 max = sq[j];  
 max\_site = j;  
 }  
 }  
 sq[max\_site] = sq[i];  
 sq[i] = max;  
 }  
 last = clock();  
 printf("Selection Sort Finish.");  
 cout<<"Using "<<last - current<<" ms"<<endl;  
}  
  
void bubbleSort(vector<int> &sq)  
{  
 clock\_t current,last;  
 current = clock();  
 int times = sq.size();  
 for(int i = 0;i < times;i++)  
 {  
 for(int j = times;j > i;j--)  
 {  
 if(sq[j] < sq[j - 1])  
 {  
 int pause = sq[j];  
 sq[j] = sq[j - 1];  
 sq[j - 1] = pause;  
 }  
 }  
 }  
 last = clock();  
 printf("Bubble Sort Finish.");  
 cout<<"Using "<<last - current<<" ms"<<endl;  
}  
  
bool straightSort(vector<int> &sq)  
{  
 clock\_t current,last;  
 current = clock();  
 int times = sq.size();  
 for(int i = 1;i < times;i++)  
 {  
 for(int k = 0;k < i;k++)  
 {  
 if(sq[k] > sq[i])  
 {  
 int nm = sq[i];  
 sq.erase(sq.begin() + i);  
 sq.insert(sq.begin() + k,nm);  
 break;  
 }  
 }  
 }  
 last = clock();  
 printf("Straight Sort Finish.");  
 cout<<"Using "<<last - current<<" ms"<<endl;  
  
 return true;  
}  
//straight sort used by shell sort  
bool straight(vector<int> &sq)  
{  
 int times = sq.size();  
 for(int i = 1;i < times;i++)  
 {  
 for(int k = 0;k < i;k++)  
 {  
 if(sq[k] > sq[i])  
 {  
 int nm = sq[i];  
 sq.erase(sq.begin() + i);  
 sq.insert(sq.begin() + k,nm);  
 break;  
 }  
 }  
 }  
  
 return true;  
}  
//used bt fast sort  
int changeSort(vector<int> &sq,int bin,int end)  
{  
 //if just have two elem  
 if((end - bin) <= 1)  
 {  
 if(bin >= end)  
 return -1;  
 if(sq[bin] < sq[end])  
 {  
 int pause = sq[bin];  
 sq[bin] = sq[end];  
 sq[end] = pause;  
 }  
 return -1;  
 }  
 //store the number  
 int pause = sq[bin];  
 sq.erase(sq.begin() + bin);  
 int i = bin;  
 int k = end - 1;  
 while(1)  
 {  
 //end condition  
 if(i >= k)  
 {  
 if(sq[i] <= pause)  
 {  
 k = i;  
 } else{  
 k++;  
 i = k;  
 }  
 sq.insert(sq.begin() + k,pause);  
 break;  
 }  
 //find the number smaller than pause from the end  
 if(sq[k] > pause)  
 {  
 k--;  
 continue;  
 }  
 //find the number biger than pause from the begin  
 if(sq[i] > pause)  
 {  
 //swap  
 int data = sq[k];  
 sq[k] = sq[i];  
 sq[i] = data;  
 k--;  
 i++;  
 } else{  
 i++;  
 continue;  
 }  
 }  
 //return next position should be sort  
 return k;  
}  
  
bool fastSort(vector<int> &sq)  
{  
 clock\_t current,last;  
 current = clock();  
 queue<int> q;//store the position which should be sort  
 q.push(0);  
 q.push(sq.size() - 1);  
 while(!q.empty())  
 {  
 int bin,end;  
 bin = q.front();  
 q.pop();  
 end = q.front();  
 q.pop();  
 int middle = changeSort(sq,bin,end);  
 if(middle != -1)  
 {  
 //store the begin to middle , middle to end  
 q.push(bin);  
 q.push(middle - 1);  
 q.push(middle + 1);  
 q.push(end);  
 }  
 }  
 last = clock();  
 cout<<"Faste Sort Finish.Using "<<last - current<<" ms"<<endl;  
  
 return true;  
}  
//swap two number  
void swap(int \*num1,int \* num2)  
{  
 int pause = \*num1;  
 \*num1 = \*num2;  
 \*num2 = pause;  
}  
//compare the root and its two leaves  
//return the position should be solved , -1 means don't need to compare  
int maxHeap(vector<int> &sq,int bin,int end)  
{  
 int end1 = 2 \* bin + 1;  
 if(end1 >= end)  
 {  
 return -1;  
 }  
 if(end1 + 1 < end && sq[end1] < sq[end1 + 1])  
 {  
 end1++;  
 }  
 if(sq[end1] > sq[bin])  
 {  
 swap(&sq[end1],&sq[bin]);  
 return end1;  
 }  
 return -1;  
}  
  
bool heapSort(vector<int> &sq)  
{  
 clock\_t current,last;  
 current = clock();  
 int i = (int)(sq.size() / 2);  
 int end = sq.size();  
 //create the max heap  
 while(i >= 0)  
 {  
 int k;  
 k = maxHeap(sq, i,end);  
 while(k > 0)  
 {  
 k = maxHeap(sq,k,end);  
 }  
 i--;  
 }  
 while(1)  
 {  
 /\*cout<<endl;  
 for(int i = 0;i < sq.size();i++)  
 {  
 cout<<sq[i]<<" ";  
 if((i % 10) == 9)  
 cout<<endl;  
 }\*/  
 int pause = sq[0];  
 //swap the top and the bottom  
 swap(&sq[0],&sq[end - 1]);  
 if(end == 1)  
 break;  
 end--;  
 //create the max heap again  
 int k = maxHeap(sq,0,end);  
 while(k > 0)  
 {  
 k = maxHeap(sq,k,end);  
 }  
 }  
 last = clock();  
 cout<<"HeapSort Finish.Using "<<last - current<<" ms"<<endl;  
  
 return true;  
}  
//inputing n stands for the bit of the bigest number  
bool radixSort(std::vector<int> &sq,int n)  
{  
 clock\_t current,last;  
 current = clock();  
 vector<int> pauses[10];  
 int k = 0;  
  
 while(k < n)  
 {  
 //push back begin from singles  
 while(!sq.empty())  
 {  
 int nm = sq.back();  
 int st = nm;  
 for(int j = 0;j < k;j++)  
 {  
 st /= 10;  
 }  
 sq.pop\_back();  
 pauses[st % 10].push\_back(nm);  
 }  
 k++;  
 //pop and sort again  
 for(int i = 0;i < 10;i++)  
 {  
 while(!pauses[i].empty())  
 {  
 sq.push\_back(pauses[i].back());  
 pauses[i].pop\_back();  
 }  
 }  
 }  
 last = clock();  
 cout<<"RadixSort Finish.Using "<<last - current<<" ms"<<endl;  
  
 return true;  
}  
  
bool shellInsert(std::vector<int> &sq,int n, int length)  
{  
 //straight sort as the path of n  
 for(int j = 0;j < length - n;j++)  
 {  
 if(sq[j] > sq[j + n])  
 {  
 swap(&sq[j],&sq[j + n]);  
 for(int k = j - n;k > -1;k -= n)  
 {  
 if(sq[k] > sq[k + n])  
 {  
 swap(&sq[k],&sq[k + n]);  
 continue;  
 }  
 break;  
 }  
 }  
 }  
 return true;  
}  
  
bool shellSort(std::vector<int> &sq)  
{  
 clock\_t current,last;  
 current = clock();  
 int length = sq.size();  
 int t = (int)log(length);  
 int dr = 2^(t + 1) - 1;//path  
 //end when the path smaller than 1  
 for(int i = 0;dr > 0;i++,dr = 2^(t - i + 1) - 1)  
 {  
 shellInsert(sq,dr,length);  
 }  
 last = clock();  
 cout<<"ShellSort Finish.Using "<<last - current<<" ms"<<endl;  
  
 return 0;  
}

my\_Queue.h

//  
// Created by 97927 on 2019/12/13.  
//  
  
#ifndef DESIGN\_MY\_QUEUE\_H  
#define DESIGN\_MY\_QUEUE\_H  
  
class QNode{  
public:  
 int data;  
 QNode \* next;  
 QNode(int n = 0,QNode\* nxt = nullptr);  
 ~QNode();  
};  
class Qnode\_more :public QNode {  
public:  
 int data1;//time begin  
 int data2;//time eng  
 Qnode\_more \* frnt;  
 Qnode\_more \* next;  
 Qnode\_more(int n1 = 0,int n2 = 0,int n3 =0):QNode(n1){//initially  
 data1 = n2;  
 data2 = n3;  
 frnt = nullptr;  
 next = nullptr;  
 };  
 ~Qnode\_more()= default;  
};  
class my\_Queue {  
private:  
 QNode \* frt;  
 QNode \* lst;  
 int length;  
public:  
 my\_Queue();  
 bool empty();  
/\*Length Finish\*/  
 int getlength();  
/\*Get Finish\*/  
 bool getHead(int \*e);  
/\*Clear Finish\*/  
 void clearQueue();  
/\*En Finsh\*/  
 bool enQueue(int e);  
/\*De Finish\*/  
 bool deQueue(int \*e);  
/\*Traverse Finsh\*/  
 bool traverse();  
 ~my\_Queue();  
};  
class my\_Queue\_Plus{  
private:  
 Qnode\_more \* frt;  
 Qnode\_more \* lst;  
 int length;  
  
public:  
 my\_Queue\_Plus();//initially  
 bool empty();//true when all thing finish  
 int getlength();//return length  
 bool getHead(int \*e);//get the first thing  
 void clearQueue();  
 bool enQueue(int e1,int e2,int e3);//insert thing to back  
 bool deQueue(int \*e,int \*e2,int \*e3);//pop the first thing  
 bool traverse();//show queue  
 bool sort();//sort as begin time  
 int lastTime();//return the last thing end time  
 bool timeEvent(int t,my\_Queue\_Plus & q);//deal with time n  
 ~my\_Queue\_Plus();  
};  
  
#endif //DESIGN\_MY\_QUEUE\_H

my\_Queue.cpp

//  
// Created by 97927 on 2019/12/13.  
//  
  
#include "my\_Queue.h"  
#include <iostream>  
  
bool my\_Queue::empty() {  
 return length == 0;  
}  
  
my\_Queue::my\_Queue() {  
 frt = new QNode();  
 lst = frt;  
 length = 0;  
}  
  
int my\_Queue::getlength() {  
 return length;  
}  
  
bool my\_Queue::getHead(int \*e) {  
 if(empty())  
 return false;  
 \*e = frt->next->data;  
 return true;  
}  
  
void my\_Queue::clearQueue() {  
 QNode \* p = frt->next;  
 while(p)  
 {  
 QNode \* m = p->next;  
 delete p;  
 p = m;  
 }  
 lst = frt;  
 length = 0;  
}  
  
bool my\_Queue::enQueue(int e) {  
 QNode \* p = new QNode;  
 if(!p)  
 return false;  
  
 p->data = e;  
 p->next = nullptr;  
 lst->next = p;  
 lst = p;  
 length++;  
  
 return true;  
}  
  
bool my\_Queue::deQueue(int \*e) {  
 QNode \* p = frt->next;  
 if(p)  
 {  
 if(p == lst)  
 {  
 lst = frt;  
 }  
 \*e = p->data;  
 frt->next = p->next;  
 delete p;  
 }  
 else  
 return false;  
 length--;  
 return true;  
}  
  
bool my\_Queue::traverse() {  
 using std::cout;  
 using std::endl;  
 QNode \* p = frt->next;  
 int k = 1;  
 while(p)  
 {  
 cout<<"data "<<k<<" : "<<p->data<<" ";  
 p = p->next;  
 k++;  
 if(k % 10 == 0)  
 cout<<endl;  
 }  
 cout<<"queue traverse finish."<<endl;  
 return true;  
}  
  
my\_Queue::~my\_Queue() {  
 QNode \* p = frt;  
 while(p)  
 {  
 QNode \* m = p->next;  
 delete p;  
 p = m;  
 }  
 lst = nullptr;  
 frt = nullptr;  
 length = 0;  
}  
  
QNode::QNode(int n,QNode \* nxt) {  
 data = n;  
 QNode::next = nxt;  
}  
  
QNode::~QNode() = default;  
  
  
my\_Queue\_Plus::my\_Queue\_Plus() {  
 frt = new Qnode\_more();  
 lst = frt;  
 length = 0;  
}  
  
bool my\_Queue\_Plus::empty() {  
 return length == 0;  
}  
  
int my\_Queue\_Plus::getlength() {  
 return length;  
}  
  
bool my\_Queue\_Plus::getHead(int \*e) {  
 if(empty())  
 return false;  
 \*e = frt->next->data;  
 return true;  
}  
  
void my\_Queue\_Plus::clearQueue() {  
 Qnode\_more \* p = frt->next;  
 while(p)  
 {  
 Qnode\_more \* m = p->next;  
 delete p;  
 p = m;  
 }  
 lst = frt;  
 length = 0;  
}  
  
bool my\_Queue\_Plus::enQueue(int e1, int e2, int e3) {  
 Qnode\_more \* p = new Qnode\_more;  
 if(!p)  
 return false;  
  
 p->data = e1;  
 p->data1 = e2;  
 p->data2 = e3;  
 p->frnt = lst;  
 p->next = nullptr;  
 length++;  
 lst->next = p;  
 lst = p;  
  
 return true;  
}  
  
bool my\_Queue\_Plus::deQueue(int \*e, int \*e2, int \*e3) {  
 using std::cout;  
 using std::endl;  
 Qnode\_more \* p = frt->next;  
 if(p)  
 {  
 if(p == lst)  
 {  
 lst = frt;  
 }  
 \*e = p->data;  
 \*e2 = p->data1;  
 \*e3 = p->data2;  
 frt->next = p->next;  
 if(p->next)  
 p->next->frnt = frt;  
 delete p;  
 }  
 else  
 return false;  
 length--;  
 return true;  
}  
  
bool my\_Queue\_Plus::traverse() {  
 using std::cout;  
 using std::endl;  
 Qnode\_more \* p = frt->next;  
 int k = 1;  
 while(p)  
 {  
 cout<<"data "<<k<<" : "<<p->data<<","<<p->data1<<","<<p->data2 - p->data1<<" ";  
 p = p->next;  
 k++;  
 if(k % 10 == 0)  
 cout<<endl;  
 }  
 cout<<"queue traverse finish."<<endl;  
 return true;  
}  
  
my\_Queue\_Plus::~my\_Queue\_Plus(){  
 Qnode\_more \* p = frt;  
 while(p)  
 {  
 Qnode\_more \* m = p->next;  
 delete p;  
 p = m;  
 }  
 lst = nullptr;  
 frt = nullptr;  
 length = 0;  
}  
  
bool my\_Queue\_Plus::sort() {  
 Qnode\_more \* p = frt->next;  
 while(p)  
 {  
 Qnode\_more \* min = p;  
 Qnode\_more \* q = p->next;  
 while(q)  
 {  
 //find the min begin time  
 if(q->data1 < min->data1)  
 {  
 min = q;  
 }  
 //if begin time is equal , compare end time  
 else if(q->data1 == min->data1)  
 {  
 if(q->data2 < min->data2)  
 {  
 min = q;  
 }  
 else if(q->data2 == min->data2)  
 {  
 if(q->data < min->data)  
 {  
 min = q;  
 }  
 }  
 }  
 q = q->next;  
 }  
 if(min == p)  
 {  
 p = p->next;  
 continue;  
 }  
 min->frnt->next = min->next;  
 if(min->next)  
 min->next->frnt = min->frnt;  
 p->frnt->next = min;  
 min->frnt = p->frnt;  
 p->frnt = min;  
 min->next = p;  
 }  
  
 return true;  
}  
  
int my\_Queue\_Plus::lastTime() {  
 return lst->data2;  
}  
//find event happen at this second  
bool my\_Queue\_Plus::timeEvent(int t,my\_Queue\_Plus & q) {  
 using std::cout;  
 using std::endl;  
 Qnode\_more \* p = frt->next;  
 bool reFlag = false;  
 if(p->data1 > t)  
 return false;  
 while(p)  
 {  
 if(p->data1 > t)  
 break;  
 if(p->data1 == t || p->data2 == t)  
 {  
 int key\_n = p->data;  
 int ta\_t = p->data1;  
 int re\_t = p->data2;  
 q.enQueue(key\_n,ta\_t,re\_t);  
 reFlag = true;  
 }  
 //if this event is end , pop  
 else if(p->data2 < t)  
 {  
 p->frnt->next = p->next;  
 if(p->next)  
 p->next->frnt = p->frnt;  
 cout<<"event "<<" : "<<p->data<<","<<p->data1<<","<<p->data2 - p->data1<<" end"<<endl;  
 length--;  
 Qnode\_more \* pause = p->next;  
 delete p;  
 p = pause;  
 continue;  
 }  
 p = p->next;  
 }  
  
 return reFlag;  
}

### 必做题第一题

###### 题目：系统进程统计（必做）（链表）

[问题描述]

设计一个程序，每秒统计一次当前系统的进程状况，并按照内存使用自多到少排序打印输出相关信息。对已经结束的进程，另外给出一个列表，并显示该进程的结束时间和持续时间。

[基本要求]

（1） 该题目要求使用两个链式线性表。一个链表存储当前活动进程，要求使用双向链表，排序要求是按照内存使用自多到少排序。另外一个链表存储已结束进程，要求使用单向链表，按照结束时间离当前时间的关系排序，最近的最前，最远的最后。

（2） 每秒在窗口内更新一次当前系统进程情况，输出内容包括：进程名，持续时间，内存使用情况。

（3） 每秒在窗口内更新一次已结束进程情况，输出内容包括：进程名，持续时间，结束时间。

（4） 注意进程在这两个链表中的切换，一个进程既可被结束，也可以过一段时间后再被运行。

###### 数据结构：链表

###### 算法思想：

建立三个链表  
list1存储上一时刻进程  
list2存储该时刻进程  
list3存储结束进程  
每秒进行一次判断：  
1.list1为空：将所有进程存入list1，执行步骤3  
2.list1不为空：对比list1与list2  
 2.1.list1中存在，list2中不存在，则从list1中删除该记录，存入list3中，记录结束时间  
 2.2.list1中不存在，list2中存在，则在list3中查找该进程  
 2.2.1.list3中存在，则将该进程的已经运行时间记录为原有运行时间，从list3中删除该进程，加入 list1中  
 2.2.2.list3不存在，直接将该进程加入到list1中  
 执行步骤3  
3.将list1按内存排序后，输出list1与list3

###### 算法时间复杂度：

在排序过程中使用了选择排序，时间复杂度为(n^2)

###### 实现过程：

my\_List.h

//  
// Created by 97927 on 2019/12/29.  
//  
  
#ifndef DESIGN\_MY\_LIST\_H  
#define DESIGN\_MY\_LIST\_H  
  
#include <cstring>  
#include <ctime>  
class task {  
public:  
 char name[128];//name of task  
 int memory;//store memory  
 time\_t bgn;//store the begin time  
 int lastTime;//store the task last time  
 time\_t end;//store the end time  
 task(char\* t) : memory(0)//initial  
 {  
 std::time(&bgn);  
 lastTime = 0;  
 end = 0;  
 char\* b = t + 1, \* p = t + 1;  
 while (\*p) {  
 if (\*p == '"')  
 {  
 \*p = 0;  
 strcpy(name, b);  
 break;  
 }  
 p++;  
 }  
 for (b = p + 1; p[1] != 'K'; p++)  
 if (\*p == '"')  
 b = p;  
 for (char\* c = b + 1; c != p; c++)//calculate the memory  
 if (\*c == ',')  
 continue;  
 else  
 memory = 10 \* memory + \*c - '0';  
 }  
 bool operator<(task& t) { return this->memory < t.memory; }  
};  
class LiNode{  
public:  
 task data;  
 LiNode \* next;  
 LiNode(task n):data(n)  
 {  
 next = nullptr;  
 }  
 ~LiNode();  
};  
class LiNode\_B {  
public:  
 task data;  
 LiNode\_B \* pre;  
 LiNode\_B \* next;  
 LiNode\_B(task n):data(n)  
 {  
 pre = nullptr;  
 next = nullptr;  
 }  
 ~LiNode\_B();  
};  
class my\_List{  
public:  
 LiNode \* frt;  
 LiNode \* lst;  
 int length;  
 my\_List();//initial  
 ~my\_List();//delete  
 LiNode \* preLiNode(LiNode \* n);//find the particular node t's pre  
 bool enList(task t);//insert t to frt  
 bool deList();//delete the last node  
 bool dele(LiNode \* t);//delete the particular node t  
};  
class my\_List\_B {  
public:  
 LiNode\_B \* frt;  
 LiNode\_B \* lst;  
 int length;  
 my\_List\_B();//initial  
 ~my\_List\_B();//delete  
 bool empty();//return true is empty  
 bool enList(task t);//insert t to last  
 bool deList();//delete the last node  
 LiNode\_B \* dete(LiNode\_B \* t);//delete the particular node t  
 bool sortList();//sort as task memory  
 bool compare(my\_List\_B &b,my\_List &ndl);//compare two memory standing for all task in each second  
};  
  
  
  
#endif //DESIGN\_MY\_LIST\_H

my\_List.cpp

//  
// Created by 97927 on 2019/12/29.  
//  
  
#include "my\_List.h"  
#include <ctime>  
  
my\_List\_B::my\_List\_B() {  
 frt = nullptr;  
 lst = nullptr;  
 length = 0;  
}  
  
my\_List\_B::~my\_List\_B() {  
 LiNode\_B \* p = frt;  
 while (p)  
 {  
 LiNode\_B \* q = p->next;  
 delete p;  
 p = q;  
 }  
 frt = nullptr;  
 lst = nullptr;  
}  
  
bool my\_List\_B::enList(task t) {  
 length++;  
 LiNode\_B \* nnd = new LiNode\_B(t);//new node  
 if(!nnd)  
 return false;  
 if(!frt)//if list is empty  
 {  
 frt = nnd;  
 lst = nnd;  
 } else{  
 lst->next = nnd;  
 nnd->pre = lst;  
 lst = nnd;  
 }  
 return true;  
}  
  
bool my\_List\_B::deList() {  
 if(!lst)  
 {  
 return false;  
 } else{  
 LiNode\_B \* p = lst->pre;  
 delete lst;  
 if(p)//if last' pre node exist  
 {  
 p->next = nullptr;  
 lst = p;  
 } else{  
 frt = nullptr;  
 lst = nullptr;  
 }  
 }  
 length--;  
 return true;  
}  
  
bool my\_List\_B::sortList() {  
 //selection sort  
 LiNode\_B \* p = frt;  
 while(p)  
 {  
 int min = p->data.memory;//store min memory  
 LiNode\_B \* min\_s = p;//store min site  
 LiNode\_B \* q = p->next;  
 while(q)  
 {  
 if(q->data.memory < min)//if q is miner than min , swap  
 {  
 min = q->data.memory;  
 min\_s = q;  
 }  
 q = q->next;  
 }  
 if(min\_s == p)  
 {  
 p = p->next;  
 continue;  
 }  
 min\_s->pre->next = min\_s->next;  
 if(min\_s->next)//if min is last  
 min\_s->next->pre = min\_s->pre;  
 else  
 lst = min\_s->pre;  
 if(p->pre)  
 {  
 p->pre->next = min\_s;  
 min\_s->pre = p->pre;  
 }  
 min\_s->next = p;  
 p->pre = min\_s;  
 if(p == frt)//if p is first  
 {  
 frt = min\_s;  
 }  
  
 }  
 return true;  
}  
  
bool my\_List\_B::compare(my\_List\_B &b,my\_List &ndl) {  
 LiNode\_B \* p = frt;  
 //compare this and b  
 while(p)  
 {  
 LiNode\_B \* q = b.frt;  
 while(q)//weather the task in this is also in b  
 {  
 if(strcmp(q->data.name,p->data.name) == 0)  
 {  
 break;  
 }  
 q = q->next;  
 }  
 //find fail  
 if(q == nullptr)  
 {  
 std::time(&p->data.end);//note the ending time  
 ndl.enList(p->data);//push in ending list  
 p = dete(p);//delete this task  
 }  
 else{  
 p->data.lastTime++;//last time ++  
 p->data.memory = q->data.memory;//refresh memory  
 p = p->next;  
 b.dete(q);//delete this task in b  
 }  
 }  
 //compare b and ending list  
 if(!b.empty())  
 {  
 LiNode\_B \* q = b.frt;  
 while(q)  
 {  
 LiNode \* pause = ndl.frt;  
 while(pause)//weather this new task have run  
 {  
 if(strcmp(q->data.name,pause->data.name) == 0)  
 {  
 break;  
 }  
 pause = pause->next;  
 }  
 if(pause == nullptr)  
 {  
 } else{  
 //have run  
 q->data.lastTime = pause->data.lastTime;//refresh last time  
 ndl.dele(pause);  
 }  
 enList(q->data);//push in this list  
 q = q->next;  
 }  
 }  
  
 return true;  
}  
  
bool my\_List\_B::empty() {  
 return frt == nullptr;  
}  
  
LiNode\_B \*my\_List\_B::dete(LiNode\_B \*t) {  
 length--;  
 if(t == frt)  
 {  
 frt = t->next;  
 }  
 if(t == lst)  
 {  
 lst = t->pre;  
 }  
 LiNode\_B \* preNode = t->next;  
 if(t->pre)  
 t->pre->next = t->next;  
 if(t->next)  
 t->next->pre = t->pre;  
 delete t;  
 return preNode;  
}  
  
my\_List::my\_List() {  
 frt = nullptr;  
 lst = nullptr;  
 length = 0;  
}  
  
my\_List::~my\_List() {  
 LiNode \* p = frt;  
 while (p)  
 {  
 LiNode \* q = p->next;  
 delete p;  
 p = q;  
 }  
 frt = nullptr;  
 lst = nullptr;  
}  
  
bool my\_List::enList(task t) {  
 length++;  
 LiNode \* nnd = new LiNode(t);  
 if(!nnd)  
 return false;  
 nnd->next = frt;  
 frt = nnd;  
 if(!lst)  
 lst = nnd;  
 return true;  
}  
  
bool my\_List::deList() {  
 length--;  
 if(!lst)  
 {  
 return false;  
 } else{  
 LiNode \* p = preLiNode(lst);  
 delete lst;  
 if(p)  
 {  
 p->next = nullptr;  
 lst = p;  
 } else{  
 frt = nullptr;  
 lst = nullptr;  
 }  
 return true;  
 }  
}  
  
LiNode \*my\_List::preLiNode(LiNode \*n) {  
 LiNode \* p = frt;  
 while(p->next)  
 {  
 if(p->next == n)  
 break;  
 p = p->next;  
 }  
 if(p->next == n)  
 return p;  
 return nullptr;  
}  
  
bool my\_List::dele(LiNode \*t) {  
 length--;  
 LiNode \* pr = preLiNode(t);  
 if(pr)  
 {  
 pr->next = t->next;  
 }  
 if(t == frt)  
 {  
 frt = t->next;  
 }  
 if(t == lst)  
 {  
 lst = pr;  
 }  
 delete t;  
  
 return true;  
}  
  
LiNode::~LiNode() = default;  
  
LiNode\_B::~LiNode\_B() = default;

task1.cpp

//  
// Created by 97927 on 2019/12/29.  
//  
#include <iostream>  
#include <iomanip>  
#include<list>  
#include <cstdlib>  
#include "my\_List.h"  
#include <windows.h>  
using namespace std;  
  
#define SLEEPTIME 2000  
//#define YTD  
  
#ifndef YTD  
int main() {  
 //list to store task last time  
 my\_List\_B q;  
 //list to store task end  
 my\_List ndl;  
 cout<<std::left;  
 while(true)  
 {  
 std::system("clear");  
 cout<<endl;  
 char buffer[128], cmd[] = "tasklist /FO CSV";  
 //store task now  
 my\_List\_B b;  
 FILE\* pipe = popen(cmd, "r");  
 if (!pipe)  
 return -1;  
  
 fgets(buffer, 128, pipe);  
 //last is empty , store in last and do not compare  
 if(q.empty())  
 {  
 while (!feof(pipe))  
 {  
 if (fgets(buffer, 128, pipe))  
 {  
 q.enList(task(buffer));  
 }  
 }  
 }  
 //compare two seconds task  
 else{  
 while (!feof(pipe))  
 {  
 if (fgets(buffer, 128, pipe))  
 {  
 b.enList(task(buffer));  
 }  
 }  
 q.compare(b,ndl);  
 }  
  
 pclose(pipe);  
 //sort as for memory  
 q.sortList();  
 LiNode \* nd = ndl.frt;  
 int k = 0;  
 for (LiNode\_B \* it = q.frt;k < 20; it = it->next,k++)  
 {  
 cout <<setw(40)<< it->data.name << "\t" ;  
 cout<<setw(10)<< it->data.memory<<"\t"<<it->data.lastTime;  
 if(nd)  
 {  
 cout <<"\t\t\t\t"<<setw(40)<< nd->data.name << "\t" ;  
 cout<<setw(10)<< nd->data.memory<<"\t"<<nd->data.end;  
 nd = nd->next;  
 }  
 cout<<endl;  
 }  
 Sleep(SLEEPTIME);  
 }  
 return 0;  
}  
#endif

###### 运行结果：

初始运行：
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### 必做题第二题

###### 题目：2、算术表达式求值 (必做) （栈）

[问题描述]

一个算术表达式是由操作数(operand)、运算符(operator)和界限符(delimiter)组成的。假设操作数是正实数，运算符只含加减乘除等四种运算符，界限符有左右括号和表达式起始、结束符“#”，如：#6+15\*（21-8/4）#。引入表达式起始、结束符是为了方便。编程利用“运算符优先法”求算术表达式的值。

[基本要求]

（1） 从键盘或文件读入一个合法的算术表达式，输出正确的结果。

（2） 显示输入序列和栈的变化过程。

（3） 考虑算法的健壮性，当表达式错误时，要给出错误原因的提示。

（4） 实现非整数的处理（\*）。

###### 数据结构：栈

###### 算法思想：

建立两个栈  
stack1存放数字  
stack2存放运算符  
一个个读入字符，进行判断：  
1.该字符为数字，进行数字统计，统计后加入stack1  
2.读取到运算符  
 2.1.如果运算符栈为空——直接加入stack2  
 2.2.如果该运算符为（——直接进栈  
 2.3.如果该运算符为）——取出栈顶元素，如果不是（，则取出数字栈栈顶两个数字进行运算，结果存入数字栈 中，重复此过程直到取出了（  
 2.4.取出运算符栈的栈顶元素与该运算符比较，若栈顶元素的优先级不小于该运算符，则取出数字栈的两个栈顶 元素进行运算，结果存入数字栈中，继续该过程，直到栈为空或者栈顶元素优先级小于该运算符  
  
3.读取到#，结束读取  
  
取出stack1中两个数字，stack2中一个运算符进行运算，结果存储在stack1中：  
1.当stack1只剩余一个数字，stack2为空，运算结束，输出结果，结束程序  
2.当stack1大于一个数字，stack2为空，输入的运算符过少  
3.当stack1只剩余一个数字，stack2不为空，输入中有连续的运算符或以运算符开头/结尾  
4.有（，没有输入足够的）  
  
输出错误原因

###### 实现过程：

my\_Stack.h

//  
// Created by 97927 on 2019/12/13.  
//  
  
#ifndef DESIGN\_MY\_STACK\_H  
#define DESIGN\_MY\_STACK\_H  
  
#include <vector>  
  
class StNode{  
public:  
 double data;  
 StNode(double n = 0);  
 ~StNode();  
};  
class my\_stack {  
private:  
 std::vector<StNode> frt;  
 int length;  
public:  
 my\_stack();//initial  
 bool empty();//true while stack is empty  
 int getlength();//get stack length at this time  
 void clearStack();//clear stack  
 bool getTop(double \* e);//get top num and store at e  
 bool getTop(int \* e);  
 double getTop();  
 bool push(double e);//push back e  
 bool push(int e);  
 bool pop(double \* e);//pop top elem and store at e  
 double pop();  
 bool pop(int \* e);  
 bool traverse();//show all stack elem  
};  
  
  
#endif //DESIGN\_MY\_STACK\_H

my\_Stack.cpp

//  
// Created by YTD on 2019/12/13.  
//  
  
#include "my\_stack.h"  
#include <iostream>  
  
StNode::~StNode() = default;  
  
my\_stack::my\_stack() {  
 length = 0;  
}  
  
bool my\_stack::empty() {  
 return length == 0;  
}  
  
int my\_stack::getlength() {  
 return length;  
}  
  
void my\_stack::clearStack() {  
 frt.clear();  
 length = 0;  
}  
  
bool my\_stack::getTop(double \*e) {  
 if(length == 0)  
 {  
 return false;  
 }  
 \*e = frt[length - 1].data;  
  
 return true;  
}  
  
bool my\_stack::push(double e) {  
 StNode nw\_node(e);  
 frt.push\_back(nw\_node);  
 length++;  
  
 return true;  
}  
bool my\_stack::push(int e) {  
 StNode nw\_node(e);  
 frt.push\_back(nw\_node);  
 length++;  
  
 return true;  
}  
  
bool my\_stack::pop(double \*e) {  
 if(length == 0)  
 return false;  
 \*e = frt[length - 1].data;  
 length--;  
 frt.pop\_back();  
  
 return true;  
}  
bool my\_stack::pop(int \*e) {  
 if(length == 0)  
 return false;  
 \*e = frt[length - 1].data;  
 length--;  
 frt.pop\_back();  
  
 return true;  
}  
  
bool my\_stack::traverse() {  
 using std::cout;  
 using std::endl;  
 if(length == 0)  
 return false;  
 for(int i = 0;i < length;i++)  
 {  
 //cout<<"data "<<i<<" : "<<frt[i].data<<" ";  
 cout<<frt[i].data<<" ";;  
 /\*if(i%10 < 1)  
 cout<<endl;\*/  
 }  
  
 return true;  
}  
  
bool my\_stack::getTop(int \*e) {  
 if(length == 0)  
 {  
 return false;  
 }  
 \*e = frt[length - 1].data;  
  
 return true;  
}  
  
double my\_stack::getTop() {  
 if(length == 0)  
 {  
 return -1;  
 }  
 return frt[length - 1].data;  
}  
  
double my\_stack::pop() {  
 if(length == 0)  
 return -1;  
 double e = frt[length - 1].data;  
 length--;  
 frt.pop\_back();  
  
 return e;  
}  
  
StNode::StNode(double n) {  
 data = n;  
}

task2.cpp

//  
// Created by YTD on 2019/12/19.  
//  
#include <iostream>  
#include <cstdlib>  
#include <cstdio>  
#include "stack"  
#include "my\_stack.h"  
#include <string>  
#include "function.h"  
  
using namespace std;  
//#define YTD  
double midToOut(string str)  
{  
 stack<char> oprt1;// stack operators  
 my\_stack nmb;// stack number  
 int i = str.find('#');//find first #  
 if(i == string::npos)//do not have #  
 {  
 cout<<"Don't have # at beginning."<<endl;  
 return -1;  
 }  
  
 int len = str.length();  
 i++;  
 while(i < len)  
 {  
 //output the char this circle get and the stack number  
 cout<<"deal with \""<<str[i]<<"\""<<endl;  
 cout<<"now stack of num :"<<endl;  
 nmb.traverse();  
 cout<<endl;  
 //if the char is # , end  
 if(str[i] == '#')  
 {  
 break;  
 }  
 //generate number  
 if(str[i] >= '0' && str[i] <= '9')  
 {  
 double integer = 0;  
 double decimal = 0;  
 bool flag = true;  
 for(double k = 0.1;str[i] == ' ' || str[i] == '.' ||(str[i] >= '0' && str[i] <= '9');i++) {  
 if (str[i] == ' ')//skip the blanket  
 continue;  
 if(str[i] == '.')//sign of the decimal part  
 {  
 flag = false;  
 continue;  
 }  
 if(str[i] - '0' > 9)  
 {  
 cout<<"enter wrong operate."<<endl;  
 return -1;  
 }  
 if (flag)  
 {  
 integer \*= 10;  
 integer += str[i] - '0';  
 } else{  
 decimal += (str[i] - '0') \* k;  
 k \*= 0.1;  
 }  
 }  
 nmb.push(integer + decimal);  
 continue;//do not need to add i  
 }  
 //skip the blanket  
 else if(str[i] == ' '){  
 }  
 //right brackets  
 else if(str[i] == ')')  
 {  
 if(oprt1.empty())  
 {  
 cout<<"Don have enough (."<<endl;  
 return -1;  
 }  
 char pause = oprt1.top();  
 while(pause != '(')  
 {  
 //do not have enough numberd  
 if(nmb.getlength() < 2)  
 {  
 cout<<"Too many operators."<<endl;  
 return -1;  
 }  
 double n1 = nmb.pop();  
 double n2 = nmb.pop();  
 n1 = computeTwoNumber(n2,n1,pause);  
 if(n1 == -65535)  
 {  
 cout<<"divide by 0"<<endl;  
 return -1;  
 }  
 nmb.push(n1);  
 oprt1.pop();  
 if(oprt1.empty())  
 {  
 cout<<"Don have enough (."<<endl;  
 return -1;  
 }  
 pause = oprt1.top();  
 }  
 oprt1.pop();  
 }  
 //operators + - / \* (  
 else if(str[i] == '(' || str[i] == '+' || str[i] == '-' || str[i] == '/' || str[i] == '\*'){  
 char pause;  
 if(!oprt1.empty())  
 pause = oprt1.top();  
 //empty or left brackets add  
 if(oprt1.empty() || pause == '(' || str[i] == '(')  
 {  
 oprt1.push(str[i]);  
 } else if(compareOperate(pause,str[i]))  
 {  
 oprt1.push(str[i]);  
 } else{  
 while(!compareOperate(pause,str[i]))  
 {  
 if(nmb.getlength() < 2)  
 {  
 cout<<"Too many operators."<<endl;  
 return -1;  
 }  
 double n1 = nmb.pop();  
 double n2 = nmb.pop();  
 n1 = computeTwoNumber(n2,n1,pause);  
 if(n1 == -65535)  
 {  
 cout<<"divide by 0"<<endl;  
 return -1;  
 }  
 nmb.push(n1);  
 oprt1.pop();  
 if(oprt1.empty())  
 break;  
 pause = oprt1.top();  
 }  
 oprt1.push(str[i]);  
 }  
 }  
 //other opraters  
 else{  
 cout<<"enter wrong operate."<<endl;  
 return -1;  
 }  
 i++;  
 }  
 //finish the handle of string  
 while(!oprt1.empty())  
 {  
 char pause = oprt1.top();  
 cout<<"deal with "<<pause<<endl;  
 if(pause == '(')  
 {  
 cout<<"Dont't enough )."<<endl;  
 return -1;  
 }  
 if(nmb.getlength() < 2)  
 {  
 cout<<"End by operator."<<endl;  
 return -1;  
 }  
 double n1 = nmb.pop();  
 double n2 = nmb.pop();  
 n1 = computeTwoNumber(n2,n1,pause);  
 if(n1 == -65535)  
 {  
 cout<<"divide by 0"<<endl;  
 return -1;  
 }  
 nmb.push(n1);  
 oprt1.pop();  
 cout<<endl<<"stack of num :"<<endl;  
 nmb.traverse();  
 }  
 return nmb.getTop();  
}  
#ifndef YTD  
int main()  
{  
 std::string str = getString("calculation(below 20,ignore all blanket)");  
 my\_stack nmb;  
 cout<<str<<endl;  
 double outcome = midToOut(str);  
 if(outcome != -1)  
 {  
 cout<<"The outcome is "<<outcome<<endl;  
 } else{  
 cout<<"Error"<<endl;  
 }  
  
  
 return 0;  
}  
#endif

###### 测试样例与运行结果：

当输入正确整数样例：#12+5#
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当输入正确的小数样例：#12.5+6#
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当输入错误样例：(#4+2)\*3-10/5#
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当输入错误样例：
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### 必做题第三题

###### 题目：公共钥匙盒（必做）（线性表，栈，队列）

[问题描述]

有一个学校的老师共用N个教室，按照规定，所有的钥匙都必须放在公共钥匙盒里，老师不能带钥匙回家。每次老师上课前，都从公共钥匙盒里找到自己上课的教室的钥匙去开门，上完课后，再将钥匙放回到钥匙盒中。

钥匙盒一共有N个挂钩，从左到右排成一排，用来挂N个教室的钥匙。一串钥匙没有固定的悬挂位置，但钥匙上有标识，所以老师们不会弄混钥匙。

每次取钥匙的时候，老师们都会找到自己所需要的钥匙将其取走，而不会移动其他钥匙。每次还钥匙的时候，还钥匙的老师会找到最左边的空的挂钩，将钥匙挂在这个挂钩上。如果有多位老师还钥匙，则他们按钥匙编号从小到大的顺序还。如果同一时刻既有老师还钥匙又有老师取钥匙，则老师们会先将钥匙全还回去再取出。

今天开始的时候钥匙是按编号从小到大的顺序放在钥匙盒里的。有K位老师要上课，给出每位老师所需要的钥匙、开始上课的时间和上课的时长，假设下课时间就是还钥匙时间，请问最终钥匙盒里面钥匙的顺序是怎样的？

[基本要求]

输入格式

输入的第一行包含两个整数N, K。

接下来K行，每行三个整数w, s, c，分别表示一位老师要使用的钥匙编号、开始上课的时间和上课的时长。可能有多位老师使用同一把钥匙，但是老师使用钥匙的时间不会重叠。

保证输入数据满足输入格式，你不用检查数据合法性。

输出格式

输出一行，包含N个整数，相邻整数间用一个空格分隔，依次表示每个挂钩上挂的钥匙编号。

样例输入

5 2

4 3 3

2 2 7

样例输出

1 4 3 2 5

样例说明

第一位老师从时刻3开始使用4号教室的钥匙，使用3单位时间，所以在时刻6还钥匙。第二位老师从时刻2开始使用钥匙，使用7单位时间，所以在时刻9还钥匙。

每个关键时刻后的钥匙状态如下（X表示空）：

时刻2后为1X345；

时刻3后为1X3X5；

时刻6后为143X5；

时刻9后为14325。

课程设计要求：

（1）要求从文本文件中输入；

（2）根据时间进程，将取走钥匙和归还钥匙分别视为事件，放入队列中，然后通过每个事件的先后发生对钥匙盒的状态进行变更；

（3）严格按照要求的输入输出格式进行数据的输入、输出（训练CSP考试中的格式化输入输出的正确性）；

（4）选做：通过图形界面来显示钥匙盒的即时状态，以及事件队列的状态。

###### 数据结构：队列

###### 算法思想：通过文件中输入的数据建立时刻表，按时间顺序递增检查该时间是否发生事件

建立box类存储钥匙  
建立事件队列q  
从文件中读取初始钥匙数建立box  
从文件中读取事件开始时间，结束时间，取的钥匙建立事件队列q  
对所有事件按发生时间顺序排序  
进行时间递增，观察该时间点是否有事件发生：  
 1.无事件发生，继续下一个时间  
 2.如果有事件的结束时间在该时刻，先将钥匙放入box，将该事件删除  
 3.如果有事件的开始时间在该时刻，将钥匙从box中取出

###### 具体实现：

my\_Queue.h

//  
// Created by 97927 on 2019/12/13.  
//  
  
#ifndef DESIGN\_MY\_QUEUE\_H  
#define DESIGN\_MY\_QUEUE\_H  
  
class QNode{  
public:  
 int data;  
 QNode \* next;  
 QNode(int n = 0,QNode\* nxt = nullptr);  
 ~QNode();  
};  
class Qnode\_more :public QNode {  
public:  
 int data1;//time begin  
 int data2;//time eng  
 Qnode\_more \* frnt;  
 Qnode\_more \* next;  
 Qnode\_more(int n1 = 0,int n2 = 0,int n3 =0):QNode(n1){//initially  
 data1 = n2;  
 data2 = n3;  
 frnt = nullptr;  
 next = nullptr;  
 };  
 ~Qnode\_more()= default;  
};  
class my\_Queue {  
private:  
 QNode \* frt;  
 QNode \* lst;  
 int length;  
public:  
 my\_Queue();  
 bool empty();  
/\*Length Finish\*/  
 int getlength();  
/\*Get Finish\*/  
 bool getHead(int \*e);  
/\*Clear Finish\*/  
 void clearQueue();  
/\*En Finsh\*/  
 bool enQueue(int e);  
/\*De Finish\*/  
 bool deQueue(int \*e);  
/\*Traverse Finsh\*/  
 bool traverse();  
 ~my\_Queue();  
};  
class my\_Queue\_Plus{  
private:  
 Qnode\_more \* frt;  
 Qnode\_more \* lst;  
 int length;  
  
public:  
 my\_Queue\_Plus();//initially  
 bool empty();//true when all thing finish  
 int getlength();//return length  
 bool getHead(int \*e);//get the first thing  
 void clearQueue();  
 bool enQueue(int e1,int e2,int e3);//insert thing to back  
 bool deQueue(int \*e,int \*e2,int \*e3);//pop the first thing  
 bool traverse();//show queue  
 bool sort();//sort as begin time  
 int lastTime();//return the last thing end time  
 bool timeEvent(int t,my\_Queue\_Plus & q);//deal with time n  
 ~my\_Queue\_Plus();  
};  
  
#endif //DESIGN\_MY\_QUEUE\_H

my\_Queue.cpp

//  
// Created by 97927 on 2019/12/13.  
//  
  
#include "my\_Queue.h"  
#include <iostream>  
  
bool my\_Queue::empty() {  
 return length == 0;  
}  
  
my\_Queue::my\_Queue() {  
 frt = new QNode();  
 lst = frt;  
 length = 0;  
}  
  
int my\_Queue::getlength() {  
 return length;  
}  
  
bool my\_Queue::getHead(int \*e) {  
 if(empty())  
 return false;  
 \*e = frt->next->data;  
 return true;  
}  
  
void my\_Queue::clearQueue() {  
 QNode \* p = frt->next;  
 while(p)  
 {  
 QNode \* m = p->next;  
 delete p;  
 p = m;  
 }  
 lst = frt;  
 length = 0;  
}  
  
bool my\_Queue::enQueue(int e) {  
 QNode \* p = new QNode;  
 if(!p)  
 return false;  
  
 p->data = e;  
 p->next = nullptr;  
 lst->next = p;  
 lst = p;  
 length++;  
  
 return true;  
}  
  
bool my\_Queue::deQueue(int \*e) {  
 QNode \* p = frt->next;  
 if(p)  
 {  
 if(p == lst)  
 {  
 lst = frt;  
 }  
 \*e = p->data;  
 frt->next = p->next;  
 delete p;  
 }  
 else  
 return false;  
 length--;  
 return true;  
}  
  
bool my\_Queue::traverse() {  
 using std::cout;  
 using std::endl;  
 QNode \* p = frt->next;  
 int k = 1;  
 while(p)  
 {  
 cout<<"data "<<k<<" : "<<p->data<<" ";  
 p = p->next;  
 k++;  
 if(k % 10 == 0)  
 cout<<endl;  
 }  
 cout<<"queue traverse finish."<<endl;  
 return true;  
}  
  
my\_Queue::~my\_Queue() {  
 QNode \* p = frt;  
 while(p)  
 {  
 QNode \* m = p->next;  
 delete p;  
 p = m;  
 }  
 lst = nullptr;  
 frt = nullptr;  
 length = 0;  
}  
  
QNode::QNode(int n,QNode \* nxt) {  
 data = n;  
 QNode::next = nxt;  
}  
  
QNode::~QNode() = default;  
  
  
my\_Queue\_Plus::my\_Queue\_Plus() {  
 frt = new Qnode\_more();  
 lst = frt;  
 length = 0;  
}  
  
bool my\_Queue\_Plus::empty() {  
 return length == 0;  
}  
  
int my\_Queue\_Plus::getlength() {  
 return length;  
}  
  
bool my\_Queue\_Plus::getHead(int \*e) {  
 if(empty())  
 return false;  
 \*e = frt->next->data;  
 return true;  
}  
  
void my\_Queue\_Plus::clearQueue() {  
 Qnode\_more \* p = frt->next;  
 while(p)  
 {  
 Qnode\_more \* m = p->next;  
 delete p;  
 p = m;  
 }  
 lst = frt;  
 length = 0;  
}  
  
bool my\_Queue\_Plus::enQueue(int e1, int e2, int e3) {  
 Qnode\_more \* p = new Qnode\_more;  
 if(!p)  
 return false;  
  
 p->data = e1;  
 p->data1 = e2;  
 p->data2 = e3;  
 p->frnt = lst;  
 p->next = nullptr;  
 length++;  
 lst->next = p;  
 lst = p;  
  
 return true;  
}  
  
bool my\_Queue\_Plus::deQueue(int \*e, int \*e2, int \*e3) {  
 using std::cout;  
 using std::endl;  
 Qnode\_more \* p = frt->next;  
 if(p)  
 {  
 if(p == lst)  
 {  
 lst = frt;  
 }  
 \*e = p->data;  
 \*e2 = p->data1;  
 \*e3 = p->data2;  
 frt->next = p->next;  
 if(p->next)  
 p->next->frnt = frt;  
 delete p;  
 }  
 else  
 return false;  
 length--;  
 return true;  
}  
  
bool my\_Queue\_Plus::traverse() {  
 using std::cout;  
 using std::endl;  
 Qnode\_more \* p = frt->next;  
 int k = 1;  
 while(p)  
 {  
 cout<<"data "<<k<<" : "<<p->data<<","<<p->data1<<","<<p->data2 - p->data1<<" ";  
 p = p->next;  
 k++;  
 if(k % 10 == 0)  
 cout<<endl;  
 }  
 cout<<"queue traverse finish."<<endl;  
 return true;  
}  
  
my\_Queue\_Plus::~my\_Queue\_Plus(){  
 Qnode\_more \* p = frt;  
 while(p)  
 {  
 Qnode\_more \* m = p->next;  
 delete p;  
 p = m;  
 }  
 lst = nullptr;  
 frt = nullptr;  
 length = 0;  
}  
  
bool my\_Queue\_Plus::sort() {  
 Qnode\_more \* p = frt->next;  
 while(p)  
 {  
 Qnode\_more \* min = p;  
 Qnode\_more \* q = p->next;  
 while(q)  
 {  
 //find the min begin time  
 if(q->data1 < min->data1)  
 {  
 min = q;  
 }  
 //if begin time is equal , compare end time  
 else if(q->data1 == min->data1)  
 {  
 if(q->data2 < min->data2)  
 {  
 min = q;  
 }  
 else if(q->data2 == min->data2)  
 {  
 if(q->data < min->data)  
 {  
 min = q;  
 }  
 }  
 }  
 q = q->next;  
 }  
 if(min == p)  
 {  
 p = p->next;  
 continue;  
 }  
 min->frnt->next = min->next;  
 if(min->next)  
 min->next->frnt = min->frnt;  
 p->frnt->next = min;  
 min->frnt = p->frnt;  
 p->frnt = min;  
 min->next = p;  
 }  
  
 return true;  
}  
  
int my\_Queue\_Plus::lastTime() {  
 return lst->data2;  
}  
//find event happen at this second  
bool my\_Queue\_Plus::timeEvent(int t,my\_Queue\_Plus & q) {  
 using std::cout;  
 using std::endl;  
 Qnode\_more \* p = frt->next;  
 bool reFlag = false;  
 if(p->data1 > t)  
 return false;  
 while(p)  
 {  
 if(p->data1 > t)  
 break;  
 if(p->data1 == t || p->data2 == t)  
 {  
 int key\_n = p->data;  
 int ta\_t = p->data1;  
 int re\_t = p->data2;  
 q.enQueue(key\_n,ta\_t,re\_t);  
 reFlag = true;  
 }  
 //if this event is end , pop  
 else if(p->data2 < t)  
 {  
 p->frnt->next = p->next;  
 if(p->next)  
 p->next->frnt = p->frnt;  
 cout<<"event "<<" : "<<p->data<<","<<p->data1<<","<<p->data2 - p->data1<<" end"<<endl;  
 length--;  
 Qnode\_more \* pause = p->next;  
 delete p;  
 p = pause;  
 continue;  
 }  
 p = p->next;  
 }  
  
 return reFlag;  
}

task3.cpp

//  
// Created by 97927 on 2019/12/21.  
//  
#include <iostream>  
#include <cstdlib>  
#include <cstdio>  
#include <fstream>  
#include "my\_Queue.h"  
#include <string>  
#include "function.h"  
using namespace std;  
  
//#define YTD  
  
class box{  
private:  
 vector<int> key\_store;//box to store key  
 int box\_s;//box size  
public:  
 box(int n = 1)//initially  
 {  
 box\_s = n;  
 for(int i = 0;i < n;i++)  
 {  
 key\_store.push\_back(i + 1);  
 }  
 }  
 bool pop(int n)//pop key n  
 {  
 for(int i = 0;i < box\_s;i++)  
 {  
 //find key site  
 if(key\_store[i] == n)  
 {  
 //pop  
 key\_store[i] = 0;  
 return true;  
 }  
 }  
 return false;  
 }  
 bool push(int n)//push key n  
 {  
 for(int i = 0;i < box\_s;i++)  
 {  
 //find box empty site  
 if(key\_store[i] == 0)  
 {  
 //push  
 key\_store[i] = n;  
 return true;  
 }  
 }  
 return false;  
 }  
 bool show()//show box  
 {  
 for(int i = 0;i < box\_s;i++)  
 {  
 if(key\_store[i] == 0)  
 {  
 cout<<"X ";  
 } else{  
 cout<<key\_store[i]<<" ";  
 }  
 }  
 cout<<endl;  
  
 return true;  
 }  
 bool show(ofstream &out)//show out to file  
 {  
 for(int i = 0;i < box\_s;i++)  
 {  
 if(key\_store[i] == 0)  
 {  
 out<<"X ";  
 } else{  
 out<<key\_store[i]<<" ";  
 }  
 }  
 out<<endl;  
  
 return true;  
 }  
 ~box()  
 {  
 key\_store.clear();  
 }  
};  
bool timePass(box &b,my\_Queue\_Plus &p,ofstream &out)  
{  
 int n = p.lastTime();//get end time  
 int i = 0;  
 my\_Queue\_Plus q;  
 while(!p.empty())  
 {  
 i++;  
 if(!p.timeEvent(i,q))//this time do not happen any things  
 {  
 continue;  
 }  
 while(!q.empty())//deal with things happen this time  
 {  
 int key\_n = 0;  
 int ta\_t = 0;  
 int re\_t = 0;  
 q.deQueue(&key\_n,&ta\_t,&re\_t);  
 if(ta\_t == i)//if star time == this time  
 {  
 b.pop(key\_n);  
 } else if (re\_t == i)//if end time == this time  
 {  
 b.push(key\_n);  
 }  
 }  
 cout<<"after time "<<i<<" : ";  
 out<<"after time "<<i<<" : ";  
 b.show();  
 b.show(out);  
 q.clearQueue();  
 }  
  
 return true;  
}  
#ifndef YTD  
int main()  
{  
 //open the file to input and output  
 ifstream in\_tx;  
 ofstream out\_tx("task3result.txt");  
 std::string fileName = getString("filename");  
 fileName += ".txt";  
 in\_tx.open(fileName);  
 if(!in\_tx.is\_open())  
 {  
 cout<<"wrong"<<endl;  
  
 return 0;  
 }  
 //init keybox and timetable  
 int total\_long = 0;  
 in\_tx>>total\_long;  
 box B(total\_long);  
 my\_Queue\_Plus timetable;  
 int n;  
 in\_tx>>n;  
 for(int i = 0;i < n;i++)  
 {  
 int key\_n;  
 int ta\_t;  
 int re\_t;  
 in\_tx>>key\_n>>ta\_t>>re\_t;  
 timetable.enQueue(key\_n,ta\_t,re\_t + ta\_t);  
 }  
 //output timetable  
 timetable.traverse();  
 //sort timetable  
 timetable.sort();  
 //output result  
 timetable.traverse();  
 timePass(B,timetable,out\_tx);  
 in\_tx.close();  
 out\_tx.close();  
 return 0;  
}  
#endif

###### 测试样例与运行结果：

文件中数据：

5 2 4 3 3 2 2 7

运行结果：
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存储在文件中的结果：
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### 必做题第四题

###### 题目：家谱管理系统（必做） （树）

[问题描述]

实现具有下列功能的家谱管理系统。

[基本要求]

（1）输入文件以存放最初家谱中各成员的信息，成员的信息中均应包含以下内容：姓名、出生日期、婚否、地址、健在否、死亡日期（若其已死亡），也可附加其它信息、但不是必需的。

（2）实现数据的文件存储和读取。

（3）以图形方式显示家谱。

（4）显示第n 代所有人的信息。

（5）按照姓名查询，输出成员信息（包括其本人、父亲、孩子的信息）。

（6）按照出生日期查询成员名单。

（7）输入两人姓名，确定其关系。

（8）某成员添加孩子。

（9）删除某成员（若其还有后代，则一并删除）。

（10）修改某成员信息。

（11）要求建立至少20个成员的数据，以较为直观的方式显示结果，并提供文稿形式以便检查。

（12）界面要求：有合理的提示，每个功能可以设立菜单，根据提示，可以完成相关的功能要求。

（13）存储结构：根据系统功能要求自行设计，但是要求相关数据要存储在数据文件中。测试数据：要求使用1、全部合法数据；2、局部非法数据。进行程序测试，以保证程序的稳定。

###### 数据结构：孩子兄弟树

###### 算法思想：

建立tree存储整个家谱信息  
从文件中读取信息建立初始家谱系统  
输出选项信息，进行功能选择：  
 1.增加一个人  
 2.删除一个人  
 3.展示一个人的所有信息  
 4.改变一个人的信息  
 5.展示某一层的所有信息  
 6.显示所有人  
 7.确定两个人的关系  
 8.按出生日期排序显示所有人  
1：调用tree中assign类函数进行增加  
2：调用tree中deletePeople类函数进行删除  
3：调用tree中find类函数进行查找  
4：获取需要改变的人名，输出改变选项  
 4.1.姓名  
 4.2.出生日期  
 4.3.地址  
 4.4.婚否  
 4.5.健在否  
 4.6.死亡日期  
 调用对应的类函数进行改变。在健在否由存活变为死亡死，自动调用更改死亡日期的类函数，获取该信息进行更改  
5：调用showTreeLayer类函数，利用层次遍历的思想，当层次等于相应的层次时，显示该层信息，显示完后退出  
6：调用showAll类函数按层次遍历的思想显示每一层的信息  
7：获取两个人A，B的姓名，通过类函数获取两个人的信息，比较两个人的辈分（layer）：  
 7.1.A的layer与B相等，两个人为兄弟  
 7.2.B的layer大于A：  
 7.2.1.B的父母为A，输出A为B的父母  
 7.2.2.B的父母的父母为A，输出A为B的祖父母  
 7.3.A的layer大于B：  
 7.3.1.A的父母为B，输出B为A的父母  
 7.3.2.A的父母的父母为B，输出B为A的zufumu  
 7.4.输出两人没有关系  
8.遍历整个树将每个节点的指针存储在数字中，用选择排序将数组按出生日期排序  
  
将现有的树按层次遍历输出到文件中

###### 算法时间复杂度：在按出生日期排序时，选择排序复杂度为（n^2)

###### 具体实现：

my\_BrotherTree.h

//  
// Created by 97927 on 2019/12/13.  
//  
  
#ifndef DESIGN\_MY\_BROTHERTREE\_H  
#define DESIGN\_MY\_BROTHERTREE\_H  
  
  
#include <string>  
  
class my\_BrotherTree {  
private:  
 int layer;  
 std::string name;  
 my\_BrotherTree \* parent;  
 my\_BrotherTree \* child;  
 my\_BrotherTree \* brother;  
protected:  
 virtual my\_BrotherTree \* findPeople(std::string nm);//locate the people  
public:  
 my\_BrotherTree(std::string nm);//initial  
 my\_BrotherTree();//initial  
 virtual bool assign(my\_BrotherTree \* t,std::string parent\_name);//assign parent\_name chile  
 virtual bool showTreeLayer(int layer);//show the nth layer people  
 bool show();//show this node information  
 bool showLevel();//show all people information as level  
 int layers();//return layer  
 std::string names();//return name  
 bool showName();//show this node's name  
 bool showLayer();//shwo this node's layer  
 bool setLayer(int n);//change this node's layer  
 bool setName(std::string nm1);//change this node's name  
  
 ~my\_BrotherTree();  
};  
class my\_BrotherTree\_plus : public my\_BrotherTree{  
private:  
 std::string borndate;  
 std::string deathdate;  
 std::string addre;  
 bool marige;  
 bool live;  
 my\_BrotherTree\_plus \* parent;  
 my\_BrotherTree\_plus \* child;  
 my\_BrotherTree\_plus \* brother;  
protected:  
 my\_BrotherTree\_plus \* findPeople(std::string nm);//locate people  
public:  
 my\_BrotherTree\_plus(std::string nm,std::string born,\  
 std::string addre,bool marige,bool l,std::string death = "");//initial  
 my\_BrotherTree\_plus(std::string filename);//initial from file  
 bool assign(my\_BrotherTree\_plus \* t,std::string parent\_name);//assign parent\_name's child  
 bool showTreeLayer(int layer);//show nth layer people  
 bool deletePeople(std::string peo);//delete a people and all his childeren  
 bool find(std::string nm);//show a people all information  
 bool setBorn(std::string nm,std::string born);//set born data  
 bool setAddress(std::string nm,std::string add);//set address  
 bool setMar(std::string nm,bool mrg);//set marige  
 bool setLive(std::string nm,bool lf);//set live condition  
 bool setDeathdate(std::string nm,std::string death);//set death date  
 bool setNames(std::string nm,std::string nm1);//set name  
 bool showAll();//show all people as level  
 bool outToFile();//out to file  
 ~my\_BrotherTree\_plus();  
 bool showBron();//show as born date oder  
 int size();//return the number of nodes  
 int relationship(std::string nm1,std::string nm2);//relationship between two people  
};  
  
#endif //DESIGN\_MY\_BROTHERTREE\_H

my\_BrotherTree.cpp

//  
// Created by 97927 on 2019/12/13.  
//  
  
#include "my\_BrotherTree.h"  
#include <stack>  
#include <string>  
#include <iostream>  
#include <queue>  
#include <fstream>  
#include "function.h"  
#include <fstream>  
#include <iomanip>  
using namespace std;  
  
my\_BrotherTree::my\_BrotherTree(std::string nm) {  
 name = nm;  
 layer = 1;  
 parent = nullptr;  
 child = nullptr;  
 brother = nullptr;  
}  
  
bool my\_BrotherTree::assign(my\_BrotherTree \*t, std::string parent\_name) {  
 my\_BrotherTree \* pa = findPeople(parent\_name);  
 //set t's layer  
 t->layer = pa->layer + 1;  
 //if parent have child  
 if(pa->child)  
 {  
 pa = pa->child;  
 //find the last child  
 while(pa->brother)  
 {  
 pa = pa->brother;  
 }  
 pa->brother = t;  
 } else{  
 pa->child = t;  
 }  
 return true;  
}  
  
bool my\_BrotherTree::showLevel() {  
 using std::cout;  
 using std::endl;  
 //store the node  
 std::queue<my\_BrotherTree \*> q;  
 q.push(this);  
 while(!q.empty())  
 {  
 my\_BrotherTree \* t = q.front();  
 q.pop();  
 cout<<"name : "<<name<<" "<<layer;  
 if(t->parent)  
 cout<<" parent : "<<t->parent->name;  
 if(t->child)  
 {  
 cout<<endl;  
 //if child exist  
 my\_BrotherTree \* p = t->child;  
 while(p)  
 {  
 q.push(p);  
 cout<<p->name<<" ";  
 p = p->brother;  
 }  
 cout<<endl;  
 }  
 }  
 cout<<"Show level end."<<endl;  
  
 return true;  
}  
  
bool my\_BrotherTree::showTreeLayer(int layer) {  
 using std::cout;  
 using std::endl;  
 //store node  
 std::queue<my\_BrotherTree \*> q;  
 q.push(this);  
 while(!q.empty())  
 {  
 my\_BrotherTree \* t = q.front();  
 q.pop();  
 //if layer == n , output  
 if(t->layer == layer)  
 {  
 cout<<"name : "<<name<<" "<<layer;  
 if(t->parent)  
 cout<<" parent : "<<t->parent->name;  
 cout<<endl;  
 }  
  
 if(t->child)  
 {  
 my\_BrotherTree \* p = t->child;  
 while(p)  
 {  
 q.push(p);  
 if(t->layer == layer)  
 cout<<p->name<<" ";  
 p = p->brother;  
 }  
 cout<<endl;  
 }  
 }  
  
 return true;  
}  
  
my\_BrotherTree \*my\_BrotherTree::findPeople(std::string nm) {  
 //store node  
 std::queue<my\_BrotherTree \*> q;  
 my\_BrotherTree \* t = nullptr;  
 q.push(this);  
 while(!q.empty())  
 {  
 t = q.front();  
 q.pop();  
 if(t->name == nm)  
 break;  
 if(t->child)  
 {  
 my\_BrotherTree \* p = t->child;  
 while(p)  
 {  
 q.push(p);  
 p = p->brother;  
 }  
 }  
 }  
 //if find success  
 if(t->name == nm)  
 return t;  
 return nullptr;  
}  
  
int my\_BrotherTree::layers() {  
 return layer;  
}  
  
std::string my\_BrotherTree::names() {  
 return name;  
}  
  
bool my\_BrotherTree::showName() {  
 using std::cout;  
 cout<<name;  
 return true;  
}  
  
bool my\_BrotherTree::showLayer() {  
 using std::cout;  
 cout<<layer;  
  
 return true;  
}  
  
bool my\_BrotherTree::show() {  
 using std::cout;  
 using std::endl;  
 cout<<"name : "<<name<<" "<<layer<<" ";  
 if(parent)  
 cout<<" parent : "<<parent->name;  
 if(child)  
 {  
 cout<<endl;  
 my\_BrotherTree \* p = child;  
 while(p)  
 {  
 cout<<p->name<<" ";  
 p = p->brother;  
 }  
 cout<<endl;  
 }  
  
 return true;  
}  
  
bool my\_BrotherTree::setLayer(int n) {  
 layer = n;  
 return true;  
}  
  
bool my\_BrotherTree::setName(std::string nm1) {  
 name = nm1;  
 return true;  
}  
  
my\_BrotherTree::my\_BrotherTree() {  
 layer = 1;  
 parent = nullptr;  
 child = nullptr;  
 brother = nullptr;  
}  
  
my\_BrotherTree::~my\_BrotherTree() = default;  
  
  
my\_BrotherTree\_plus::my\_BrotherTree\_plus(std::string nm, std::string born,std::string addre,  
 bool marige, bool l,std::string death) :my\_BrotherTree(nm){  
 borndate = born;  
 deathdate = death;  
 my\_BrotherTree\_plus::addre = addre;  
 my\_BrotherTree\_plus::marige = marige;  
 live = l;  
 parent = nullptr;  
 brother = nullptr;  
 child = nullptr;  
}  
  
bool my\_BrotherTree\_plus::showTreeLayer(int layer) {  
 using std::cout;  
 using std::endl;  
  
 //store node  
 std::queue<my\_BrotherTree\_plus \*> q;  
 q.push(this);  
 while(!q.empty())  
 {  
 my\_BrotherTree\_plus \* t = q.front();  
 q.pop();  
 int n\_lay = t->layers();  
 std::string names = t->names();  
 //if layer == n , output  
 if(n\_lay == layer)  
 {  
 cout<<endl<<"name : "<<names<<" "<<layer;  
 if(t->parent)  
 {  
 cout<<" parent : ";  
 t->parent->showName();  
 }  
  
 cout<<endl;  
 }  
  
 if(t->child)  
 {  
 my\_BrotherTree\_plus \* p = t->child;  
 while(p)  
 {  
 q.push(p);  
 if(n\_lay == layer)  
 {  
 cout<<endl<<"child : ";  
 p->showName();  
 cout<<" ";  
 }  
 p = p->brother;  
 }  
 }  
 }  
  
 return true;  
}  
  
bool my\_BrotherTree\_plus::find(std::string nm) {  
 using std::cout;  
 using std::endl;  
 my\_BrotherTree\_plus \* t = findPeople(nm);  
 //if don't have the people  
 if(!t)  
 return false;  
 t->show();  
 cout<<"born :"<<t->borndate<<endl;  
 if(!live)  
 cout<<"dead : "<<t->deathdate<<endl;  
 cout<<"address :"<<t->addre;  
 cout<<endl;  
  
 return true;  
}  
my\_BrotherTree\_plus \*my\_BrotherTree\_plus::findPeople(std::string nm) {  
 using std::cout;  
 using std::endl;  
 //store node  
 std::queue<my\_BrotherTree\_plus \*> q;  
 my\_BrotherTree\_plus \* t = nullptr;  
 std::string names;  
 q.push(this);  
 while(!q.empty())  
 {  
 t = q.front();  
 q.pop();  
 names = t->names();  
 if(names == nm)  
 break;  
 if(t->marige)  
 {  
 my\_BrotherTree\_plus \* p = t->child;  
 while(p)  
 {  
 q.push(p);  
 p = p->brother;  
 }  
 }  
 }  
 //if find success  
 if(t->names() == nm)  
 return t;  
 return nullptr;  
}  
  
bool my\_BrotherTree\_plus::assign(my\_BrotherTree\_plus \*t, std::string parent\_name) {  
 my\_BrotherTree\_plus \* pa = findPeople(parent\_name);  
 if(!pa)  
 {  
 return false;  
 }  
 //assign to parent  
 if(!pa->child)  
 {  
 pa->child = t;  
 } else{  
 my\_BrotherTree\_plus \* ch = pa->child;  
 while(ch->brother)  
 {  
 ch = ch->brother;  
 }  
 ch->brother = t;  
 }  
 //set t's layer  
 t->setLayer(pa->layers() + 1);  
 //set t's parent  
 t->parent = pa;  
 return true;  
}  
  
bool my\_BrotherTree\_plus::deletePeople(std::string peo) {  
 using std::cout;  
 using std::endl;  
 my\_BrotherTree\_plus \* thepro = findPeople(peo);  
 if(!thepro)  
 {  
 cout<<"don't have this people."<<endl;  
 return false;  
 }  
 //certain the choice  
 cout<<"certain the delete command.(1 means yes)"<<endl<<"delete : ";  
 thepro->show();  
 int cer = getInt("command");  
 //if quit  
 if(cer != 1)  
 return false;  
 std::queue<my\_BrotherTree\_plus \*> q;  
 //delete from parent  
 my\_BrotherTree\_plus \* t = thepro->parent->child;  
 //if this node's parent have two or more children  
 if(t->brother)  
 {  
 //find brother  
 while(t->brother)  
 {  
 if(t->brother == thepro)  
 {  
 t->brother = t->brother->brother;  
 break;  
 }  
 }  
 }  
 //have one child  
 else{  
 thepro->parent->child = nullptr;  
 }  
 std::string names;  
 q.push(thepro);  
 //delete all children  
 while(!q.empty())  
 {  
 t = q.front();  
 q.pop();  
 if(t->marige)  
 {  
 my\_BrotherTree\_plus \* p = t->child;  
 while(p)  
 {  
 q.push(p);  
 p = p->brother;  
 }  
 }  
 delete t;  
 }  
 return true;  
}  
  
bool my\_BrotherTree\_plus::setBorn(std::string nm,std::string born) {  
 my\_BrotherTree\_plus \* p = findPeople(nm);  
 if(!p)  
 {  
 cout<<"don't have this people."<<endl;  
 return false;  
 }  
 p->borndate = born;  
 return true;  
}  
  
bool my\_BrotherTree\_plus::setAddress(std::string nm,std::string add) {  
 my\_BrotherTree\_plus \* p = findPeople(nm);  
 if(!p)  
 {  
 cout<<"don't have this people."<<endl;  
 return false;  
 }  
 p->addre = add;  
 return true;  
}  
  
bool my\_BrotherTree\_plus::setMar(std::string nm,bool mrg) {  
 my\_BrotherTree\_plus \* p = findPeople(nm);  
 if(!p)  
 {  
 cout<<"don't have this people."<<endl;  
 return false;  
 }  
 p->marige = mrg;  
 return true;  
}  
  
bool my\_BrotherTree\_plus::setLive(std::string nm,bool lf) {  
 my\_BrotherTree\_plus \* p = findPeople(nm);  
 if(!p)  
 {  
 cout<<"don't have this people."<<endl;  
 return false;  
 }  
 bool pause = p->live;  
 p->live = lf;  
 if(pause)  
 {  
 //if change from exist to death  
 if(!lf)  
 {  
 std::string death = getString("deathdate");  
 deathdate = death;  
 }  
 } else{  
 if(lf)  
 {  
 deathdate = "";  
 }  
 }  
  
 return true;  
}  
  
bool my\_BrotherTree\_plus::setDeathdate(std::string nm, std::string death) {  
 my\_BrotherTree\_plus \* p = findPeople(nm);  
 if(!p)  
 {  
 cout<<"don't have this people."<<endl;  
 return false;  
 }  
 //if people exist  
 if(p->live)  
 {  
 using std::cout;  
 using std::endl;  
 cout<<nm<<" is alive."<<endl;  
 return false;  
 }  
 p->deathdate = death;  
  
 return true;  
}  
  
my\_BrotherTree\_plus::my\_BrotherTree\_plus(std::string filename) {  
 std::ifstream in(filename);  
 std::string names;  
 in>>names;  
 setName(names);  
 std::string born;  
 in>>born;  
 borndate = born;  
 std::string add;  
 in>>add;  
 addre = add;  
 int lv;  
 std::string death;  
 in>>lv;  
 live = (lv == 1);  
 if(!lv)  
 {  
 in>>death;  
 deathdate = death;  
 }  
 int mar;  
 in>>mar;  
 marige = (mar == 1);  
 parent = nullptr;  
 child = nullptr;  
  
 while(!in.eof())  
 {  
 in>>names;  
 in>>born;  
 in>>add;  
 in>>lv;  
 if(!lv)  
 {  
 in>>death;  
 }  
 in>>mar;  
 std::string pa;  
 in>>pa;  
 my\_BrotherTree\_plus \* p = new my\_BrotherTree\_plus(names,born,add,mar == 1,lv == 1,death);  
 assign(p,pa);  
 }  
 in.close();  
}  
  
bool my\_BrotherTree\_plus::setNames(std::string nm, std::string nm1) {  
 my\_BrotherTree\_plus \* p = findPeople(nm);  
 if(p)  
 {  
 p->setName(nm1);  
 return true;  
 }  
 return false;  
}  
  
bool my\_BrotherTree\_plus::showAll() {  
 using std::cout;  
 using std::endl;  
 int lay = 1;  
 //store node  
 std::queue<my\_BrotherTree\_plus \*> q;  
 q.push(this);  
 while(!q.empty())  
 {  
 my\_BrotherTree\_plus \* t = q.front();  
 q.pop();  
 //if this node is at next layer  
 if(t->layers() != lay)  
 {  
 cout<<endl;  
 lay = t->layers();  
 }  
 cout<<t->showName()<<" ";  
 if(t->child)  
 {  
 my\_BrotherTree\_plus \* p = t->child;  
 while(p)  
 {  
 q.push(p);  
 p = p->brother;  
 }  
 }  
 }  
 cout<<"Show Finish."<<endl;  
  
 return true;  
}  
  
my\_BrotherTree\_plus::~my\_BrotherTree\_plus() = default;  
  
bool my\_BrotherTree\_plus::outToFile() {  
 std::ofstream out\_tx("task4result.txt");  
 using std::endl;  
 std::queue<my\_BrotherTree\_plus \*> q;  
 q.push(this);  
 my\_BrotherTree\_plus \* p;  
 while (!q.empty())  
 {  
 p = q.front();  
 q.pop();  
 out\_tx<<p->names()<<" "<<p->borndate<<" "<<p->addre<<" ";  
 if(p->live == 0)  
 out\_tx<<"0 "<<p->deathdate<<" ";  
 if(p->marige == 1)  
 out\_tx<<"1 ";  
 else  
 out\_tx<<"0 ";  
 if(p->parent)  
 out\_tx<<p->parent->names();  
 out\_tx<<'\n';  
 if(p->child)  
 {  
 my\_BrotherTree\_plus \* t = p->child;  
 while(t)  
 {  
 q.push(t);  
 t = t->brother;  
 }  
 }  
 }  
 out\_tx.close();  
 return true;  
}  
  
bool inVector(vector<my\_BrotherTree\_plus \*> &v,string nm)  
{  
 for(int i = 0;i < v.size();i++)  
 {  
 if(v[i]->names() == nm)  
 return true;  
 }  
 return false;  
}  
  
bool my\_BrotherTree\_plus::showBron() {  
 cout<<std::left;  
 //store node  
 vector<my\_BrotherTree\_plus \*> v;  
 std::queue<my\_BrotherTree\_plus \*> q;  
 q.push(this);  
 int courn = 0;//node number  
 while(!q.empty())  
 {  
 my\_BrotherTree\_plus \* t = q.front();  
 v.push\_back(t);  
 q.pop();  
 courn++;  
 if(t->child)  
 {  
 my\_BrotherTree\_plus \* p = t->child;  
 while(p)  
 {  
 q.push(p);  
 p = p->brother;  
 }  
 }  
 }  
 for(int i = 0;i < courn;i++)  
 {  
 my\_BrotherTree\_plus \* min = v[i];  
 int min\_s = i;  
 for(int k = i + 1;k < courn;k++)  
 {  
 if(min->borndate > v[k]->borndate)  
 {  
 min = v[k];  
 min\_s = k;  
 }  
 }  
 if(min\_s == i)  
 continue;  
 v.erase(v.begin() + min\_s);  
 v.insert(v.begin() + i,min);  
 }  
 cout <<setw(20)<<"name"<<"\t\t";  
 cout <<setw(20)<<"born date"<<endl;  
 for(int i = 0;i < courn;i++)  
 {  
 cout <<setw(20)<<v[i]->names()<<"\t\t";  
 cout <<setw(20)<<v[i]->borndate<<endl;  
 }  
  
 return false;  
}  
  
int my\_BrotherTree\_plus::size() {  
 std::queue<my\_BrotherTree\_plus \*> q;  
 q.push(this);  
 int courn = 0;  
 while(!q.empty())  
 {  
 my\_BrotherTree\_plus \* t = q.front();  
 q.pop();  
 courn++;  
 if(t->child)  
 {  
 my\_BrotherTree\_plus \* p = t->child;  
 while(p)  
 {  
 q.push(p);  
 p = p->brother;  
 }  
 }  
 }  
  
 return courn;  
}  
//1 = nm2 parent \ 2 = nm1 parent \ 3 = nm2 grandparent \ 4 = nm1 grandparent \ 5 = brother  
int my\_BrotherTree\_plus::relationship(std::string nm1, std::string nm2) {  
 my\_BrotherTree\_plus \* pro1 = findPeople(nm1);  
 my\_BrotherTree\_plus \* pro2 = findPeople(nm2);  
 if(pro1->layers() == pro2->layers())  
 {  
 return 5;  
 }  
 if(pro1->layers() > pro2->layers())  
 {  
 if(pro1->parent == pro2)  
 return 1;  
 if(pro1->parent->parent == pro2)  
 return 3;  
 }  
 else{  
 if(pro2->parent == pro1)  
 return 2;  
  
 if(pro2->parent->parent == pro1)  
 return 4;  
 }  
  
 return 0;  
}

task4.cpp

//  
// Created by 97927 on 2019/12/22.  
//  
#include <iostream>  
#include <cstdlib>  
#include <cstdio>  
#include <fstream>  
#include "my\_BrotherTree.h"  
#include <string>  
#include "function.h"  
  
using namespace std;  
//#define YTD  
  
bool sysControl()//choices  
{  
 std::string str[9]{"1.Assign a people",  
 "2.Delete a people",  
 "3.Show a people's information",  
 "4.Change a people's information",  
 "5.Show a layer all people' information",  
 "6.Show all people",  
 "7.Two people's relationship",  
 "8.Show as borndate",  
 "Enter q to quit"};  
 for(int i = 0;i < 9;i++)  
 {  
 cout<<str[i]<<endl;  
 }  
 return true;  
}  
//change choices  
bool changeInformation(my\_BrotherTree\_plus &root\_tree,std::string nm)  
{  
 std::string str[8]{"Which information do you want to change : ",  
 "1.name",  
 "2.borndate",  
 "3.address",  
 "4.mariage",  
 "5.alive",  
 "6.deathdate",  
 "Enter q to quit"};  
 for(int i = 0;i < 8;i++)  
 {  
 cout<<str[i]<<endl;  
 }  
 int choise;  
 cin>>choise;  
 cin.ignore();  
 //input error  
 if(cin.fail())  
 {  
 cin.clear();  
 return false;  
 }  
   
 switch (choise){  
 case 1 :  
 {  
 string nm\_new = getString("new name");  
 root\_tree.setNames(nm,nm\_new);  
 }  
 break;  
 case 2 :  
 {  
 std::string born = getString("borndate");  
 root\_tree.setBorn(nm,born);  
 }  
 break;  
 case 3 :  
 {  
 std::string add = getString("address");  
 root\_tree.setAddress(nm,add);  
 }  
 break;  
 case 4 :  
 {  
 cout<<"marriaged ?(1 for yes)"<<endl;  
 int judge = getInt("answer");  
 root\_tree.setMar(nm,judge == 1);  
 }  
 break;  
 case 5 :  
 {  
 cout<<"still alive ?(1 for yes)"<<endl;  
 int judge = getInt("answer");  
 root\_tree.setLive(nm,judge == 1);  
 }  
 case 6 :  
 {  
 std::string death = getString("deathdate(q to quit)");  
 if(death == "q")  
 break;  
 root\_tree.setDeathdate(nm,death);  
 }  
 break;  
 }  
  
 return true;  
}  
//carry out the choices  
bool carryOutControl(my\_BrotherTree\_plus &root\_tree,int n)  
{  
 switch(n) {  
 case 1 :  
 {  
 //get information of the people  
 std::string name = getString();  
 std::string born = getString("borndate");  
 std::string add = getString("address");  
 bool lv;  
 bool mar;  
 cout<<"still alive ?(1 for yes)"<<endl;  
 int judge = getInt("answer");  
 std::string death;  
 if(judge != 1)  
 {  
 lv = false;  
 death = getString("deathdate");  
 } else{  
 lv = true;  
 }  
 cout<<"marriaged ?(1 for yes)"<<endl;  
 judge = getInt("answer");  
 mar = judge == 1;  
 std::string pa = getString("parent");  
 my\_BrotherTree\_plus \* p = new my\_BrotherTree\_plus(name,born,add,mar,lv,death);  
 //assign to pa  
 root\_tree.assign(p,pa);  
 }  
 break;  
 case 2 :  
 {  
 std::string name = getString();  
 //delete a people  
 root\_tree.deletePeople(name);  
 }  
 break;  
 case 3 :  
 {  
 std::string name = getString();  
 //show a people all information  
 root\_tree.find(name);  
 }  
 break;  
 case 4 :  
 {  
 std::string name = getString();  
 //change information  
 changeInformation(root\_tree,name);  
 }  
 break;  
 case 5 :  
 {  
 int layer = getInt("layer");  
 //show nth layer all people  
 root\_tree.showTreeLayer(layer);  
 }  
 break;  
 case 6 :  
 {  
 root\_tree.showAll();  
 }  
 break;  
 case 8 :  
 {  
 root\_tree.showBron();  
 }  
 break;  
 case 7 :  
 {  
 string nm\_new1 = getString("name1");  
 string nm\_new2 = getString("name2");  
 switch (root\_tree.relationship(nm\_new1,nm\_new2)){  
 case 1 :  
 {  
 cout<<nm\_new2<<" is "<<nm\_new1<<" parent"<<endl;  
 }  
 break;  
 case 2 :  
 {  
 cout<<nm\_new1<<" is "<<nm\_new2<<" parent"<<endl;  
 }  
 break;  
 case 3 :  
 {  
 cout<<nm\_new2<<" is "<<nm\_new1<<" grandparent"<<endl;  
 }  
 break;  
 case 4 :  
 {  
 cout<<nm\_new1<<" is "<<nm\_new2<<" grandparent"<<endl;  
 }  
 break;  
 case 5 :  
 {  
 cout<<nm\_new1<<" is "<<nm\_new2<<" brother"<<endl;  
 }  
 break;  
 default:{  
 cout<<"Do not have relationship."<<endl;  
 }  
 }  
 }  
 }  
}  
#ifndef YTD  
int main()  
{  
 /\*std::string fileName = getString("filename");  
 fileName += ".txt";\*/  
 my\_BrotherTree\_plus root\_tree("familyin.txt");  
 while(1)  
 {  
 //clear screen  
 system("clear");  
 sysControl();  
 int choise;  
 cin>>choise;  
 cin.ignore();  
 //enter below the range  
 if(cin.fail())  
 {  
 cin.clear();  
 break;  
 }  
 carryOutControl(root\_tree,choise);  
 //system pause  
 system("read -p 'Press Enter to continue...' var");  
 }  
 //out to file  
 root\_tree.outToFile();  
  
 return 0;  
}  
  
#endif

###### 测试样例与运行结果：

测试样例：

朱元璋 1328 明皇宫 0 1398 1 朱棣 1360 明皇宫 0 1424 1 朱元璋 朱高炽 1378 明皇宫 0 1425 1 朱棣 朱瞻基 1398 明皇宫 0 1435 1 朱高炽 朱祁镇 1427 明皇宫 0 1464 1 朱瞻基 朱祁钰 1428 明皇宫 0 1457 1 朱瞻基 朱见深 1447 明皇宫 0 1487 1 朱祁镇 朱祐樘 1470 明皇宫 0 1505 1 朱见深 朱一 1492 明皇宫 0 1521 1 朱祐樘 朱二 1493 明皇宫 0 1521 1 朱祐樘 朱三 1494 明皇宫 0 1521 1 朱祐樘 朱四 1491 明皇宫 0 1521 1 朱二 朱五 1491 明皇宫 0 1521 1 朱二 朱六 1491 明皇宫 0 1521 1 朱三 朱七 1491 明皇宫 0 1521 1 朱四 朱八 1491 明皇宫 0 1521 1 朱四 朱九 1491 明皇宫 0 1521 1 朱四 朱十 1491 明皇宫 0 1521 1 朱五 朱十一 1491 明皇宫 0 1521 1 朱九 朱厚照 1491 明皇宫 0 1521 1 朱祐樘
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增加一个人：
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按出生日期排序：
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结束后文件中的结果：
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### 必做题第五题

###### 题目：Huffman编码与解码(必做)（Huffman编码、二叉树）

[问题描述]

对一篇不少于5000字符的英文文章（source.txt），统计各字符出现的次数，实现Huffman编码(code.dat)，以及对编码结果的解码(recode.txt)。

[基本要求]

（1） 输出每个字符出现的次数和编码,并存储文件(Huffman.txt)。

（2） 在Huffman编码后，英文文章编码结果保存到文件中(code.dat)，编码结果必须是二进制形式，即0 1的信息用比特位表示，不能用字符’0’和’1’表示（\*）。

（3） 实现解码功能。

###### 数据结构：二叉树

###### 算法思想：

构建huffman编码：  
打开文件  
读取文件中的每个字符：  
 1.该字符未出现，建立新树存储该字符，权重为1  
 2.该字符已出现，权重加1  
对已有的树按权重排序  
重复执行：  
 取出权重最小的两棵树，建立一棵新树，存储字符‘\0’，左子树为权重较小的一棵树，右 子树为权重较大的一棵树，权重为两个子树的和，将该树插入到原有的有序树中  
 当只剩余一颗树时，结束  
将根节点的编码置为空，重复执行：  
 1.左子树的编码为该子树的pa加‘0’  
 2.右子树的编码为该子树的pa加‘0’  
 当该树的字符不为'\0'时，输出该字符、权重、编码到文件中  
 当遍历完整棵树时，结束  
编码到文件中：  
打开文件  
建立无符号整型变量n  
读取文件中的每个字符，取出该字符编码，从高位到低位遍历编码：  
 1.如果为0，将n\*2  
 2.如果为1，将n\*2后，n++  
 如果操作次数为31次，输出n，将n置为0，重新进行计数  
当读取结束后，继续对n进行\*2操作，知道操作次数到达31次，输出  
解码：  
设置查找节点遍历tree = root  
打开文件  
读取无符号整型数字，分解为二进制形式  
将该二进制数从高位向低位读取，从根节点出发：  
 1.该位为0，tree = tree->left  
 2.该位为1，tree = tree->right  
 若tree的字符不为'\0'，输出该字符，tree = root

###### 具体实现：

my\_BinaryTree.h

//  
// Created by 97927 on 2019/12/13.  
//  
  
#ifndef DESIGN\_MY\_BINARYTREE\_H  
#define DESIGN\_MY\_BINARYTREE\_H  
  
#include <string>  
  
class my\_BinaryTree {  
private:  
 int site;  
 int weight;  
 char data;  
 std::string code;  
 my\_BinaryTree \* pa;  
 my\_BinaryTree \* lft\_child;  
 my\_BinaryTree \* rght\_child;  
protected:  
 my\_BinaryTree \* locateTree(int st);  
 my\_BinaryTree \* leftBottom();  
 my\_BinaryTree \* rightBottom();  
public:  
 my\_BinaryTree(char ch,int n = 0);//initial  
 ~my\_BinaryTree();  
 int getWeight();//return weight  
 int getSite();//return site  
 int depth();//return tree depth  
 char getData();//get this node's data  
 bool assign(int st,char ch);//assign a new tree  
 my\_BinaryTree \* parent(int st);//find parent  
 my\_BinaryTree \* leftChild(int st);//find leftchild  
 my\_BinaryTree \* rightChild(int st);//find rightchild  
 bool inserChild(int st,int LR,my\_BinaryTree \* ct);//LR 1 right  
 bool setParent(my\_BinaryTree \* pr);//change parent  
 bool deleteChild(int st,int LR);  
 bool preOrderTraverse();  
 bool inOrderTraverse();  
 bool postOrderTraverse();  
 bool levelOrderTraverse();  
 bool show();//show this node's information  
 bool coding(std::string file);//code  
 std::string getCode();//return code  
 bool deCodeFile(std::string filename);//decode from file  
};  
  
  
#endif //DESIGN\_MY\_BINARYTREE\_H

my\_BinaryTree.cpp

//  
// Created by 97927 on 2019/12/13.  
//  
  
#include "my\_BinaryTree.h"  
#include <iostream>  
#include <queue>  
#include <stack>  
#include <fstream>  
using std::cout;  
using std::endl;  
  
my\_BinaryTree::my\_BinaryTree(char ch,int n) {  
 site = 0;  
 data = ch;  
 weight = n;  
 pa = nullptr;  
 lft\_child = nullptr;  
 rght\_child = nullptr;  
}  
  
my\_BinaryTree::~my\_BinaryTree() {}  
  
int my\_BinaryTree::depth() {  
 //store node  
 std::queue<my\_BinaryTree \*> q;  
 int level = 1;  
  
 my\_BinaryTree pu\_tr(-1);  
 if(lft\_child)  
 q.push(lft\_child);  
 if(rght\_child)  
 q.push(rght\_child);  
 //empty node  
 q.push(&pu\_tr);  
 while(q.size() != 1)  
 {  
 my\_BinaryTree \* tree;  
 tree = q.front();  
 q.pop();  
 //if find empty node  
 if(tree->site == -1)  
 {  
 level++;  
 q.push(tree);  
 //if traverse is finished  
 if(q.empty())  
 break;  
 continue;  
 }  
 if(tree->lft\_child)  
 {  
 q.push(tree->lft\_child);  
 }  
 if(tree->rght\_child)  
 {  
 q.push(tree->rght\_child);  
 }  
 }  
  
 return level;  
}  
  
int my\_BinaryTree::getSite() {  
 return site;  
}  
  
my\_BinaryTree \*my\_BinaryTree::leftChild(int st) {  
 return lft\_child;  
}  
  
my\_BinaryTree \*my\_BinaryTree::rightChild(int st) {  
 return rght\_child;  
}  
  
my\_BinaryTree \*my\_BinaryTree::parent(int st) {  
 return pa;  
}  
  
char my\_BinaryTree::getData() {  
 return data;  
}  
  
bool my\_BinaryTree::inserChild(int st, int LR, my\_BinaryTree \*ct) {  
 my\_BinaryTree \* tree = locateTree(st);  
 if(!tree)  
 return false;  
 switch (LR){  
 case 1 :  
 {  
 //if this have right child  
 if(tree->rght\_child)  
 {  
 //add this's right child to this's right bottom  
 my\_BinaryTree \* pause\_tree = tree->rght\_child;  
 tree->rightBottom()->rght\_child = pause\_tree;  
 }  
  
 tree->rght\_child = ct;  
 ct->site = tree->site \* 2 + 1;  
 }  
 break;  
 default:  
 {  
 //if this have left child  
 if(tree->lft\_child)  
 {  
 //add this's left child to this's left bottom  
 my\_BinaryTree \* pause\_tree = tree->lft\_child;  
 tree->leftBottom()->lft\_child = pause\_tree;  
 }  
 tree->lft\_child = ct;  
 ct->site = tree->site \* 2;  
 }  
 }  
 tree->weight += ct->weight;  
 ct->pa = tree;  
 return true;  
}  
  
bool my\_BinaryTree::setParent(my\_BinaryTree \* pr) {  
 pa = pr;  
  
 return true;  
}  
  
my\_BinaryTree \*my\_BinaryTree::locateTree(int st) {  
 std::queue<my\_BinaryTree \*> q;  
 q.push(this);  
 my\_BinaryTree \* tree = nullptr;  
 if(lft\_child)  
 q.push(lft\_child);  
 if(rght\_child)  
 q.push(rght\_child);  
 while(!q.empty())  
 {  
 tree = q.front();  
 q.pop();  
 //if find this node  
 if(tree->site == st)  
 break;  
 if(tree->lft\_child)  
 {  
 q.push(tree->lft\_child);  
 }  
 if(tree->rght\_child)  
 {  
 q.push(tree->rght\_child);  
 }  
 }  
 if(!tree || tree->site != st)  
 return nullptr;  
 return tree;  
}  
  
my\_BinaryTree \*my\_BinaryTree::rightBottom() {  
 my\_BinaryTree \* q = rght\_child;  
 while(q->rght\_child)  
 {  
 q = q->rght\_child;  
 }  
  
 return q;  
}  
  
my\_BinaryTree \*my\_BinaryTree::leftBottom() {  
 my\_BinaryTree \* q = lft\_child;  
 while(q->lft\_child)  
 {  
 q = q->lft\_child;  
 }  
 return q;  
}  
  
bool my\_BinaryTree::assign(int st,char ch) {  
 my\_BinaryTree \* tree = locateTree(st);  
 if(!tree)  
 return false;  
 tree->data = ch;  
 return true;  
}  
  
bool my\_BinaryTree::deleteChild(int st, int LR) {  
 my\_BinaryTree \* tree = locateTree(st);  
 if(!tree)  
 return false;  
 switch (LR){  
 case 1 :  
 {  
 tree->weight -= tree->lft\_child->weight;  
 tree->lft\_child = nullptr;  
 }  
 break;  
 default:  
 {  
 tree->weight -= tree->rght\_child->weight;  
 tree->rght\_child = nullptr;  
 }  
 }  
 return true;  
}  
  
bool my\_BinaryTree::preOrderTraverse() {  
 std::stack<my\_BinaryTree \*> s;  
 my\_BinaryTree \* tree = this;  
  
 do{  
 //do not have left child  
 if(!tree)  
 {  
 tree = s.top();  
 s.pop();  
 tree = tree->rght\_child;  
 continue;  
 }  
 cout<<"site "<<tree->site<<" , data : "<<tree->data<<" "<<endl;  
 s.push(tree);  
 tree = tree->lft\_child;  
 }while(!s.empty() || tree);  
 cout<<endl<<"preOrderTraverse finish."<<endl;  
  
 return true;  
}  
  
bool my\_BinaryTree::inOrderTraverse() {  
 std::stack<my\_BinaryTree \*> s;  
 my\_BinaryTree \* tree = this;  
  
 do{  
 //do not have left child  
 if(!tree)  
 {  
 tree = s.top();  
 cout<<"site "<<tree->site<<" , data : "<<tree->data<<" ";  
 s.pop();  
 tree = tree->rght\_child;  
 continue;  
 }  
 s.push(tree);  
 tree = tree->lft\_child;  
 }while(!s.empty());  
 cout<<endl<<"inOrderTraverse finish."<<endl;  
  
 return true;  
  
}  
  
bool my\_BinaryTree::postOrderTraverse() {  
 std::stack<my\_BinaryTree \*> s;  
 my\_BinaryTree \* tree = this;  
  
 do{  
 //do not have child  
 if(!tree)  
 {  
 tree = s.top();  
 s.pop();  
 cout<<"site "<<tree->site<<" , data : "<<tree->data<<" ";  
 tree = tree->rght\_child;  
 continue;  
 }  
 s.push(tree);  
 if(tree->lft\_child)  
 tree = tree->lft\_child;  
 else if (tree->rght\_child)  
 tree = tree->rght\_child;  
 else  
 tree = nullptr;  
 }while(!s.empty());  
 cout<<endl<<"postOrderTraverse finish."<<endl;  
  
 return true;  
}  
  
bool my\_BinaryTree::levelOrderTraverse() {  
 //store node  
 std::queue<my\_BinaryTree \*> q;  
 cout<<"site "<<site<<" , data : "<<data<<" "<<" , weight : "<<weight<<endl;  
 my\_BinaryTree \* tree = nullptr;  
 if(lft\_child)  
 q.push(lft\_child);  
 if(rght\_child)  
 q.push(rght\_child);  
 while(!q.empty())  
 {  
 tree = q.front();  
 cout<<"site "<<tree->site<<" , data : "<<tree->data<<" "<<" , weight : "<<tree->weight<<endl;  
 q.pop();  
 if(tree->lft\_child)  
 {  
 q.push(tree->lft\_child);  
 }  
 if(tree->rght\_child)  
 {  
 q.push(tree->rght\_child);  
 }  
 }  
 cout<<endl<<"levelOrderTraverse finish."<<endl;  
  
 return tree;  
}  
  
int my\_BinaryTree::getWeight() {  
 return weight;  
}  
  
bool my\_BinaryTree::show() {  
 cout<<"site "<<site<<" , data : "<<data<<" "<<" , weight : "<<weight;  
 return true;  
}  
  
bool my\_BinaryTree::coding(std::string file) {  
 std::ofstream out(file);  
 std::queue<my\_BinaryTree \*> q;  
 my\_BinaryTree \* tree = nullptr;  
 q.push(this);  
 while(!q.empty())  
 {  
 tree = q.front();  
 if(tree->data != '\0')  
 {  
 out<<tree->data<<" "<<tree->weight<<" "<<tree->code<<endl;  
 }  
 q.pop();  
 //left add 0  
 if(tree->lft\_child)  
 {  
 q.push(tree->lft\_child);  
 tree->lft\_child->code = tree->code + '0';  
 }  
 //right add 1  
 if(tree->rght\_child)  
 {  
 q.push(tree->rght\_child);  
 tree->rght\_child->code = tree->code + '1';  
 }  
 }  
 out.close();  
  
  
 return true;  
}  
  
std::string my\_BinaryTree::getCode() {  
 return code;  
}  
  
std::string splitInt(unsigned int n)  
{  
 std::string str(32,'0');  
 for(int i = 31;n != 0;i--)  
 {  
 str[i] = '0' + n % 2;  
 n /= 2;  
 }  
  
 return str;  
}  
bool my\_BinaryTree::deCodeFile(std::string filename) {  
 std::ifstream in(filename);  
 std::string str;  
 my\_BinaryTree \* p = this;  
 int i = 0;  
 while(!in.eof())  
 {  
 i = 0;  
 unsigned int nm;  
 in>>nm;  
 str = splitInt(nm);  
 while(true)  
 {  
 //output the data  
 if(p->data != '\0')  
 {  
 if(p->data != '\r')  
 cout<<p->data;  
 p = this;  
 }  
 //this int decode finish  
 if(i > 31)  
 break;  
 //0 turn left  
 if(str[i] == '0')  
 {  
 p = p->lft\_child;  
 }  
 //1 turn right  
 else{  
 p = p->rght\_child;  
 }  
 i++;  
 }  
 }  
 in.close();  
 return true;  
}

task5.cpp

//  
// Created by 97927 on 2019/12/24.  
//  
#include <iostream>  
#include <cstdlib>  
#include "my\_BinaryTree.h"  
#include <vector>  
#include <fstream>  
#define TOT 126 - 10  
//#define YTD  
  
using namespace std;  
//sort as weight  
bool sortVector(vector<my\_BinaryTree \*> &huff)  
{  
 int length = huff.size();  
 for(int k = 0;k < length;k++)  
 {  
 int minW = huff[k]->getWeight();  
 int minS = k;  
 for(int i = k + 1;i < length;i++)  
 {  
 if(huff[i]->getWeight() > minW)  
 {  
 minW = huff[i]->getWeight();  
 minS = i;  
 }  
 }  
 if(minS == k)  
 continue;  
 my\_BinaryTree \* pause\_tree = huff[minS];  
 huff.erase(huff.begin() + minS);  
 huff.insert(huff.begin() + k,pause\_tree);  
 }  
 return true;  
}  
//create huffman tree  
bool huffmanEnCode(vector<my\_BinaryTree \*> &huff)  
{  
 int length = huff.size();  
 sortVector(huff);  
 while(true)  
 {  
 //create new tree   
 my\_BinaryTree \* p = new my\_BinaryTree('\0');  
 //insert the two min weight  
 p->inserChild(0,0,huff.back());  
 huff.pop\_back();  
 p->inserChild(0,1,huff.back());  
 huff.pop\_back();  
 length = huff.size();  
 if(length == 0)  
 {  
 huff.push\_back(p);  
 break;  
 }  
 for(int i = 0;i < length;i++)  
 {  
 if(huff[i]->getWeight() < p->getWeight())  
 {  
 huff.insert(huff.begin() + i,p);  
 break;  
 }  
 }  
 if(p->getWeight() < huff.back()->getWeight())  
 {  
 huff.push\_back(p);  
 }  
 }  
  
 return true;  
}  
  
#ifndef YTD  
int main() {  
 //open read file to code  
 ifstream in("txtsourse.txt");  
 if(!in.is\_open())  
 {  
 cout<<"Open fails."<<endl;  
 return 0;  
 }  
 //courn and haxi exchange  
 int courn[TOT] = {0};  
 //to create a hufftree  
 vector<my\_BinaryTree \*> huff;  
 //store every letter  
 vector<my\_BinaryTree \*> huff\_letter;  
 //calculate the letter  
 char ch;  
 while (!in.eof()) {  
 in.get(ch);  
 courn[ch - '\n']++;  
 }  
 //create tree  
 for (int i = 0; i < TOT; i++)  
 {  
 if(courn[i] == 0)  
 continue;  
 my\_BinaryTree \* p = new my\_BinaryTree('\n' + i,courn[i]);  
 courn[i] = huff.size();  
 huff.push\_back(p);  
 huff\_letter.push\_back(p);  
 }  
 in.close();  
 //create huffman tree  
 huffmanEnCode(huff);  
 //code letter  
 huff[0]->coding("huffman.txt");  
 //code to file  
 std::string infile("example/tesk.txt");  
 std::string outfile("example/re.txt");  
 ifstream inf(infile);  
 ofstream outf(outfile);  
 //ofstream outf(outfile);  
 unsigned int nm = 0;  
 int times = 0;  
 int m = 1;  
 while(!inf.eof())  
 {  
 inf.get(ch);  
 int site = courn[ch - '\n'];  
 std::string pause = huff\_letter[courn[ch - '\n']]->getCode();  
 for(int i = 0;i < pause.size();i++)  
 {  
 if(pause[i] == '1')  
 {  
 nm += 1;  
 }  
 times++;  
 if(times == 32)  
 {  
 outf<<nm<<endl;  
 nm = 0;  
 times = 0;  
 m++;  
 }  
 else{  
 nm \*= 2;  
 }  
 }  
 }  
 if(time != 0)  
 {  
 for(int k = times;k < 31;k++)  
 {  
 nm \*= 2;  
 }  
 }  
 outf<<nm<<endl;  
 inf.close();  
 outf.close();  
 huff[0]->deCodeFile("example/re.txt");  
  
 return 0;  
}  
  
#endif

###### 测试样例与运行结果：

文件中文本：

Chinese Tea Culture  
China is a country with a time-honored civilization and also a land of ceremony and decorum. Whenever guests visit, it is necessary to make and serve tea to them. Before serving tea, you may ask them for their preferences as to what kind of tea they fancy, and serve them the tea in the most appropriate teacups.In the course of serving tea, the host should take careful note of how much water remains in the guests' cups.   
Usually, if the tea is made in a teacup, boiling water should be added into the cup when half of the tea in it has been consumed; and thus the cup is kept filled and the tea retains the same bouquet.  
  
The Chinese Knot  
The Chinese knot is a kind of traditional and typical folk hand-woven decoration in China. In Chinese language, "jie (a knot)" means reunion, amity, peace and love, etc., so the Chinese knot is often used to express good wishes. Each knot is usually woven with only one silk cord or silk rope, and named according to its shape and meaning. Chinese knots are mainly made of various cords which can be silk, cotton, linen or nylon and so on. The Chinese knot is both practical and decorative, fully reflecting the charm of Chinese culture.  
  
Tang Poetry  
Tang poetry generally refers to poems written during the Tang Dynasty (618 A.D.-907A.D.). Tang poetry is one of the most valuable cultural heritages of the Han Chinese. Meanwhile,it also has a great influence on the cultural development of neighboring ethnic groups and nations. The most widely spread among Tang poems are definitely the poems that are included in the "Three Hundred Poems of the Tang Dynasty", many of which are quite popular with people of later generations. There are lots of poets in Tang Dynasty, among whom Li Bai and Du Fu are world-famous. Many of the two great poets' works are household poems.  
  
Mencius  
Mencius is a great ideologist and educator in the Warring States Period. A hundred years after Confucius died, Mencius taught and expanded Confucian doctrine.His philosophical thinking has its origin in Confucius' thoughts. Mencius believes that human nature is essentially good, and it is society's influence that causes the degradation of morality. For that reason, he attaches great importance to moral education.Mencius' mother plays an important role in his life. She moved home three times only to find an environment that she felt was suitable for the child's upbringing.  
  
The West Lake  
The West Lake, located in the western area of Hangzhou's center, is one of the top three lakes in the regions south of the Yangtze River. Because of it, Hangzhou has been acclaimed as "a heaven on earth" since ancient times. The West Lake is like a shining pearl inlaid on the vast land, renowned for its beautiful scenery, well-known historical sites, brilliant culture,and plentiful local specialties. The literary giant Su Shi in Song Dynasty left a poetic masterpiece through the ages there: The West Lake is like the beauty Xi Shi, who is always charming with either light or heavy make-up (rainy or shiny). The Legend of White Snake also brings the West Lake an air of mystery.  
  
Jiaozi  
Jiaozi, or dumpling is a kind of food stuffed with filling inside a wheat wrapper. As a quite traditional food in Northern China, it is very popular among Han Chinese. Jiaozi is absolutely necessary when the Chinese people celebrate the Spring Festival and other festivals. It is said that jiaozi was invented by China's famous ancient doctor Zhang Zhongjing. The reason for naming the food as "jiaozi" is very simple: because "jiaozi" is homophonous to the Chinese phrase "change of year",which means the transition from the old to the new. As the Spring Festival marks the start of a new year,   
people choose to eat jiaozi to express their best wishes for the New Year. This tradition has remained unbroken despite the change of times.  
  
Human Flesh Search  
"Human Flesh Search" may be one of the hottest words in China's cyberspace.   
It refers to the massive collaboration of the netizens to identify and release as much information on a targeted individual or group as possible. For the vast number of Chinese Internet users, the human flesh search has become an effective tool in exposing corruption, fraudulence and injustice.However, every coin has two sides. The human flesh search may sometimes be misused for ulterior purposes. Therefore, laws and regulations must be made to ensure its healthy development.  
  
TV Dating Show  
A TV dating show is an entertainment reality show featuring blind dates and marriage seeking. The topics discussed in the show have gone far beyond the scope of love or marriage including those popular topics in the current Chinese society,such as money worship, housing mortgage slave, and 3S ladies,etc. For example, a female contestant in one dating show said when she rejected the courting of her suitor, said: "I'd rather sit and cry in a BMW than laugh on the backseat of a bicycle." Despite all its criticism, a TV dating show provides a brand-new dating platform for busy young single people.  
  
Positive Energy  
Positive energy, originally as a term in physics, has been given a new meaning recently and become popular rapidly. In contrast to negative energy, positive energy refers to a kind of healthy, optimistic and vigorous power and emotion,giving us confidence and hope and encouraging us to pursue a happy life constantly. This term is particularly popular on the Internet currently. Large amounts of stories and pictures full of positive energy appear on the Internet frequently. All the vigorous and inspiring people and stories are labeled with "positive energy" by netizens.  
  
Shanzhai (Copycatting)  
"Shanzhai" (copycatting) is a new and popular term used to describe a certain social phenomenon.Main features of "shanzhai" products are as follows: they are counterfeits; they are produced quickly and their consumers are ordinary people. These products are mainly produced by individual workshops to quickly imitate famous brands of various fields such as cell phones, digital product and video game players. Nowadays, everything on the Internet has its "shanzhai" version such as shanzhai cell phones, shanzhai computers, shanzhai "Bird's Nest" and even shanzhai star.
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### 必做题第六题

###### 题目：最小生成树 (必做) （图）

[问题描述]

利用普利姆算法和克鲁斯卡尔算法实现最小生成树问题。

[基本要求]

（1）自行建立图的数据文件，第一行是顶点个数，然后依次是顶点名，接下来是边，用float表示边的权值；

（2）以邻接表或者邻接矩阵表示图皆可；

（3）分别利用prim和Kruskal算法实现最小生成树；

（4）输出最小生成树的权值之和，及所用的边。

###### 数据结构：图，邻接表

###### 算法思想：

prim（普利姆算法）：  
 点集v1含有所有点，v2为空，边集合e为空  
 选择最短的边，加入到e中，将两个端点从v1中删除，加入v2中  
 重复执行，寻找最短的边，一个端点在v1中，一个端点在v2中，加入到e中，将不在v2中 的点加入到v2中，直到v1为空  
kruskal (克鲁斯卡尔算法) ：  
 边集合e含所有边，点集v为空  
 将e按大小排序  
 重复执行，取出距离最小的边，若有其中一个端点不在v中，存入该边，直到e为空

###### 算法时间复杂度：prim 算法 n^2 （n为点的个数） / kruskal 算法 e^2 （e为边的个数）

###### 具体实现：

my\_Graph.h

//  
// Created by 97927 on 2019/12/13.  
//  
  
#ifndef DESIGN\_MY\_GRAPH\_H  
#define DESIGN\_MY\_GRAPH\_H  
  
#include <string>  
#include <vector>  
#include <fstream>  
#define MAX 65535  
  
class edge{  
public:  
 int node1,node2;  
 float distance;  
 edge(int n1,int n2,float d)//initial  
 {  
 node1 = n1;  
 node2 = n2;  
 distance = d;  
 }  
 ~edge()= default;;  
};  
class GNode{  
private:  
 int site;  
 std::string data;  
protected:  
public:  
 std::vector<float> out\_e;//out egde , undirected graph only use this  
 std::vector<float> in\_e;//in edge  
 GNode(int s, std::string d)//initial  
 {  
 site = s;  
 data = d;  
 }  
 GNode(int s, std::string d, int n)//initial  
 {  
 site = s;  
 data = d;  
 out\_e.assign(n,MAX);  
 }  
 bool setSite(int s)//change this node's site  
 {  
 site = s;  
 return true;  
 }  
 bool setData(std::string da)//change this node's data  
 {  
 data = da;  
 }  
 float distanceNode(int st)//return between this node and st  
 {  
 return out\_e[st];  
 }  
 bool enOutEdge(int st,float dis)//set distance between this node and st  
 {  
 out\_e[st] = dis;  
  
 return true;  
 }  
 int outEdgeNumber()//return out edge number  
 {  
 return out\_e.size();  
 }  
 bool show();//show this node information  
 std::string getData();//return this node data  
 int firstAdjVex();//return the nearest node  
 int nextAdjVex(int node1);//return the nearest node after node1  
 bool deleteVex(int node1);//delete edge with node1  
 ~GNode()= default;  
};  
class my\_Graph {  
private:  
 std::vector<GNode> frt;  
 int nd\_num;  
 int eg\_num;  
public:  
 my\_Graph(int nd\_n,int eg\_n);//initial  
 my\_Graph(int nd\_n,int eg\_n,float dis);//initial  
 my\_Graph(std::string filename);//initial  
 ~my\_Graph();  
 int locateVex(std::string str);//locate node  
 std::string getVex(int site);//return node's data  
 bool putVex(int site,std::string str);//change the data of the node which st == site  
 GNode \* firstAdjVex(int site);//return the nearest node of the ndoe st == site  
 GNode \* nextAdjVex(int node1,int node2);//return the nearest node after node1 of the ndoe st == site  
 float primSpanningTree();//prim  
 float kruskalSpinningTree();//kruskal  
 bool InsertVex();//add node  
 bool DeleteVex(int site);//delete node  
 bool InsertArc(int node1,int node2);//add edge  
 bool BFSTraverse(int bgn = 0);//BFS traverse the graph  
 int getNodeNumber();//return the node number  
 bool dijkstra(std::vector<float> & T,int bgn);//find short distance from bgn to other node  
};  
class gNode\_plus : public GNode{  
private:  
public:  
 std::vector<int> bus;  
 gNode\_plus(int s, std::string d):GNode(s,d){}//initial  
 gNode\_plus(int s, std::string d, int n):GNode(s, d, n){}//initial  
 ~gNode\_plus(){}  
 bool enBus(int n);//add bus line  
 bool deBus(int n);//delete bus line  
};  
class my\_Graph\_Bus {  
private:  
 std::vector<gNode\_plus> frt;  
 int nd\_num;  
 int eg\_num;  
public:  
 my\_Graph\_Bus(std::string filename);//initial  
 int locateVex(std::string str);//locate node  
 bool BFSTraverse(int bgn = 0);//BFS traverse the graph  
 bool bfsGo(std::string node1,std::string node2);//find the fast way  
 bool dfsGo(std::string node1,std::string node2);//find the easiest way  
 int someLine(int node1,int node2,int limit = 0);//return the same line between after limit  
};  
class bfsNode  
{  
public:  
 int nw;  
 int pa;  
 bfsNode(int n = -1,int p = -1){  
 nw = n;  
 pa = p;  
 }  
 bool operator=(const bfsNode &b) {  
 nw = b.nw;  
 pa = b.pa;  
 }  
};  
#endif //DESIGN\_MY\_GRAPH\_H

my\_Graph.cpp

//  
// Created by 97927 on 2019/12/13.  
//  
  
#include "my\_Graph.h"  
#include <iostream>  
#include "function.h"  
#include <queue>  
#include <fstream>  
#include <vector>  
using std::cout;  
using std::cin;  
using std::endl;  
#define YTD  
  
bool sortVector(std::vector<edge> &e)  
{  
 int length = e.size();  
 for(int k = 0;k < length;k++)  
 {  
 int minW = e[k].distance;  
 int minS = k;  
 for(int i = k + 1;i < length;i++)  
 {  
 if(e[i].distance > minW)  
 {  
 minW = e[i].distance;  
 minS = i;  
 }  
 }  
 if(minS == k)  
 continue;  
 edge pause = e[minS];  
 e.erase(e.begin() + minS);  
 e.insert(e.begin() + k,pause);  
 }  
 return true;  
}  
  
my\_Graph::my\_Graph(int nd\_n,int eg\_n) {  
 nd\_num = nd\_n;  
 eg\_num = eg\_n;  
 for(int i = 0;i < nd\_n;i++)  
 {  
 std::string str = getString();  
 GNode n\_node(i,str,nd\_n);  
 frt.push\_back(n\_node);  
 frt[i].show();  
 }  
 for(int i = 0;i < eg\_n;i++)  
 {  
 int n\_st1 = getInt("node1 site");  
 int n\_st2 = getInt("node2 site");  
 float dis = getFloat("distance");  
 frt[n\_st1].enOutEdge(n\_st2,dis);  
 frt[n\_st2].enOutEdge(n\_st1,dis);  
 }  
}  
  
int my\_Graph::locateVex(std::string str) {  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(frt[i].getData() == str)  
 return i;  
 }  
 return -1;  
}  
  
std::string my\_Graph::getVex(int site) {  
 return frt[site].getData();  
}  
  
bool my\_Graph::putVex(int site, std::string str) {  
 frt[site].setData(str);  
  
 return true;  
}  
  
GNode \*my\_Graph::firstAdjVex(int site) {  
 int st = frt[site].firstAdjVex();  
 if(st == -1)  
 return nullptr;  
 return &frt[st];  
}  
  
GNode \*my\_Graph::nextAdjVex(int node1, int node2) {  
 int st = frt[node1].nextAdjVex(node2);  
 if(st == -1)  
 return nullptr;  
 return &frt[st];  
}  
  
bool my\_Graph::InsertVex() {  
 std::string str = getString();  
 GNode n\_node(nd\_num,str,nd\_num++);  
 frt.push\_back(n\_node);  
 for(int i = 0;i < nd\_num;i++)  
 {  
 frt[i].out\_e.push\_back(MAX);  
 }  
 frt[nd\_num].show();  
  
 return true;  
}  
  
bool my\_Graph::DeleteVex(int site) {  
 char c;  
 frt[site].show();  
 cout<<"concern the command : ( y to yes)";  
 //decide the delete  
 cin>>c;  
 if(c != 'y')  
 return false;  
 frt.erase(frt.begin() + site);  
 nd\_num--;  
 for(int i = 0;i < nd\_num;i++)  
 {  
 frt[i].deleteVex(site);  
 }  
  
 return true;  
}  
  
bool my\_Graph::InsertArc(int node1, int node2) {  
 float dis = getFloat("distance");  
 frt[node1].enOutEdge(node2,dis);  
 frt[node2].enOutEdge(node1,dis);  
  
 return true;  
}  
  
bool my\_Graph::BFSTraverse(int bgn) {  
 //sign the node  
 std::vector<int> D(nd\_num,0);  
 //store the node  
 std::queue<int> P;  
 frt[bgn].show();  
 cout<<endl;  
 D[bgn] = 1;  
 //find near node  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(frt[bgn].out\_e[i] == MAX)  
 continue;  
 P.push(i);  
 D[i] = 1;  
 }  
 while(!P.empty()){  
 int node1 = P.front();  
 P.pop();  
 frt[node1].show();  
 cout<<endl;  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(D[i] || frt[node1].out\_e[i] == MAX)  
 continue;  
 P.push(i);  
 D[i] = 1;  
 }  
 }  
  
 return true;  
}  
  
my\_Graph::my\_Graph(std::string filename) {  
 std::ifstream in(filename);  
 int nd\_n;  
 in>>nd\_n;  
 nd\_num = nd\_n;  
 for(int i = 0;i < nd\_n;i++)  
 {  
 std::string str;  
 in>>str;  
 GNode n\_node(i,str,nd\_n);  
 frt.push\_back(n\_node);  
 frt[i].show();  
 cout<<endl;  
 }  
 while(!in.eof())  
 {  
 eg\_num++;  
 int n\_st1,n\_st2;  
 std::string n1,n2;  
 float dis;  
 in>>n1>>n2>>dis;  
 n\_st1 = locateVex(n1);  
 n\_st2 = locateVex(n2);  
 if(n\_st1 == -1 || n\_st2 == -1)  
 continue;  
 frt[n\_st1].enOutEdge(n\_st2,dis);  
 frt[n\_st2].enOutEdge(n\_st1,dis);  
 }  
 in.close();  
}  
  
int my\_Graph::getNodeNumber() {  
 return nd\_num;  
}  
  
float my\_Graph::primSpanningTree() {  
 //vector to concern the node have past  
 std::vector<bool> D(nd\_num,false);  
 D[0] = true;  
 float sum = 0;  
 while(true)  
 {  
 float min = MAX;  
 int node1 = 0,node2 = 0;  
 bool flag = false;  
 //find the nearest node  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(D[i])  
 {  
 for(int k = 0;k < nd\_num;k++)  
 {  
 if(D[k])  
 continue;  
 if(frt[i].out\_e[k] < min)  
 {  
 flag = true;  
 node1 = i;  
 node2 = k;  
 min = frt[i].out\_e[k];  
 }  
 }  
 }  
 }  
 //do not have , break  
 if(!flag)  
 {  
 break;  
 }  
 //output edge  
 if(D[node1])  
 {  
#ifndef YTD  
 cout<<"enter ";  
 frt[node2].show();  
#endif  
 D[node2] = true;  
 cout<<"edge node1 : "<<frt[node1].getData()<<" node2 : "<<frt[node2].getData();  
 cout<<" distance : "<<min<<endl;  
 } else{  
#ifndef YTD  
 cout<<"enter node : ";  
 frt[node1].show();  
#endif  
 D[node1] = true;  
 cout<<endl<<"edge node1 : "<<frt[node1].getData()<<" node2 : "<<frt[node2].getData();  
 cout<<" distance : "<<min<<endl;  
 }  
 sum += min;  
 }  
 cout<<"prim end."<<endl;  
 return sum;  
}  
  
float my\_Graph::kruskalSpinningTree() {  
 //vector to concern the node have past ?  
 std::vector<bool> D(nd\_num,false);  
 float sum = 0;  
 std::vector<edge> P;  
 //sort edge  
 for(int i = 0;i < nd\_num;i++)  
 {  
 for(int k = i + 1;k < nd\_num;k++)  
 {  
 if(frt[i].out\_e[k] != MAX)  
 {  
 edge nw\_eg(i,k,frt[i].out\_e[k]);  
 P.push\_back(nw\_eg);  
 }  
 }  
 }  
 sortVector(P);  
 while(!P.empty())  
 {  
 edge pause = P.back();  
 P.pop\_back();  
 //find the shortest edge  
 if(!D[pause.node1] || !D[pause.node2])  
 {  
 sum += pause.distance;  
 D[pause.node1] = true;  
 D[pause.node2] = true;  
 cout<<"edge node1 : "<<frt[pause.node1].getData()<<" node2 : "<<frt[pause.node2].getData();  
 cout<<" distance : "<<pause.distance<<endl;  
 } else{  
 continue;  
 }  
 }  
 cout<<"kru end."<<endl;  
 return sum;  
}  
  
my\_Graph::my\_Graph(int nd\_n, int eg\_n, float dis) {  
 nd\_num = nd\_n;  
 eg\_num = eg\_n;  
 for(int i = 0;i < nd\_n;i++)  
 {  
 std::string str;  
 str += 'a' + i;  
 GNode n\_node(i,str,nd\_n);  
 frt.push\_back(n\_node);  
 frt[i].show();  
 }  
 for(int i = 0;i < eg\_n;i++)  
 {  
 int n\_st1 = getInt("node1 site");  
 int n\_st2 = getInt("node2 site");;  
 frt[n\_st1 - 1].enOutEdge(n\_st2 - 1,dis);  
 frt[n\_st2 - 1].enOutEdge(n\_st1 - 1,dis);  
 }  
}  
  
bool my\_Graph::dijkstra(std::vector<float> & T,int bgn) {  
 std::vector<bool> D(nd\_num,false);  
 for(int i = 0;i < nd\_num;i++)  
 {  
 T.push\_back(frt[bgn].out\_e[i]);  
 }  
 int p = bgn;  
 D[bgn] = true;  
 while(true)  
 {  
 int min = -1;  
 //find the nearest node do not be traverse  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(D[i])  
 continue;  
 if(min == -1 || T[i] < min)  
 {  
 min = T[i];  
 p = i;  
 }  
 }  
 if(min == -1)  
 break;  
 //refresh the distance  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(D[i])  
 continue;  
 if(T[i] > T[p] + frt[p].out\_e[i])  
 {  
 T[i] = T[p] + frt[p].out\_e[i];  
 }  
 }  
 D[p] = true;  
 }  
 return true;  
}  
  
my\_Graph::~my\_Graph() = default;  
  
bool GNode::show() {  
 cout<<"node : "<<data<<" site : "<<site;  
  
 return true;  
}  
  
std::string GNode::getData() {  
 return data;  
}  
  
int GNode::firstAdjVex() {  
 int i = 0;  
 for(;i < out\_e.size();i++)  
 {  
 if(out\_e[i] != MAX)  
 {  
 break;  
 }  
 }  
 if(out\_e[i] != MAX)  
 return i;  
 return -1;  
}  
  
int GNode::nextAdjVex(int node1) {  
 int i = node1 + 1;  
 for(;i < out\_e.size();i++)  
 {  
 if(out\_e[i] != MAX)  
 break;  
 }  
 if(out\_e[i] != MAX)  
 return i;  
 return -1;  
}  
  
bool GNode::deleteVex(int node1) {  
 out\_e.erase(out\_e.begin() + node1);  
 return true;  
}  
  
bool gNode\_plus::enBus(int n) {  
 int i = 0;  
 for(;i < bus.size();i++)  
 {  
 if(bus[i] == n)  
 return false;  
 if(bus[i] > n)  
 break;  
 }  
 bus.insert(bus.begin() + i,n);  
  
 return true;  
}  
  
bool gNode\_plus::deBus(int n) {  
 int i = 0;  
 for(;i < bus.size();i++)  
 {  
 if(bus[i] == n)  
 break;  
 if(bus[i] > n)  
 return false;  
 }  
 if(bus[i] == n)  
 bus.erase(bus.begin() + i);  
  
 return true;  
}  
  
my\_Graph\_Bus::my\_Graph\_Bus(std::string filename)  
{  
 std::ifstream in(filename);  
 nd\_num = 0;  
 eg\_num = 0;  
 while(!in.eof())  
 {  
 int bsln;  
 in>>bsln;  
 int str\_last = -1;  
 while(true)  
 {  
 std::string str;  
 in>>str;  
 if(str == "z")  
 break;  
 int st = locateVex(str);  
 if(st == -1)  
 {  
 frt.push\_back(gNode\_plus (nd\_num,str,5652));  
 st = nd\_num;  
 nd\_num++;  
 }  
 frt[st].enBus(bsln);  
 if(str\_last != -1)  
 {  
 frt[st].enOutEdge(str\_last,1);  
 frt[str\_last].enOutEdge(st,1);  
 eg\_num++;  
 }  
 str\_last = st;  
 }  
 }  
  
 in.close();  
}  
  
int my\_Graph\_Bus::locateVex(std::string str) {  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(frt[i].getData() == str)  
 return i;  
 }  
 return -1;  
}  
  
bool my\_Graph\_Bus::BFSTraverse(int bgn) {  
 std::vector<int> D(nd\_num,0);  
 std::queue<int> P;  
 frt[bgn].show();  
 cout<<endl;  
 D[bgn] = 1;  
 //find the near node  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(frt[bgn].out\_e[i] == MAX)  
 continue;  
 P.push(i);  
 D[i] = 1;  
 }  
 while(!P.empty()){  
 int node1 = P.front();  
 P.pop();  
 frt[node1].show();  
 cout<<endl;  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(D[i] || frt[node1].out\_e[i] == MAX)  
 continue;  
 P.push(i);  
 D[i] = 1;  
 }  
 }  
  
 return true;  
}  
  
bool my\_Graph\_Bus::bfsGo(std::string node1, std::string node2) {  
 int nst1 = locateVex(node1);  
 int nst2 = locateVex(node2);  
  
 std::vector<bool> D(nd\_num, false);  
 std::queue<bfsNode> P;  
 std::stack<bfsNode> s;  
 D[nst1] = true;  
 P.push(bfsNode(nst1));  
  
 while(!P.empty()){  
 bfsNode nd = P.front();  
 P.pop();  
 s.push(nd);  
 if(nd.nw == nst2)  
 break;  
 //find near nodes  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(D[i] || frt[nd.nw].out\_e[i] == MAX)  
 continue;  
 P.push(bfsNode(i,nd.nw));  
 D[i] = true;  
 }  
 }  
 if(P.empty())  
 {  
 cout<<"Don't have way."<<endl;  
 return false;  
 }  
 //find the node's pa from pause stack  
 int pa = s.top().pa;  
 bfsNode nd = s.top();  
 int dr = someLine(nd.nw,nd.pa);  
 int last\_node = nd.nw;  
 int count = 1;  
 cout<<"最快 : "<<endl;  
 cout<<frt[nd.nw].getData()<<" -> line "<<dr<<" : ";  
 s.pop();  
 while(!s.empty())  
 {  
 nd = s.top();  
 if(nd.nw == pa)  
 {  
 count++;  
 //when the line is changed  
 if(dr != someLine(last\_node,pa))  
 {  
 dr = someLine(last\_node,pa);  
 cout<<frt[last\_node].getData()<<" "<<count<<"zhan"<<endl<<frt[last\_node].getData()<<" -> ";  
 cout<<"line "<<dr<<" : ";  
 count = 1;  
 }  
 last\_node = pa;  
 pa = nd.pa;  
 }  
 s.pop();  
 if(s.empty())  
 {  
 cout<<frt[nd.nw].getData();  
 cout<<endl;  
 }  
 }  
 return true;  
}  
  
bool dirPass(std::vector<int> dr,int dir)  
{  
 for(int i = 0;i < dr.size();i++)  
 {  
 if(dr[i] == dir)  
 return true;  
 }  
 return false;  
}  
  
class dfsNode{  
public:  
 int nw;  
 int bus;  
 dfsNode(int n1 = -1,int n2 = -1)  
 {  
 nw = n1;  
 bus = n2;  
 }  
 ~dfsNode();  
};  
  
dfsNode::~dfsNode() {  
}  
  
bool my\_Graph\_Bus::dfsGo(std::string node1, std::string node2) {  
 std::stack<dfsNode> s;  
 std::vector<bool> D(nd\_num,false);  
 std::vector<int> dr;//direction have go  
 int site1 = locateVex(node1);  
 D[site1] = true;  
 int site2 = locateVex(node2);  
 s.push(dfsNode(site1,frt[site1].bus[0]));  
 bool flag = true;  
 bool end = false;  
 dr.push\_back(frt[site1].bus[0]);  
 dfsNode p;  
 while(!s.empty()) {  
 //do not have the node  
 if(!flag){  
 end = false;  
 p = s.top();  
 //change direction  
 for(int i = 0;i < frt[p.nw].out\_e.size();i++) {  
 if (frt[p.nw].out\_e[i] != 1 || D[i])  
 continue;  
 int dir = someLine(p.nw, i,p.bus);  
 if (dirPass(dr, dir)) {  
 continue;  
 } else {  
 dr.push\_back(dir);  
 s.push(dfsNode(i,dir));  
 end = true;  
 flag = true;  
 break;  
 }  
 }  
 if(!end)  
 {  
 D[s.top().nw] = false;  
 s.pop();  
 }  
 continue;  
 }  
 flag = false;  
 p = s.top();  
 //find the next node along line dir  
 int dir = p.bus;  
 int k;  
 int i;  
 for(i = 0;i < frt[p.nw].out\_e.size();i++)  
 {  
 if(frt[p.nw].out\_e[i] > 2 || D[i])  
 continue;  
 for(k = 0;k < frt[i].bus.size();k++)  
 {  
 if(frt[i].bus[k] == dir)  
 {  
 s.push(dfsNode(i,dir));  
 D[i] = true;  
 flag = true;  
 /\*cout<<frt[i].show()<<endl;\*/  
 break;  
 }  
 }  
 if(flag)  
 break;  
 }  
 if(i == site2)  
 break;  
 }  
 if(s.empty())  
 {  
 cout<<"don't have way"<<endl;  
 return false;  
 }  
 else{  
 cout<<"最少换程 : "<<endl;  
 int last\_node = s.top().nw;  
 int count = 1;  
 cout<<frt[s.top().nw].getData();  
 int dr = s.top().bus;  
 cout<<" -> line "<<dr<<" : ";  
 while(!s.empty())  
 {  
 count ++;  
 //if change bus  
 if(dr != s.top().bus)  
 {  
 dr = s.top().bus;  
 cout<<frt[s.top().nw].getData()<<" "<<count<<"zhan"<<endl;  
 cout<<frt[s.top().nw].getData()<<" -> line "<<dr<<" : ";  
 count = 1;  
 }  
 if(s.size() == 1)  
 cout<<frt[s.top().nw].getData()<<endl;  
 s.pop();  
 }  
 }  
 return true;  
}  
  
int my\_Graph\_Bus::someLine(int node1, int node2, int n) {  
 int i = 0;  
 int k = 0;  
 for(;i < frt[node1].bus.size();)  
 {  
 if(frt[node1].bus[i] == frt[node2].bus[k])  
 {  
 if(frt[node1].bus[i] < n)  
 {  
 i++;  
 k++;  
 continue;  
 }  
 return frt[node1].bus[i];  
 } else if (frt[node2].bus[k] < frt[node1].bus[i])  
 {  
 k++;  
 } else{  
 i++;  
 }  
 }  
  
 return -1;  
}

task6.cpp

//  
// Created by 97927 on 2019/12/25.  
//  
#include <iostream>  
#include <cstdio>  
#include <cstdlib>  
#include "my\_Graph.h"  
#include <vector>  
#include "function.h"  
using namespace std;  
  
int main()  
{  
 my\_Graph g("spanningtree.txt");  
 //g.BFSTraverse();  
 cout<<endl;  
 cout<<"kruskal"<<endl<<g.kruskalSpinningTree()<<endl;  
 cout<<"prim"<<endl<<g.primSpanningTree()<<endl;  
  
 system("read -p 'Press Enter to continue...' var");  
 return 0;  
}

###### 测试样例与运行结果：

测试样例：
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运行结果：
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### 必做题第七题

###### 题目：公交线路提示 (必做) （图）

[问题描述]

上网下载真实南京公交线路图，建立南京主要公交线路图的存储结构。

[基本要求]

（1）输入任意两站点，给出转车次数最少的乘车路线。

（2）输入任意两站点，给出经过站点最少的乘车路线。

###### 数据结构：栈

###### 算法思想：

转车次数最少：  
 使用深度优先搜索的策略，先沿着某一条公交路线进行搜索，直到终点站，在返回，换其他路线，直到找到目的地  
经过站点最少：  
 使用广度优先搜索的策略，从起始站出发，遍历与起始站相邻的所有点，在遍历与现在所遍历的点的所有相邻点，直到找到目的地

###### 算法时间复杂度：n

###### 具体实现：

my\_Graph.h

//  
// Created by 97927 on 2019/12/13.  
//  
  
#ifndef DESIGN\_MY\_GRAPH\_H  
#define DESIGN\_MY\_GRAPH\_H  
  
#include <string>  
#include <vector>  
#include <fstream>  
#define MAX 65535  
  
class edge{  
public:  
 int node1,node2;  
 float distance;  
 edge(int n1,int n2,float d)//initial  
 {  
 node1 = n1;  
 node2 = n2;  
 distance = d;  
 }  
 ~edge()= default;;  
};  
class GNode{  
private:  
 int site;  
 std::string data;  
protected:  
public:  
 std::vector<float> out\_e;//out egde , undirected graph only use this  
 std::vector<float> in\_e;//in edge  
 GNode(int s, std::string d)//initial  
 {  
 site = s;  
 data = d;  
 }  
 GNode(int s, std::string d, int n)//initial  
 {  
 site = s;  
 data = d;  
 out\_e.assign(n,MAX);  
 }  
 bool setSite(int s)//change this node's site  
 {  
 site = s;  
 return true;  
 }  
 bool setData(std::string da)//change this node's data  
 {  
 data = da;  
 }  
 float distanceNode(int st)//return between this node and st  
 {  
 return out\_e[st];  
 }  
 bool enOutEdge(int st,float dis)//set distance between this node and st  
 {  
 out\_e[st] = dis;  
  
 return true;  
 }  
 int outEdgeNumber()//return out edge number  
 {  
 return out\_e.size();  
 }  
 bool show();//show this node information  
 std::string getData();//return this node data  
 int firstAdjVex();//return the nearest node  
 int nextAdjVex(int node1);//return the nearest node after node1  
 bool deleteVex(int node1);//delete edge with node1  
 ~GNode()= default;  
};  
class my\_Graph {  
private:  
 std::vector<GNode> frt;  
 int nd\_num;  
 int eg\_num;  
public:  
 my\_Graph(int nd\_n,int eg\_n);//initial  
 my\_Graph(int nd\_n,int eg\_n,float dis);//initial  
 my\_Graph(std::string filename);//initial  
 ~my\_Graph();  
 int locateVex(std::string str);//locate node  
 std::string getVex(int site);//return node's data  
 bool putVex(int site,std::string str);//change the data of the node which st == site  
 GNode \* firstAdjVex(int site);//return the nearest node of the ndoe st == site  
 GNode \* nextAdjVex(int node1,int node2);//return the nearest node after node1 of the ndoe st == site  
 float primSpanningTree();//prim  
 float kruskalSpinningTree();//kruskal  
 bool InsertVex();//add node  
 bool DeleteVex(int site);//delete node  
 bool InsertArc(int node1,int node2);//add edge  
 bool BFSTraverse(int bgn = 0);//BFS traverse the graph  
 int getNodeNumber();//return the node number  
 bool dijkstra(std::vector<float> & T,int bgn);//find short distance from bgn to other node  
};  
class gNode\_plus : public GNode{  
private:  
public:  
 std::vector<int> bus;  
 gNode\_plus(int s, std::string d):GNode(s,d){}//initial  
 gNode\_plus(int s, std::string d, int n):GNode(s, d, n){}//initial  
 ~gNode\_plus(){}  
 bool enBus(int n);//add bus line  
 bool deBus(int n);//delete bus line  
};  
class my\_Graph\_Bus {  
private:  
 std::vector<gNode\_plus> frt;  
 int nd\_num;  
 int eg\_num;  
public:  
 my\_Graph\_Bus(std::string filename);//initial  
 int locateVex(std::string str);//locate node  
 bool BFSTraverse(int bgn = 0);//BFS traverse the graph  
 bool bfsGo(std::string node1,std::string node2);//find the fast way  
 bool dfsGo(std::string node1,std::string node2);//find the easiest way  
 int someLine(int node1,int node2,int limit = 0);//return the same line between after limit  
};  
class bfsNode  
{  
public:  
 int nw;  
 int pa;  
 bfsNode(int n = -1,int p = -1){  
 nw = n;  
 pa = p;  
 }  
 bool operator=(const bfsNode &b) {  
 nw = b.nw;  
 pa = b.pa;  
 }  
};  
#endif //DESIGN\_MY\_GRAPH\_H

my\_Graph.cpp

//  
// Created by 97927 on 2019/12/13.  
//  
  
#include "my\_Graph.h"  
#include <iostream>  
#include "function.h"  
#include <queue>  
#include <fstream>  
#include <vector>  
using std::cout;  
using std::cin;  
using std::endl;  
#define YTD  
  
bool sortVector(std::vector<edge> &e)  
{  
 int length = e.size();  
 for(int k = 0;k < length;k++)  
 {  
 int minW = e[k].distance;  
 int minS = k;  
 for(int i = k + 1;i < length;i++)  
 {  
 if(e[i].distance > minW)  
 {  
 minW = e[i].distance;  
 minS = i;  
 }  
 }  
 if(minS == k)  
 continue;  
 edge pause = e[minS];  
 e.erase(e.begin() + minS);  
 e.insert(e.begin() + k,pause);  
 }  
 return true;  
}  
  
my\_Graph::my\_Graph(int nd\_n,int eg\_n) {  
 nd\_num = nd\_n;  
 eg\_num = eg\_n;  
 for(int i = 0;i < nd\_n;i++)  
 {  
 std::string str = getString();  
 GNode n\_node(i,str,nd\_n);  
 frt.push\_back(n\_node);  
 frt[i].show();  
 }  
 for(int i = 0;i < eg\_n;i++)  
 {  
 int n\_st1 = getInt("node1 site");  
 int n\_st2 = getInt("node2 site");  
 float dis = getFloat("distance");  
 frt[n\_st1].enOutEdge(n\_st2,dis);  
 frt[n\_st2].enOutEdge(n\_st1,dis);  
 }  
}  
  
int my\_Graph::locateVex(std::string str) {  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(frt[i].getData() == str)  
 return i;  
 }  
 return -1;  
}  
  
std::string my\_Graph::getVex(int site) {  
 return frt[site].getData();  
}  
  
bool my\_Graph::putVex(int site, std::string str) {  
 frt[site].setData(str);  
  
 return true;  
}  
  
GNode \*my\_Graph::firstAdjVex(int site) {  
 int st = frt[site].firstAdjVex();  
 if(st == -1)  
 return nullptr;  
 return &frt[st];  
}  
  
GNode \*my\_Graph::nextAdjVex(int node1, int node2) {  
 int st = frt[node1].nextAdjVex(node2);  
 if(st == -1)  
 return nullptr;  
 return &frt[st];  
}  
  
bool my\_Graph::InsertVex() {  
 std::string str = getString();  
 GNode n\_node(nd\_num,str,nd\_num++);  
 frt.push\_back(n\_node);  
 for(int i = 0;i < nd\_num;i++)  
 {  
 frt[i].out\_e.push\_back(MAX);  
 }  
 frt[nd\_num].show();  
  
 return true;  
}  
  
bool my\_Graph::DeleteVex(int site) {  
 char c;  
 frt[site].show();  
 cout<<"concern the command : ( y to yes)";  
 //decide the delete  
 cin>>c;  
 if(c != 'y')  
 return false;  
 frt.erase(frt.begin() + site);  
 nd\_num--;  
 for(int i = 0;i < nd\_num;i++)  
 {  
 frt[i].deleteVex(site);  
 }  
  
 return true;  
}  
  
bool my\_Graph::InsertArc(int node1, int node2) {  
 float dis = getFloat("distance");  
 frt[node1].enOutEdge(node2,dis);  
 frt[node2].enOutEdge(node1,dis);  
  
 return true;  
}  
  
bool my\_Graph::BFSTraverse(int bgn) {  
 //sign the node  
 std::vector<int> D(nd\_num,0);  
 //store the node  
 std::queue<int> P;  
 frt[bgn].show();  
 cout<<endl;  
 D[bgn] = 1;  
 //find near node  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(frt[bgn].out\_e[i] == MAX)  
 continue;  
 P.push(i);  
 D[i] = 1;  
 }  
 while(!P.empty()){  
 int node1 = P.front();  
 P.pop();  
 frt[node1].show();  
 cout<<endl;  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(D[i] || frt[node1].out\_e[i] == MAX)  
 continue;  
 P.push(i);  
 D[i] = 1;  
 }  
 }  
  
 return true;  
}  
  
my\_Graph::my\_Graph(std::string filename) {  
 std::ifstream in(filename);  
 int nd\_n;  
 in>>nd\_n;  
 nd\_num = nd\_n;  
 for(int i = 0;i < nd\_n;i++)  
 {  
 std::string str;  
 in>>str;  
 GNode n\_node(i,str,nd\_n);  
 frt.push\_back(n\_node);  
 frt[i].show();  
 cout<<endl;  
 }  
 while(!in.eof())  
 {  
 eg\_num++;  
 int n\_st1,n\_st2;  
 std::string n1,n2;  
 float dis;  
 in>>n1>>n2>>dis;  
 n\_st1 = locateVex(n1);  
 n\_st2 = locateVex(n2);  
 if(n\_st1 == -1 || n\_st2 == -1)  
 continue;  
 frt[n\_st1].enOutEdge(n\_st2,dis);  
 frt[n\_st2].enOutEdge(n\_st1,dis);  
 }  
 in.close();  
}  
  
int my\_Graph::getNodeNumber() {  
 return nd\_num;  
}  
  
float my\_Graph::primSpanningTree() {  
 //vector to concern the node have past  
 std::vector<bool> D(nd\_num,false);  
 D[0] = true;  
 float sum = 0;  
 while(true)  
 {  
 float min = MAX;  
 int node1 = 0,node2 = 0;  
 bool flag = false;  
 //find the nearest node  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(D[i])  
 {  
 for(int k = 0;k < nd\_num;k++)  
 {  
 if(D[k])  
 continue;  
 if(frt[i].out\_e[k] < min)  
 {  
 flag = true;  
 node1 = i;  
 node2 = k;  
 min = frt[i].out\_e[k];  
 }  
 }  
 }  
 }  
 //do not have , break  
 if(!flag)  
 {  
 break;  
 }  
 //output edge  
 if(D[node1])  
 {  
#ifndef YTD  
 cout<<"enter ";  
 frt[node2].show();  
#endif  
 D[node2] = true;  
 cout<<"edge node1 : "<<frt[node1].getData()<<" node2 : "<<frt[node2].getData();  
 cout<<" distance : "<<min<<endl;  
 } else{  
#ifndef YTD  
 cout<<"enter node : ";  
 frt[node1].show();  
#endif  
 D[node1] = true;  
 cout<<endl<<"edge node1 : "<<frt[node1].getData()<<" node2 : "<<frt[node2].getData();  
 cout<<" distance : "<<min<<endl;  
 }  
 sum += min;  
 }  
 cout<<"prim end."<<endl;  
 return sum;  
}  
  
float my\_Graph::kruskalSpinningTree() {  
 //vector to concern the node have past ?  
 std::vector<bool> D(nd\_num,false);  
 float sum = 0;  
 std::vector<edge> P;  
 //sort edge  
 for(int i = 0;i < nd\_num;i++)  
 {  
 for(int k = i + 1;k < nd\_num;k++)  
 {  
 if(frt[i].out\_e[k] != MAX)  
 {  
 edge nw\_eg(i,k,frt[i].out\_e[k]);  
 P.push\_back(nw\_eg);  
 }  
 }  
 }  
 sortVector(P);  
 while(!P.empty())  
 {  
 edge pause = P.back();  
 P.pop\_back();  
 //find the shortest edge  
 if(!D[pause.node1] || !D[pause.node2])  
 {  
 sum += pause.distance;  
 D[pause.node1] = true;  
 D[pause.node2] = true;  
 cout<<"edge node1 : "<<frt[pause.node1].getData()<<" node2 : "<<frt[pause.node2].getData();  
 cout<<" distance : "<<pause.distance<<endl;  
 } else{  
 continue;  
 }  
 }  
 cout<<"kru end."<<endl;  
 return sum;  
}  
  
my\_Graph::my\_Graph(int nd\_n, int eg\_n, float dis) {  
 nd\_num = nd\_n;  
 eg\_num = eg\_n;  
 for(int i = 0;i < nd\_n;i++)  
 {  
 std::string str;  
 str += 'a' + i;  
 GNode n\_node(i,str,nd\_n);  
 frt.push\_back(n\_node);  
 frt[i].show();  
 }  
 for(int i = 0;i < eg\_n;i++)  
 {  
 int n\_st1 = getInt("node1 site");  
 int n\_st2 = getInt("node2 site");;  
 frt[n\_st1 - 1].enOutEdge(n\_st2 - 1,dis);  
 frt[n\_st2 - 1].enOutEdge(n\_st1 - 1,dis);  
 }  
}  
  
bool my\_Graph::dijkstra(std::vector<float> & T,int bgn) {  
 std::vector<bool> D(nd\_num,false);  
 for(int i = 0;i < nd\_num;i++)  
 {  
 T.push\_back(frt[bgn].out\_e[i]);  
 }  
 int p = bgn;  
 D[bgn] = true;  
 while(true)  
 {  
 int min = -1;  
 //find the nearest node do not be traverse  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(D[i])  
 continue;  
 if(min == -1 || T[i] < min)  
 {  
 min = T[i];  
 p = i;  
 }  
 }  
 if(min == -1)  
 break;  
 //refresh the distance  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(D[i])  
 continue;  
 if(T[i] > T[p] + frt[p].out\_e[i])  
 {  
 T[i] = T[p] + frt[p].out\_e[i];  
 }  
 }  
 D[p] = true;  
 }  
 return true;  
}  
  
my\_Graph::~my\_Graph() = default;  
  
bool GNode::show() {  
 cout<<"node : "<<data<<" site : "<<site;  
  
 return true;  
}  
  
std::string GNode::getData() {  
 return data;  
}  
  
int GNode::firstAdjVex() {  
 int i = 0;  
 for(;i < out\_e.size();i++)  
 {  
 if(out\_e[i] != MAX)  
 {  
 break;  
 }  
 }  
 if(out\_e[i] != MAX)  
 return i;  
 return -1;  
}  
  
int GNode::nextAdjVex(int node1) {  
 int i = node1 + 1;  
 for(;i < out\_e.size();i++)  
 {  
 if(out\_e[i] != MAX)  
 break;  
 }  
 if(out\_e[i] != MAX)  
 return i;  
 return -1;  
}  
  
bool GNode::deleteVex(int node1) {  
 out\_e.erase(out\_e.begin() + node1);  
 return true;  
}  
  
bool gNode\_plus::enBus(int n) {  
 int i = 0;  
 for(;i < bus.size();i++)  
 {  
 if(bus[i] == n)  
 return false;  
 if(bus[i] > n)  
 break;  
 }  
 bus.insert(bus.begin() + i,n);  
  
 return true;  
}  
  
bool gNode\_plus::deBus(int n) {  
 int i = 0;  
 for(;i < bus.size();i++)  
 {  
 if(bus[i] == n)  
 break;  
 if(bus[i] > n)  
 return false;  
 }  
 if(bus[i] == n)  
 bus.erase(bus.begin() + i);  
  
 return true;  
}  
  
my\_Graph\_Bus::my\_Graph\_Bus(std::string filename)  
{  
 std::ifstream in(filename);  
 nd\_num = 0;  
 eg\_num = 0;  
 while(!in.eof())  
 {  
 int bsln;  
 in>>bsln;  
 int str\_last = -1;  
 while(true)  
 {  
 std::string str;  
 in>>str;  
 if(str == "z")  
 break;  
 int st = locateVex(str);  
 if(st == -1)  
 {  
 frt.push\_back(gNode\_plus (nd\_num,str,5652));  
 st = nd\_num;  
 nd\_num++;  
 }  
 frt[st].enBus(bsln);  
 if(str\_last != -1)  
 {  
 frt[st].enOutEdge(str\_last,1);  
 frt[str\_last].enOutEdge(st,1);  
 eg\_num++;  
 }  
 str\_last = st;  
 }  
 }  
  
 in.close();  
}  
  
int my\_Graph\_Bus::locateVex(std::string str) {  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(frt[i].getData() == str)  
 return i;  
 }  
 return -1;  
}  
  
bool my\_Graph\_Bus::BFSTraverse(int bgn) {  
 std::vector<int> D(nd\_num,0);  
 std::queue<int> P;  
 frt[bgn].show();  
 cout<<endl;  
 D[bgn] = 1;  
 //find the near node  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(frt[bgn].out\_e[i] == MAX)  
 continue;  
 P.push(i);  
 D[i] = 1;  
 }  
 while(!P.empty()){  
 int node1 = P.front();  
 P.pop();  
 frt[node1].show();  
 cout<<endl;  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(D[i] || frt[node1].out\_e[i] == MAX)  
 continue;  
 P.push(i);  
 D[i] = 1;  
 }  
 }  
  
 return true;  
}  
  
bool my\_Graph\_Bus::bfsGo(std::string node1, std::string node2) {  
 int nst1 = locateVex(node1);  
 int nst2 = locateVex(node2);  
  
 std::vector<bool> D(nd\_num, false);  
 std::queue<bfsNode> P;  
 std::stack<bfsNode> s;  
 D[nst1] = true;  
 P.push(bfsNode(nst1));  
  
 while(!P.empty()){  
 bfsNode nd = P.front();  
 P.pop();  
 s.push(nd);  
 if(nd.nw == nst2)  
 break;  
 //find near nodes  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(D[i] || frt[nd.nw].out\_e[i] == MAX)  
 continue;  
 P.push(bfsNode(i,nd.nw));  
 D[i] = true;  
 }  
 }  
 if(P.empty())  
 {  
 cout<<"Don't have way."<<endl;  
 return false;  
 }  
 //find the node's pa from pause stack  
 int pa = s.top().pa;  
 bfsNode nd = s.top();  
 int dr = someLine(nd.nw,nd.pa);  
 int last\_node = nd.nw;  
 int count = 1;  
 cout<<"最快 : "<<endl;  
 cout<<frt[nd.nw].getData()<<" -> line "<<dr<<" : ";  
 s.pop();  
 while(!s.empty())  
 {  
 nd = s.top();  
 if(nd.nw == pa)  
 {  
 count++;  
 //when the line is changed  
 if(dr != someLine(last\_node,pa))  
 {  
 dr = someLine(last\_node,pa);  
 cout<<frt[last\_node].getData()<<" "<<count<<"zhan"<<endl<<frt[last\_node].getData()<<" -> ";  
 cout<<"line "<<dr<<" : ";  
 count = 1;  
 }  
 last\_node = pa;  
 pa = nd.pa;  
 }  
 s.pop();  
 if(s.empty())  
 {  
 cout<<frt[nd.nw].getData();  
 cout<<endl;  
 }  
 }  
 return true;  
}  
  
bool dirPass(std::vector<int> dr,int dir)  
{  
 for(int i = 0;i < dr.size();i++)  
 {  
 if(dr[i] == dir)  
 return true;  
 }  
 return false;  
}  
  
class dfsNode{  
public:  
 int nw;  
 int bus;  
 dfsNode(int n1 = -1,int n2 = -1)  
 {  
 nw = n1;  
 bus = n2;  
 }  
 ~dfsNode();  
};  
  
dfsNode::~dfsNode() {  
}  
  
bool my\_Graph\_Bus::dfsGo(std::string node1, std::string node2) {  
 std::stack<dfsNode> s;  
 std::vector<bool> D(nd\_num,false);  
 std::vector<int> dr;//direction have go  
 int site1 = locateVex(node1);  
 D[site1] = true;  
 int site2 = locateVex(node2);  
 s.push(dfsNode(site1,frt[site1].bus[0]));  
 bool flag = true;  
 bool end = false;  
 dr.push\_back(frt[site1].bus[0]);  
 dfsNode p;  
 while(!s.empty()) {  
 //do not have the node  
 if(!flag){  
 end = false;  
 p = s.top();  
 //change direction  
 for(int i = 0;i < frt[p.nw].out\_e.size();i++) {  
 if (frt[p.nw].out\_e[i] != 1 || D[i])  
 continue;  
 int dir = someLine(p.nw, i,p.bus);  
 if (dirPass(dr, dir)) {  
 continue;  
 } else {  
 dr.push\_back(dir);  
 s.push(dfsNode(i,dir));  
 end = true;  
 flag = true;  
 break;  
 }  
 }  
 if(!end)  
 {  
 D[s.top().nw] = false;  
 s.pop();  
 }  
 continue;  
 }  
 flag = false;  
 p = s.top();  
 //find the next node along line dir  
 int dir = p.bus;  
 int k;  
 int i;  
 for(i = 0;i < frt[p.nw].out\_e.size();i++)  
 {  
 if(frt[p.nw].out\_e[i] > 2 || D[i])  
 continue;  
 for(k = 0;k < frt[i].bus.size();k++)  
 {  
 if(frt[i].bus[k] == dir)  
 {  
 s.push(dfsNode(i,dir));  
 D[i] = true;  
 flag = true;  
 /\*cout<<frt[i].show()<<endl;\*/  
 break;  
 }  
 }  
 if(flag)  
 break;  
 }  
 if(i == site2)  
 break;  
 }  
 if(s.empty())  
 {  
 cout<<"don't have way"<<endl;  
 return false;  
 }  
 else{  
 cout<<"最少换程 : "<<endl;  
 int last\_node = s.top().nw;  
 int count = 1;  
 cout<<frt[s.top().nw].getData();  
 int dr = s.top().bus;  
 cout<<" -> line "<<dr<<" : ";  
 while(!s.empty())  
 {  
 count ++;  
 //if change bus  
 if(dr != s.top().bus)  
 {  
 dr = s.top().bus;  
 cout<<frt[s.top().nw].getData()<<" "<<count<<"zhan"<<endl;  
 cout<<frt[s.top().nw].getData()<<" -> line "<<dr<<" : ";  
 count = 1;  
 }  
 if(s.size() == 1)  
 cout<<frt[s.top().nw].getData()<<endl;  
 s.pop();  
 }  
 }  
 return true;  
}  
  
int my\_Graph\_Bus::someLine(int node1, int node2, int n) {  
 int i = 0;  
 int k = 0;  
 for(;i < frt[node1].bus.size();)  
 {  
 if(frt[node1].bus[i] == frt[node2].bus[k])  
 {  
 if(frt[node1].bus[i] < n)  
 {  
 i++;  
 k++;  
 continue;  
 }  
 return frt[node1].bus[i];  
 } else if (frt[node2].bus[k] < frt[node1].bus[i])  
 {  
 k++;  
 } else{  
 i++;  
 }  
 }  
  
 return -1;  
}

task7.cpp

//  
// Created by 97927 on 2019/12/30.  
//  
#include <iostream>  
#include <cstdlib>  
#include <cstdio>  
#include <string>  
#include "my\_Graph.h"  
#include "function.h"  
using namespace std;  
  
int main()  
{  
 string str = "1234.txt";//bus line file  
 my\_Graph\_Bus g(str);  
 string node1 = getString("node1");  
 string node2 = getString("node2");  
 cout<<endl;  
 while(node1 != "p" && node2 != "p")  
 {  
 //the fast line  
 g.bfsGo(node1,node2);  
 cout<<endl;  
 //the easiest line  
 g.dfsGo(node1,node2);  
 node1 = getString("node1");  
 node2 = getString("node2");  
 }  
  
  
 return 0;  
}

###### 测试样例与运行结果：

测试样例：

南堡公园站

五佰村路站

运行结果：
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测试样例：

随家仓站

南堡公园站
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### 必做题第八题

###### 题目：排序算法比较 （必做）（排序）

[问题描述]

利用随机函数产生10个样本，每个样本有50000个随机整数（并使第一个样本是正序，第二个样本是逆序），利用直接插入排序、希尔排序，冒泡排序、快速排序、选择排序、堆排序，归并排序、基数排序8种排序方法进行排序（结果为由小到大的顺序），并统计每一种排序算法对不同样本所耗费的时间。

[基本要求]

（1） 原始数据存在文件中，用相同样本对不同算法进行测试；

（2） 屏幕显示每种排序算法对不同样本所花的时间；

###### 数据结构：线性表、栈

###### 算法思想：

直接插入排序：  
 起始点i，终点n  
 循环数k从i+1开始，比较两个数：  
 1.num[k] < num[k - 1],k--  
 2.num[k] >= num[k - 1],在这里插入num，结束该次循环  
 3.k < i，在最前面插入num，结束该次循环  
 直到k = n + 1，结束  
希尔排序：  
 起始点i，终点n  
 建立递减步伐数组p，p的最后一个值为1  
 循环数k从i开始，以步伐p，比较两个数：  
 1.num[k] < num[k + p],k++  
 2.num[k] >= num[k + p],交换两个数，循环数j从k开始，以步伐 p，向前比较：  
 2.1.num[j] > num[j - p],结束该次比较，k++  
 2.2.num[j] <= num[j - p],交换两个数，j-=p  
 2.3.j < i，结束该次比较，k++  
 3.k > n - p,结束该次循环  
 直到步伐数组p的所有步伐全部比较完后，结束  
冒泡排序：  
 起始点i，终点n  
 循环数k每次从i开始，比较两个数：  
 1.num[k] < num[k + 1],k++  
 2.num[k] >= num[k + 1],交换两个数  
 3.k > n - 循环次数，结束该次循环  
 循环n次，结束  
快速排序：  
 起始点i，终点n  
 选择第一个数为标记p，前置循环数k从i开始向后比较：  
 1.num[k] < p,k++  
 2.结束该次查找  
 后置循环数j从n开始向前比较：  
 1.num[j] > p,j--  
 2.结束该次查找  
 交换两个数num[k],num[j]，继续上述查找过程  
 直到k >= j，结束该次循环  
 以i，k为起始点与终点继续上述过程，直到不可分割  
 以k，n为起始点与终点继续上述过程，直到不可分割  
选择排序：  
 起始点i，终点n  
 循环数k从i开始，记录min = num[k],向后比较：  
 1.min > num[k],min = num[k],记录该点，k++  
 2.k++  
 交换记录点的数与该次起点的数，结束该次循环  
 直到k = n，结束  
堆排序：  
 建堆：  
 起始点k，终点n1  
 比较num[k],num[k\*2],num[k\*2+1],若num[k\*2]ornum[k\*2+1] > num[k]，交换两个数，从发生改变的位置开始继续向下比较，直到 到达n1  
 起始点i，终点n  
 从i / 2开始，以n为终点，建堆  
 交换第i个数与第n个数，n--  
 以i为起点，n为终点建堆  
 重复上述过程，直到n = i，结束  
归并排序：  
 总个数n，以每个数为一个序列，分为n个序列  
 比较相邻两个序列，将两个序列有序合并，将序列分为[n /2]个  
 比较相邻两个序列，将两个序列有序合并，将序列分为[n / 4]个  
 ...  
 直到只剩余一个序列，结束  
基数排序：  
 建立十个栈  
 从个位开始，按该位数存入栈中  
 按该位数从小到大从栈中取出  
 重复上述过程，直到最高位也执行过

###### 算法时间复杂度：

直接插入排序、冒泡排序、选择排序：n^2

快速排序、堆排序、归并排序、基数排序：nlogn

###### 具体实现：

function.h

//  
// Created by 97927 on 2019/12/13.  
//  
  
#ifndef DESIGN\_FUNCTION\_H  
#define DESIGN\_FUNCTION\_H  
  
#include <string>  
#include <vector>  
#include <queue>  
#include <stack>  
#define LENG 100  
  
std::string getString(const std::string& out = "name");  
int getInt(const std::string& out = "name");  
float getFloat(const std::string& out = "name");  
bool compareOperate(char c1,char c2);//true c2 > c1  
double computeTwoNumber(double n1,double n2,char c1);  
void mergeSort(std::vector<int> &sq);  
void selectionSort(std::vector<int> &sq);  
void bubbleSort(std::vector<int> &sq);  
bool fastSort(std::vector<int> &sq);  
bool heapSort(std::vector<int> &sq);  
bool radixSort(std::vector<int> &sq,int n);  
bool straightSort(std::vector<int> &sq);  
bool shellSort(std::vector<int> &sq);  
#endif //DESIGN\_FUNCTION\_H

function.cpp

//  
// Created by 97927 on 2019/12/13.  
//  
  
#include "function.h"  
#include <iostream>  
#include <vector>  
#include "my\_Queue.h"  
#include <ctime>  
#include <math.h>  
using namespace std;  
  
//return a string get fro stdin  
std::string getString(const std::string& out) {  
 std::string str;  
 cout<<"Enter the "<<out<<" : ";  
 getline(cin,str);  
 return str;  
}  
//return a int number and clear stdin  
int getInt(const string &out) {  
 int num;  
 cout<<"Enter the "<<out<<" : ";  
 while(true)  
 {  
 cin>>num;  
 if(cin.fail())  
 {  
 cout<<"Error!Please enter the integer : ";  
 cin.clear();  
 continue;  
 }  
 break;  
 }  
 cin.ignore();  
  
 return num;  
}  
//return a float number and clear stdin  
float getFloat(const std::string& out)  
{  
 float num;  
 cout<<"Enter the "<<out<<" : ";  
 while(true)  
 {  
 cin>>num;  
 if(cin.fail())  
 {  
 cout<<"Error!Please enter the integer : ";  
 cin.clear();  
 continue;  
 }  
 break;  
 }  
  
 return num;  
}  
//compare two operators  
bool compareOperate(char c1,char c2)  
{  
 switch(c1)  
 {  
 case '-' :  
 case '+' :  
 {  
 return !(c2 == '-' || c2 == '+' || c2 == '(');  
 }  
 case '\*' :  
 case '/' :  
 {  
 return c2 == ')';  
 }  
 case '(' :  
 {  
 return c2 != ')';  
 }  
 case ')' :  
 {  
 return false;  
 }  
 }  
}  
//compute  
double computeTwoNumber(double n1, double n2,char c1)  
{  
 switch(c1)  
 {  
 case '+' :  
 return n1 + n2;  
 case '-' :  
 return n1 - n2;  
 case '\*' :  
 return n1 \* n2;  
 case '/' :  
 if(n2 == 0)//if divide bt 0  
 return -65535;  
 return n1 / n2;  
 }  
 return -1;  
}  
//sort two orderly array , sq is the total array , a1 / a2 is the first array's begin and end  
void collectionSort(vector<int> &sq,int a1,int a2,int b1,int b2)  
{  
 while(1)  
 {  
 if(a1 > a2 || b1 > b2)  
 break;  
 if(sq[a1] >= sq[b1])  
 {  
 a1++;  
 }  
 else{//sq[a1] < sq[b1]  
 int pause = sq[b1];  
 sq.erase(sq.begin() + b1);  
 sq.insert(sq.begin() + a1,pause);  
 a1++;  
 b1++;  
 a2++;  
 }  
 }  
}  
  
void mergeSort(vector<int> &sq)  
{  
 clock\_t current,last;  
 current = clock();  
 int length = sq.size();  
 //store the begin site and end site  
 my\_Queue q;  
 for(int i = 0;i < length;i++)  
 {  
 q.enQueue(i);  
 q.enQueue(i);  
 }  
 while(q.getlength() > 2)  
 {  
 int a1,a2,b1,b2;  
 q.deQueue(&a1);  
 q.deQueue(&a2);  
 q.getHead(&b1);  
 //decide weather this two arrays is order  
 if(b1 - 1 == a2)  
 {  
 q.deQueue(&b1);  
 q.deQueue(&b2);  
 collectionSort(sq,a1,a2,b1,b2);  
 //pop in the array1 begin and array2 end  
 q.enQueue(a1);  
 q.enQueue(b2);  
 } else{  
 q.enQueue(a1);  
 q.enQueue(a2);  
 }  
 }  
 last = clock();  
 printf("Merge Sort Finish.");  
 cout<<"Using "<<last - current<<" ms"<<endl;  
}  
  
void selectionSort(vector<int> &sq)  
{  
 clock\_t current,last;  
 current = clock();  
 int times = sq.size();  
 int max;  
 int max\_site;  
 for(int i = 0;i < times;i++)  
 {  
 max = sq[i];  
 for(int j = i + 1;j < times;j++)  
 {  
 if(sq[j] < max)  
 {  
 max = sq[j];  
 max\_site = j;  
 }  
 }  
 sq[max\_site] = sq[i];  
 sq[i] = max;  
 }  
 last = clock();  
 printf("Selection Sort Finish.");  
 cout<<"Using "<<last - current<<" ms"<<endl;  
}  
  
void bubbleSort(vector<int> &sq)  
{  
 clock\_t current,last;  
 current = clock();  
 int times = sq.size();  
 for(int i = 0;i < times;i++)  
 {  
 for(int j = times;j > i;j--)  
 {  
 if(sq[j] < sq[j - 1])  
 {  
 int pause = sq[j];  
 sq[j] = sq[j - 1];  
 sq[j - 1] = pause;  
 }  
 }  
 }  
 last = clock();  
 printf("Bubble Sort Finish.");  
 cout<<"Using "<<last - current<<" ms"<<endl;  
}  
  
bool straightSort(vector<int> &sq)  
{  
 clock\_t current,last;  
 current = clock();  
 int times = sq.size();  
 for(int i = 1;i < times;i++)  
 {  
 for(int k = 0;k < i;k++)  
 {  
 if(sq[k] > sq[i])  
 {  
 int nm = sq[i];  
 sq.erase(sq.begin() + i);  
 sq.insert(sq.begin() + k,nm);  
 break;  
 }  
 }  
 }  
 last = clock();  
 printf("Straight Sort Finish.");  
 cout<<"Using "<<last - current<<" ms"<<endl;  
  
 return true;  
}  
//straight sort used by shell sort  
bool straight(vector<int> &sq)  
{  
 int times = sq.size();  
 for(int i = 1;i < times;i++)  
 {  
 for(int k = 0;k < i;k++)  
 {  
 if(sq[k] > sq[i])  
 {  
 int nm = sq[i];  
 sq.erase(sq.begin() + i);  
 sq.insert(sq.begin() + k,nm);  
 break;  
 }  
 }  
 }  
  
 return true;  
}  
//used bt fast sort  
int changeSort(vector<int> &sq,int bin,int end)  
{  
 //if just have two elem  
 if((end - bin) <= 1)  
 {  
 if(bin >= end)  
 return -1;  
 if(sq[bin] < sq[end])  
 {  
 int pause = sq[bin];  
 sq[bin] = sq[end];  
 sq[end] = pause;  
 }  
 return -1;  
 }  
 //store the number  
 int pause = sq[bin];  
 sq.erase(sq.begin() + bin);  
 int i = bin;  
 int k = end - 1;  
 while(1)  
 {  
 //end condition  
 if(i >= k)  
 {  
 if(sq[i] <= pause)  
 {  
 k = i;  
 } else{  
 k++;  
 i = k;  
 }  
 sq.insert(sq.begin() + k,pause);  
 break;  
 }  
 //find the number smaller than pause from the end  
 if(sq[k] > pause)  
 {  
 k--;  
 continue;  
 }  
 //find the number biger than pause from the begin  
 if(sq[i] > pause)  
 {  
 //swap  
 int data = sq[k];  
 sq[k] = sq[i];  
 sq[i] = data;  
 k--;  
 i++;  
 } else{  
 i++;  
 continue;  
 }  
 }  
 //return next position should be sort  
 return k;  
}  
  
bool fastSort(vector<int> &sq)  
{  
 clock\_t current,last;  
 current = clock();  
 queue<int> q;//store the position which should be sort  
 q.push(0);  
 q.push(sq.size() - 1);  
 while(!q.empty())  
 {  
 int bin,end;  
 bin = q.front();  
 q.pop();  
 end = q.front();  
 q.pop();  
 int middle = changeSort(sq,bin,end);  
 if(middle != -1)  
 {  
 //store the begin to middle , middle to end  
 q.push(bin);  
 q.push(middle - 1);  
 q.push(middle + 1);  
 q.push(end);  
 }  
 }  
 last = clock();  
 cout<<"Faste Sort Finish.Using "<<last - current<<" ms"<<endl;  
  
 return true;  
}  
//swap two number  
void swap(int \*num1,int \* num2)  
{  
 int pause = \*num1;  
 \*num1 = \*num2;  
 \*num2 = pause;  
}  
//compare the root and its two leaves  
//return the position should be solved , -1 means don't need to compare  
int maxHeap(vector<int> &sq,int bin,int end)  
{  
 int end1 = 2 \* bin + 1;  
 if(end1 >= end)  
 {  
 return -1;  
 }  
 if(end1 + 1 < end && sq[end1] < sq[end1 + 1])  
 {  
 end1++;  
 }  
 if(sq[end1] > sq[bin])  
 {  
 swap(&sq[end1],&sq[bin]);  
 return end1;  
 }  
 return -1;  
}  
  
bool heapSort(vector<int> &sq)  
{  
 clock\_t current,last;  
 current = clock();  
 int i = (int)(sq.size() / 2);  
 int end = sq.size();  
 //create the max heap  
 while(i >= 0)  
 {  
 int k;  
 k = maxHeap(sq, i,end);  
 while(k > 0)  
 {  
 k = maxHeap(sq,k,end);  
 }  
 i--;  
 }  
 while(1)  
 {  
 /\*cout<<endl;  
 for(int i = 0;i < sq.size();i++)  
 {  
 cout<<sq[i]<<" ";  
 if((i % 10) == 9)  
 cout<<endl;  
 }\*/  
 int pause = sq[0];  
 //swap the top and the bottom  
 swap(&sq[0],&sq[end - 1]);  
 if(end == 1)  
 break;  
 end--;  
 //create the max heap again  
 int k = maxHeap(sq,0,end);  
 while(k > 0)  
 {  
 k = maxHeap(sq,k,end);  
 }  
 }  
 last = clock();  
 cout<<"HeapSort Finish.Using "<<last - current<<" ms"<<endl;  
  
 return true;  
}  
//inputing n stands for the bit of the bigest number  
bool radixSort(std::vector<int> &sq,int n)  
{  
 clock\_t current,last;  
 current = clock();  
 vector<int> pauses[10];  
 int k = 0;  
  
 while(k < n)  
 {  
 //push back begin from singles  
 while(!sq.empty())  
 {  
 int nm = sq.back();  
 int st = nm;  
 for(int j = 0;j < k;j++)  
 {  
 st /= 10;  
 }  
 sq.pop\_back();  
 pauses[st % 10].push\_back(nm);  
 }  
 k++;  
 //pop and sort again  
 for(int i = 0;i < 10;i++)  
 {  
 while(!pauses[i].empty())  
 {  
 sq.push\_back(pauses[i].back());  
 pauses[i].pop\_back();  
 }  
 }  
 }  
 last = clock();  
 cout<<"RadixSort Finish.Using "<<last - current<<" ms"<<endl;  
  
 return true;  
}  
  
bool shellInsert(std::vector<int> &sq,int n, int length)  
{  
 //straight sort as the path of n  
 for(int j = 0;j < length - n;j++)  
 {  
 if(sq[j] > sq[j + n])  
 {  
 swap(&sq[j],&sq[j + n]);  
 for(int k = j - n;k > -1;k -= n)  
 {  
 if(sq[k] > sq[k + n])  
 {  
 swap(&sq[k],&sq[k + n]);  
 continue;  
 }  
 break;  
 }  
 }  
 }  
 return true;  
}  
  
bool shellSort(std::vector<int> &sq)  
{  
 clock\_t current,last;  
 current = clock();  
 int length = sq.size();  
 int t = (int)log(length);  
 int dr = 2^(t + 1) - 1;//path  
 //end when the path smaller than 1  
 for(int i = 0;dr > 0;i++,dr = 2^(t - i + 1) - 1)  
 {  
 shellInsert(sq,dr,length);  
 }  
 last = clock();  
 cout<<"ShellSort Finish.Using "<<last - current<<" ms"<<endl;  
  
 return 0;  
}

task8.cpp

//  
// Created by 97927 on 2019/12/26.  
//  
#include <cstdlib>  
#include <cstdio>  
#include <iostream>  
#include <vector>  
#include <string>  
#include "function.h"  
#include <ctime>  
#include <fstream>  
using namespace std;  
  
bool compareSort(int n)  
{  
 std::string ifilename = "task8/source" ;  
 string sort[8] = {"mergesort","selectionsort","bubblesort",  
 "fastsort","heapsort","radixsort"};  
 ifilename += ('0' + n) ;  
 ifilename += ".txt";  
 ifstream in(ifilename);  
 int k = 0;  
 vector<int> test,p;  
 while(!in.eof())  
 {  
 int nm;  
 in>>nm;  
 test.push\_back(nm);  
 p.push\_back(nm);  
 }  
 in.close();  
 cout<<"example "<<n<<endl;  
 selectionSort(test);  
 test.assign(p.begin(),p.end());  
 bubbleSort(test);  
 test.assign(p.begin(),p.end());  
 fastSort(test);  
 test.assign(p.begin(),p.end());  
 heapSort(test);  
 test.assign(p.begin(),p.end());  
 radixSort(test,5);  
 test.assign(p.begin(),p.end());  
 mergeSort(test);  
 test.assign(p.begin(),p.end());  
 straightSort(test);  
 test.assign(p.begin(),p.end());  
 shellSort(test);  
  
 return 0;  
}  
int main()  
{  
 for(int i = 0;i < 10;i++)  
 {  
 compareSort(i);  
 }  
  
 return 0;  
}

###### 测试样例与运行结果：

测试样例0（有序），运行结果：

![](data:image/png;base64,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)

测试样例1（逆序），运行结果：
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测试样例2-9（无序），运行结果：
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### 选做题第11题

###### 题目：社交网络图中结点的“重要性”计算（选做）（图）

[问题描述]

在社交网络中，个人或单位（结点）之间通过某些关系（边）联系起来。他们受到这些关系的影响，这种影响可以理解为网络中相互连接的结点之间蔓延的一种相互作用，可以增强也可以减弱。而结点根据其所处的位置不同，在网络中体现的重要性也不尽相同。

“紧密度中心性”是用来衡量一个结点达到其他结点的“快慢”的指标，即一个有较高中心性的结点比有较低中心性的结点能够更快地（平均意义下）到达网络中的其他结点，因而在该网络的传播过程中有更重要的价值。在有N个结点的网络中，结点vi的“紧密度中心性” 数学上定义为 到其余所有结点(j!=i)的最短距离的平均值的倒数：

对于非连通图，所有结点的紧密度中心性都是0。

本实验给定一个无权的无向图以及其中的一组结点，要求计算这组结点中每个结点的紧密度中心性。

[基本要求]

（1）输入说明：输入的第一行给出两个正整数N (N<=1000)和M，其中N是图中结点个数，结点编号从1到N； M（M<=10000）是边的数目。随后的M行中，每行给出一条边的信息，即该边连接的两个结点编号，中间用空格分隔。最后一行给出需要计算紧密度中心性的这组结点的个数K（K<=100），以及K个结点的编号，用空格分隔。

（2）输出说明：按照“Cc(i)=x.xx”的格式输出K个给定结点的紧密度中心性，每个输出占一行，结果精确到小数点后2位。

（3）测试用例：

输入 5 8

1 2

1 3

1 4

2 3

3 4

4 5

2 5

3 5

2 4 3

输出 Cc(4) = 0.80

Cc(3) = 1.00

###### 数据结构：图

###### 算法思想：

运用迪杰斯特拉算法，计算输出的起点到其他各个点的最短距离

###### 算法时间复杂度：n^2

###### 具体实现：

my\_Graph.h

//  
// Created by 97927 on 2019/12/13.  
//  
  
#ifndef DESIGN\_MY\_GRAPH\_H  
#define DESIGN\_MY\_GRAPH\_H  
  
#include <string>  
#include <vector>  
#include <fstream>  
#define MAX 65535  
  
class edge{  
public:  
 int node1,node2;  
 float distance;  
 edge(int n1,int n2,float d)//initial  
 {  
 node1 = n1;  
 node2 = n2;  
 distance = d;  
 }  
 ~edge()= default;;  
};  
class GNode{  
private:  
 int site;  
 std::string data;  
protected:  
public:  
 std::vector<float> out\_e;//out egde , undirected graph only use this  
 std::vector<float> in\_e;//in edge  
 GNode(int s, std::string d)//initial  
 {  
 site = s;  
 data = d;  
 }  
 GNode(int s, std::string d, int n)//initial  
 {  
 site = s;  
 data = d;  
 out\_e.assign(n,MAX);  
 }  
 bool setSite(int s)//change this node's site  
 {  
 site = s;  
 return true;  
 }  
 bool setData(std::string da)//change this node's data  
 {  
 data = da;  
 }  
 float distanceNode(int st)//return between this node and st  
 {  
 return out\_e[st];  
 }  
 bool enOutEdge(int st,float dis)//set distance between this node and st  
 {  
 out\_e[st] = dis;  
  
 return true;  
 }  
 int outEdgeNumber()//return out edge number  
 {  
 return out\_e.size();  
 }  
 bool show();//show this node information  
 std::string getData();//return this node data  
 int firstAdjVex();//return the nearest node  
 int nextAdjVex(int node1);//return the nearest node after node1  
 bool deleteVex(int node1);//delete edge with node1  
 ~GNode()= default;  
};  
class my\_Graph {  
private:  
 std::vector<GNode> frt;  
 int nd\_num;  
 int eg\_num;  
public:  
 my\_Graph(int nd\_n,int eg\_n);//initial  
 my\_Graph(int nd\_n,int eg\_n,float dis);//initial  
 my\_Graph(std::string filename);//initial  
 ~my\_Graph();  
 int locateVex(std::string str);//locate node  
 std::string getVex(int site);//return node's data  
 bool putVex(int site,std::string str);//change the data of the node which st == site  
 GNode \* firstAdjVex(int site);//return the nearest node of the ndoe st == site  
 GNode \* nextAdjVex(int node1,int node2);//return the nearest node after node1 of the ndoe st == site  
 float primSpanningTree();//prim  
 float kruskalSpinningTree();//kruskal  
 bool InsertVex();//add node  
 bool DeleteVex(int site);//delete node  
 bool InsertArc(int node1,int node2);//add edge  
 bool BFSTraverse(int bgn = 0);//BFS traverse the graph  
 int getNodeNumber();//return the node number  
 bool dijkstra(std::vector<float> & T,int bgn);//find short distance from bgn to other node  
};  
class gNode\_plus : public GNode{  
private:  
public:  
 std::vector<int> bus;  
 gNode\_plus(int s, std::string d):GNode(s,d){}//initial  
 gNode\_plus(int s, std::string d, int n):GNode(s, d, n){}//initial  
 ~gNode\_plus(){}  
 bool enBus(int n);//add bus line  
 bool deBus(int n);//delete bus line  
};  
class my\_Graph\_Bus {  
private:  
 std::vector<gNode\_plus> frt;  
 int nd\_num;  
 int eg\_num;  
public:  
 my\_Graph\_Bus(std::string filename);//initial  
 int locateVex(std::string str);//locate node  
 bool BFSTraverse(int bgn = 0);//BFS traverse the graph  
 bool bfsGo(std::string node1,std::string node2);//find the fast way  
 bool dfsGo(std::string node1,std::string node2);//find the easiest way  
 int someLine(int node1,int node2,int limit = 0);//return the same line between after limit  
};  
class bfsNode  
{  
public:  
 int nw;  
 int pa;  
 bfsNode(int n = -1,int p = -1){  
 nw = n;  
 pa = p;  
 }  
 bool operator=(const bfsNode &b) {  
 nw = b.nw;  
 pa = b.pa;  
 }  
};  
#endif //DESIGN\_MY\_GRAPH\_H

my\_Graph.cpp

//  
// Created by 97927 on 2019/12/13.  
//  
  
#include "my\_Graph.h"  
#include <iostream>  
#include "function.h"  
#include <queue>  
#include <fstream>  
#include <vector>  
using std::cout;  
using std::cin;  
using std::endl;  
#define YTD  
  
bool sortVector(std::vector<edge> &e)  
{  
 int length = e.size();  
 for(int k = 0;k < length;k++)  
 {  
 int minW = e[k].distance;  
 int minS = k;  
 for(int i = k + 1;i < length;i++)  
 {  
 if(e[i].distance > minW)  
 {  
 minW = e[i].distance;  
 minS = i;  
 }  
 }  
 if(minS == k)  
 continue;  
 edge pause = e[minS];  
 e.erase(e.begin() + minS);  
 e.insert(e.begin() + k,pause);  
 }  
 return true;  
}  
  
my\_Graph::my\_Graph(int nd\_n,int eg\_n) {  
 nd\_num = nd\_n;  
 eg\_num = eg\_n;  
 for(int i = 0;i < nd\_n;i++)  
 {  
 std::string str = getString();  
 GNode n\_node(i,str,nd\_n);  
 frt.push\_back(n\_node);  
 frt[i].show();  
 }  
 for(int i = 0;i < eg\_n;i++)  
 {  
 int n\_st1 = getInt("node1 site");  
 int n\_st2 = getInt("node2 site");  
 float dis = getFloat("distance");  
 frt[n\_st1].enOutEdge(n\_st2,dis);  
 frt[n\_st2].enOutEdge(n\_st1,dis);  
 }  
}  
  
int my\_Graph::locateVex(std::string str) {  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(frt[i].getData() == str)  
 return i;  
 }  
 return -1;  
}  
  
std::string my\_Graph::getVex(int site) {  
 return frt[site].getData();  
}  
  
bool my\_Graph::putVex(int site, std::string str) {  
 frt[site].setData(str);  
  
 return true;  
}  
  
GNode \*my\_Graph::firstAdjVex(int site) {  
 int st = frt[site].firstAdjVex();  
 if(st == -1)  
 return nullptr;  
 return &frt[st];  
}  
  
GNode \*my\_Graph::nextAdjVex(int node1, int node2) {  
 int st = frt[node1].nextAdjVex(node2);  
 if(st == -1)  
 return nullptr;  
 return &frt[st];  
}  
  
bool my\_Graph::InsertVex() {  
 std::string str = getString();  
 GNode n\_node(nd\_num,str,nd\_num++);  
 frt.push\_back(n\_node);  
 for(int i = 0;i < nd\_num;i++)  
 {  
 frt[i].out\_e.push\_back(MAX);  
 }  
 frt[nd\_num].show();  
  
 return true;  
}  
  
bool my\_Graph::DeleteVex(int site) {  
 char c;  
 frt[site].show();  
 cout<<"concern the command : ( y to yes)";  
 //decide the delete  
 cin>>c;  
 if(c != 'y')  
 return false;  
 frt.erase(frt.begin() + site);  
 nd\_num--;  
 for(int i = 0;i < nd\_num;i++)  
 {  
 frt[i].deleteVex(site);  
 }  
  
 return true;  
}  
  
bool my\_Graph::InsertArc(int node1, int node2) {  
 float dis = getFloat("distance");  
 frt[node1].enOutEdge(node2,dis);  
 frt[node2].enOutEdge(node1,dis);  
  
 return true;  
}  
  
bool my\_Graph::BFSTraverse(int bgn) {  
 //sign the node  
 std::vector<int> D(nd\_num,0);  
 //store the node  
 std::queue<int> P;  
 frt[bgn].show();  
 cout<<endl;  
 D[bgn] = 1;  
 //find near node  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(frt[bgn].out\_e[i] == MAX)  
 continue;  
 P.push(i);  
 D[i] = 1;  
 }  
 while(!P.empty()){  
 int node1 = P.front();  
 P.pop();  
 frt[node1].show();  
 cout<<endl;  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(D[i] || frt[node1].out\_e[i] == MAX)  
 continue;  
 P.push(i);  
 D[i] = 1;  
 }  
 }  
  
 return true;  
}  
  
my\_Graph::my\_Graph(std::string filename) {  
 std::ifstream in(filename);  
 int nd\_n;  
 in>>nd\_n;  
 nd\_num = nd\_n;  
 for(int i = 0;i < nd\_n;i++)  
 {  
 std::string str;  
 in>>str;  
 GNode n\_node(i,str,nd\_n);  
 frt.push\_back(n\_node);  
 frt[i].show();  
 cout<<endl;  
 }  
 while(!in.eof())  
 {  
 eg\_num++;  
 int n\_st1,n\_st2;  
 std::string n1,n2;  
 float dis;  
 in>>n1>>n2>>dis;  
 n\_st1 = locateVex(n1);  
 n\_st2 = locateVex(n2);  
 if(n\_st1 == -1 || n\_st2 == -1)  
 continue;  
 frt[n\_st1].enOutEdge(n\_st2,dis);  
 frt[n\_st2].enOutEdge(n\_st1,dis);  
 }  
 in.close();  
}  
  
int my\_Graph::getNodeNumber() {  
 return nd\_num;  
}  
  
float my\_Graph::primSpanningTree() {  
 //vector to concern the node have past  
 std::vector<bool> D(nd\_num,false);  
 D[0] = true;  
 float sum = 0;  
 while(true)  
 {  
 float min = MAX;  
 int node1 = 0,node2 = 0;  
 bool flag = false;  
 //find the nearest node  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(D[i])  
 {  
 for(int k = 0;k < nd\_num;k++)  
 {  
 if(D[k])  
 continue;  
 if(frt[i].out\_e[k] < min)  
 {  
 flag = true;  
 node1 = i;  
 node2 = k;  
 min = frt[i].out\_e[k];  
 }  
 }  
 }  
 }  
 //do not have , break  
 if(!flag)  
 {  
 break;  
 }  
 //output edge  
 if(D[node1])  
 {  
#ifndef YTD  
 cout<<"enter ";  
 frt[node2].show();  
#endif  
 D[node2] = true;  
 cout<<"edge node1 : "<<frt[node1].getData()<<" node2 : "<<frt[node2].getData();  
 cout<<" distance : "<<min<<endl;  
 } else{  
#ifndef YTD  
 cout<<"enter node : ";  
 frt[node1].show();  
#endif  
 D[node1] = true;  
 cout<<endl<<"edge node1 : "<<frt[node1].getData()<<" node2 : "<<frt[node2].getData();  
 cout<<" distance : "<<min<<endl;  
 }  
 sum += min;  
 }  
 cout<<"prim end."<<endl;  
 return sum;  
}  
  
float my\_Graph::kruskalSpinningTree() {  
 //vector to concern the node have past ?  
 std::vector<bool> D(nd\_num,false);  
 float sum = 0;  
 std::vector<edge> P;  
 //sort edge  
 for(int i = 0;i < nd\_num;i++)  
 {  
 for(int k = i + 1;k < nd\_num;k++)  
 {  
 if(frt[i].out\_e[k] != MAX)  
 {  
 edge nw\_eg(i,k,frt[i].out\_e[k]);  
 P.push\_back(nw\_eg);  
 }  
 }  
 }  
 sortVector(P);  
 while(!P.empty())  
 {  
 edge pause = P.back();  
 P.pop\_back();  
 //find the shortest edge  
 if(!D[pause.node1] || !D[pause.node2])  
 {  
 sum += pause.distance;  
 D[pause.node1] = true;  
 D[pause.node2] = true;  
 cout<<"edge node1 : "<<frt[pause.node1].getData()<<" node2 : "<<frt[pause.node2].getData();  
 cout<<" distance : "<<pause.distance<<endl;  
 } else{  
 continue;  
 }  
 }  
 cout<<"kru end."<<endl;  
 return sum;  
}  
  
my\_Graph::my\_Graph(int nd\_n, int eg\_n, float dis) {  
 nd\_num = nd\_n;  
 eg\_num = eg\_n;  
 for(int i = 0;i < nd\_n;i++)  
 {  
 std::string str;  
 str += 'a' + i;  
 GNode n\_node(i,str,nd\_n);  
 frt.push\_back(n\_node);  
 frt[i].show();  
 }  
 for(int i = 0;i < eg\_n;i++)  
 {  
 int n\_st1 = getInt("node1 site");  
 int n\_st2 = getInt("node2 site");;  
 frt[n\_st1 - 1].enOutEdge(n\_st2 - 1,dis);  
 frt[n\_st2 - 1].enOutEdge(n\_st1 - 1,dis);  
 }  
}  
  
bool my\_Graph::dijkstra(std::vector<float> & T,int bgn) {  
 std::vector<bool> D(nd\_num,false);  
 for(int i = 0;i < nd\_num;i++)  
 {  
 T.push\_back(frt[bgn].out\_e[i]);  
 }  
 int p = bgn;  
 D[bgn] = true;  
 while(true)  
 {  
 int min = -1;  
 //find the nearest node do not be traverse  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(D[i])  
 continue;  
 if(min == -1 || T[i] < min)  
 {  
 min = T[i];  
 p = i;  
 }  
 }  
 if(min == -1)  
 break;  
 //refresh the distance  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(D[i])  
 continue;  
 if(T[i] > T[p] + frt[p].out\_e[i])  
 {  
 T[i] = T[p] + frt[p].out\_e[i];  
 }  
 }  
 D[p] = true;  
 }  
 return true;  
}  
  
my\_Graph::~my\_Graph() = default;  
  
bool GNode::show() {  
 cout<<"node : "<<data<<" site : "<<site;  
  
 return true;  
}  
  
std::string GNode::getData() {  
 return data;  
}  
  
int GNode::firstAdjVex() {  
 int i = 0;  
 for(;i < out\_e.size();i++)  
 {  
 if(out\_e[i] != MAX)  
 {  
 break;  
 }  
 }  
 if(out\_e[i] != MAX)  
 return i;  
 return -1;  
}  
  
int GNode::nextAdjVex(int node1) {  
 int i = node1 + 1;  
 for(;i < out\_e.size();i++)  
 {  
 if(out\_e[i] != MAX)  
 break;  
 }  
 if(out\_e[i] != MAX)  
 return i;  
 return -1;  
}  
  
bool GNode::deleteVex(int node1) {  
 out\_e.erase(out\_e.begin() + node1);  
 return true;  
}  
  
bool gNode\_plus::enBus(int n) {  
 int i = 0;  
 for(;i < bus.size();i++)  
 {  
 if(bus[i] == n)  
 return false;  
 if(bus[i] > n)  
 break;  
 }  
 bus.insert(bus.begin() + i,n);  
  
 return true;  
}  
  
bool gNode\_plus::deBus(int n) {  
 int i = 0;  
 for(;i < bus.size();i++)  
 {  
 if(bus[i] == n)  
 break;  
 if(bus[i] > n)  
 return false;  
 }  
 if(bus[i] == n)  
 bus.erase(bus.begin() + i);  
  
 return true;  
}  
  
my\_Graph\_Bus::my\_Graph\_Bus(std::string filename)  
{  
 std::ifstream in(filename);  
 nd\_num = 0;  
 eg\_num = 0;  
 while(!in.eof())  
 {  
 int bsln;  
 in>>bsln;  
 int str\_last = -1;  
 while(true)  
 {  
 std::string str;  
 in>>str;  
 if(str == "z")  
 break;  
 int st = locateVex(str);  
 if(st == -1)  
 {  
 frt.push\_back(gNode\_plus (nd\_num,str,5652));  
 st = nd\_num;  
 nd\_num++;  
 }  
 frt[st].enBus(bsln);  
 if(str\_last != -1)  
 {  
 frt[st].enOutEdge(str\_last,1);  
 frt[str\_last].enOutEdge(st,1);  
 eg\_num++;  
 }  
 str\_last = st;  
 }  
 }  
  
 in.close();  
}  
  
int my\_Graph\_Bus::locateVex(std::string str) {  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(frt[i].getData() == str)  
 return i;  
 }  
 return -1;  
}  
  
bool my\_Graph\_Bus::BFSTraverse(int bgn) {  
 std::vector<int> D(nd\_num,0);  
 std::queue<int> P;  
 frt[bgn].show();  
 cout<<endl;  
 D[bgn] = 1;  
 //find the near node  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(frt[bgn].out\_e[i] == MAX)  
 continue;  
 P.push(i);  
 D[i] = 1;  
 }  
 while(!P.empty()){  
 int node1 = P.front();  
 P.pop();  
 frt[node1].show();  
 cout<<endl;  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(D[i] || frt[node1].out\_e[i] == MAX)  
 continue;  
 P.push(i);  
 D[i] = 1;  
 }  
 }  
  
 return true;  
}  
  
bool my\_Graph\_Bus::bfsGo(std::string node1, std::string node2) {  
 int nst1 = locateVex(node1);  
 int nst2 = locateVex(node2);  
  
 std::vector<bool> D(nd\_num, false);  
 std::queue<bfsNode> P;  
 std::stack<bfsNode> s;  
 D[nst1] = true;  
 P.push(bfsNode(nst1));  
  
 while(!P.empty()){  
 bfsNode nd = P.front();  
 P.pop();  
 s.push(nd);  
 if(nd.nw == nst2)  
 break;  
 //find near nodes  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(D[i] || frt[nd.nw].out\_e[i] == MAX)  
 continue;  
 P.push(bfsNode(i,nd.nw));  
 D[i] = true;  
 }  
 }  
 if(P.empty())  
 {  
 cout<<"Don't have way."<<endl;  
 return false;  
 }  
 //find the node's pa from pause stack  
 int pa = s.top().pa;  
 bfsNode nd = s.top();  
 int dr = someLine(nd.nw,nd.pa);  
 int last\_node = nd.nw;  
 int count = 1;  
 cout<<"最快 : "<<endl;  
 cout<<frt[nd.nw].getData()<<" -> line "<<dr<<" : ";  
 s.pop();  
 while(!s.empty())  
 {  
 nd = s.top();  
 if(nd.nw == pa)  
 {  
 count++;  
 //when the line is changed  
 if(dr != someLine(last\_node,pa))  
 {  
 dr = someLine(last\_node,pa);  
 cout<<frt[last\_node].getData()<<" "<<count<<"zhan"<<endl<<frt[last\_node].getData()<<" -> ";  
 cout<<"line "<<dr<<" : ";  
 count = 1;  
 }  
 last\_node = pa;  
 pa = nd.pa;  
 }  
 s.pop();  
 if(s.empty())  
 {  
 cout<<frt[nd.nw].getData();  
 cout<<endl;  
 }  
 }  
 return true;  
}  
  
bool dirPass(std::vector<int> dr,int dir)  
{  
 for(int i = 0;i < dr.size();i++)  
 {  
 if(dr[i] == dir)  
 return true;  
 }  
 return false;  
}  
  
class dfsNode{  
public:  
 int nw;  
 int bus;  
 dfsNode(int n1 = -1,int n2 = -1)  
 {  
 nw = n1;  
 bus = n2;  
 }  
 ~dfsNode();  
};  
  
dfsNode::~dfsNode() {  
}  
  
bool my\_Graph\_Bus::dfsGo(std::string node1, std::string node2) {  
 std::stack<dfsNode> s;  
 std::vector<bool> D(nd\_num,false);  
 std::vector<int> dr;//direction have go  
 int site1 = locateVex(node1);  
 D[site1] = true;  
 int site2 = locateVex(node2);  
 s.push(dfsNode(site1,frt[site1].bus[0]));  
 bool flag = true;  
 bool end = false;  
 dr.push\_back(frt[site1].bus[0]);  
 dfsNode p;  
 while(!s.empty()) {  
 //do not have the node  
 if(!flag){  
 end = false;  
 p = s.top();  
 //change direction  
 for(int i = 0;i < frt[p.nw].out\_e.size();i++) {  
 if (frt[p.nw].out\_e[i] != 1 || D[i])  
 continue;  
 int dir = someLine(p.nw, i,p.bus);  
 if (dirPass(dr, dir)) {  
 continue;  
 } else {  
 dr.push\_back(dir);  
 s.push(dfsNode(i,dir));  
 end = true;  
 flag = true;  
 break;  
 }  
 }  
 if(!end)  
 {  
 D[s.top().nw] = false;  
 s.pop();  
 }  
 continue;  
 }  
 flag = false;  
 p = s.top();  
 //find the next node along line dir  
 int dir = p.bus;  
 int k;  
 int i;  
 for(i = 0;i < frt[p.nw].out\_e.size();i++)  
 {  
 if(frt[p.nw].out\_e[i] > 2 || D[i])  
 continue;  
 for(k = 0;k < frt[i].bus.size();k++)  
 {  
 if(frt[i].bus[k] == dir)  
 {  
 s.push(dfsNode(i,dir));  
 D[i] = true;  
 flag = true;  
 /\*cout<<frt[i].show()<<endl;\*/  
 break;  
 }  
 }  
 if(flag)  
 break;  
 }  
 if(i == site2)  
 break;  
 }  
 if(s.empty())  
 {  
 cout<<"don't have way"<<endl;  
 return false;  
 }  
 else{  
 cout<<"最少换程 : "<<endl;  
 int last\_node = s.top().nw;  
 int count = 1;  
 cout<<frt[s.top().nw].getData();  
 int dr = s.top().bus;  
 cout<<" -> line "<<dr<<" : ";  
 while(!s.empty())  
 {  
 count ++;  
 //if change bus  
 if(dr != s.top().bus)  
 {  
 dr = s.top().bus;  
 cout<<frt[s.top().nw].getData()<<" "<<count<<"zhan"<<endl;  
 cout<<frt[s.top().nw].getData()<<" -> line "<<dr<<" : ";  
 count = 1;  
 }  
 if(s.size() == 1)  
 cout<<frt[s.top().nw].getData()<<endl;  
 s.pop();  
 }  
 }  
 return true;  
}  
  
int my\_Graph\_Bus::someLine(int node1, int node2, int n) {  
 int i = 0;  
 int k = 0;  
 for(;i < frt[node1].bus.size();)  
 {  
 if(frt[node1].bus[i] == frt[node2].bus[k])  
 {  
 if(frt[node1].bus[i] < n)  
 {  
 i++;  
 k++;  
 continue;  
 }  
 return frt[node1].bus[i];  
 } else if (frt[node2].bus[k] < frt[node1].bus[i])  
 {  
 k++;  
 } else{  
 i++;  
 }  
 }  
  
 return -1;  
}

opinion11.cpp

//  
// Created by 97927 on 2019/12/27.  
//  
#include "my\_Graph.h"  
#include <iostream>  
#include <vector>  
using namespace std;  
  
int main()  
{  
 int nd\_n,ed\_n;  
 cin>>nd\_n>>ed\_n;  
 my\_Graph g(nd\_n,ed\_n,1);  
 int n;  
 cin>>n;  
 for(int i = 0;i < n;i++)  
 {  
 int bgn;  
 cin>>bgn;  
 vector<float> T;  
 //find the shortest distance  
 g.dijkstra(T,bgn - 1);  
 float sum = 0;  
 for(int k = 0;k < nd\_n;k++)  
 {  
 if(k == bgn - 1)  
 continue;  
 if(T[k] == MAX)  
 {  
 sum = 0;  
 break;  
 }  
 sum += T[k];  
 }  
 if(sum != 0)  
 {  
 sum = (float)(nd\_n - 1) / sum;  
 }  
 cout.setf(ios::showpoint);  
 cout.flags(ios::fixed);  
 cout.precision(2);  
 cout<<"Cc("<<bgn<<") = "<<sum<<endl;  
 }  
}

###### 测试样例与运行结果：
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![](data:image/png;base64,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)

### 选做题第12题

###### 题目：魔法优惠券（选做）（排序）

[问题描述]

在火星上有个魔法商店，通过魔法优惠券。每个优惠券上印有一个整数面值K，表示若你在购买某商品使用这张优惠券，可以得到K倍该商品价值的回报。该商店还免费赠送一些有价值的商品，但如果你在领取免费赠品的时候使用面值为正的优惠券，则必须倒贴给商品K倍该商品价值的金额……但是不要紧，还有面值为负的优惠券可以用。

例如，给定一组优惠券，面值分别为1、2、4、-1；对应一组商品，价值为火星币7、6、-2、-3，其中负的价值表示该商品是免费赠品。我们可以将优惠券3（面值4）用在商品1（价值7）上，得到火星币28的回报。优惠券4（面值-1）用在商品4（价值-3）上，得到火星币3的回报。但是，如果一不小心把优惠券3（面值4）用到商品4（价值-3）上，你必须倒贴给商店火星币12个。同样，把优惠券4（面值-1）用到商品1（价值7）上，你必须倒贴给商店火星币7个。

规定每张优惠券和每件商品都只能最多被使用一次，求你可以得到的最大回报。

[基本要求]

（1）输入说明：输入有两行。第一行首先给出优惠券的个数N，随后给出N个优惠券的整数面值。 第二行首先给出商品的个数M，随后给出M个商品的整数价值。N和M在[1,106]之间，所有的数据大小不超过230，数字间以空格分隔。

（2）输出说明：输出可以得到的最大回报。

（3）测试用例：

输入 4 1 2 4 -1

4 7 6 -2 -3

输出 43

输入：4 3 2 6 1

3 2 6 3

输出：49

输入： 7 3 36 -1 73 2 3 6

6 -1 -1 -1 -1 -1 -1

输出： 1

###### 数据结构：线性表

###### 算法思想：

对输入的券的数值进行排序  
对输入的商品的数值进行排序  
从大到小选择券：  
 1.券的值大于0，选择值最大的商品  
 2.券的值小于0，选择值最小的商品  
如果两者相乘大于0，则加到总收益上，否则放弃该券  
直到券或商品全部消耗，结束

###### 算法时间复杂度：n^2

###### 具体实现：

opinion12.cpp

//  
// Created by 97927 on 2019/12/27.  
//  
#include "my\_Graph.h"  
#include <iostream>  
#include <vector>  
#include "function.h"  
using namespace std;  
  
int main()  
{  
 int n = getInt("number");  
 vector<int> object;  
 vector<int> quan;  
 for(int i = 0;i < n;i++)  
 {  
 int q;  
 cin>>q;  
 quan.push\_back(q);  
 }  
 n = getInt("number");  
 for(int i = 0;i < n;i++)  
 {  
 int q;  
 cin>>q;  
 object.push\_back(q);  
 }  
 heapSort(quan);  
 heapSort(object);  
 int sum = 0;  
 while(true)  
 {  
 if(object.empty() || quan.empty())  
 break;  
 int nm = quan.back();  
 quan.pop\_back();  
 int ob;  
 if(nm > 0)  
 {  
 ob = object.back();  
 if(ob >= 0)  
 {  
 object.pop\_back();  
 }  
 }  
 else{  
 ob = object.front();  
 if(ob <= 0)  
 {  
 object.erase(object.begin());  
 }  
 }  
 if(ob \* nm > 0)  
 {  
 sum += ob\*nm;  
 }  
 }  
 cout<<sum;  
  
 return 0;  
}

###### 测试样例与运行结果：

测试样例：

4 1 2 4 -1

4 7 6 -2 -3

运行结果：
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测试样例：

4 3 2 6 1

3 2 6 3

运行结果：
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测试样例：

7 3 36 -1 73 2 3 6

6 -1 -1 -1 -1 -1 -1

运行结果：
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### 选做题第13题

###### 题目：行车路线 (选做)（图）

[问题描述]

小明和小芳出去乡村玩，小明负责开车，小芳来导航。

小芳将可能的道路分为大道和小道。大道比较好走，每走1公里小明会增加1的疲劳度。小道不好走，如果连续走小道，小明的疲劳值会快速增加，连续走s公里小明会增加s2的疲劳度。

例如：有5个路口，1号路口到2号路口为小道，2号路口到3号路口为小道，3号路口到4号路口为大道，4号路口到5号路口为小道，相邻路口之间的距离都是2公里。如果小明从1号路口到5号路口，则总疲劳值为(2+2)2+2+22=16+2+4=22。

现在小芳拿到了地图，请帮助她规划一个开车的路线，使得按这个路线开车小明的疲劳度最小。

[基本要求]

输入格式：

输入的第一行包含两个整数n, m，分别表示路口的数量和道路的数量。路口由1至n编号，小明需要开车从1号路口到n号路口。

接下来m行描述道路，每行包含四个整数t, a, b, c，表示一条类型为t，连接a与b两个路口，长度为c公里的双向道路。其中t为0表示大道，t为1表示小道。保证1号路口和n号路口是连通的。

输出格式

输出一个整数，表示最优路线下小明的疲劳度。

样例输入

6 7

1 1 2 3

1 2 3 2

0 1 3 30

0 3 4 20

0 4 5 30

1 3 5 6

1 5 6 1

样例输出

76

样例说明

从1走小道到2，再走小道到3，疲劳度为52=25；然后从3走大道经过4到达5，疲劳度为20+30=50；最后从5走小道到6，疲劳度为1。总共为76。

课程设计要求：

（1）要求从文本文件中输入；

（2）采用适当的数据结构存储由输入数据中的道路所形成的图结构；

（3）编写尽可能优的算法，处理好连续走小道造成的疲劳值的指数增长（提示：基于迪杰斯特拉算法进行改进即可完成本题）；

（4）除严格按题目要求进行输出以外，还要求输出最优路线的路径，以及从出发点到各个点的最小疲劳值。

###### 数据结构：图

###### 算法思想：

从起始点出发，记录到其他点沿着大路的距离  
计算到其他点沿着小路的距离，若较短，则替换距离，记录两个点的疲劳度  
寻找距离最近的点，标记为以经过点，观察如何到达该点：  
 1.沿着大路，清空所有疲劳度  
 2.沿着小路，记录该疲劳度  
从该点出发，计算从起始点到该点的距离与该点到其他点的沿着大路距离和，若小于起始点到其他点的距离，更新  
从该点出发，计算从起始点到该点的距离与该点到其他点的沿着小路距离和：  
 1.上次沿着大路，直接计算疲劳度的平方  
 2.上次沿着小路，计算两次疲劳度和与差之积  
重复上述过程，直到标记所有点

###### 算法时间复杂度：n^2

###### 具体实现：

//  
// Created by 97927 on 2019/12/27.  
//  
#include <string>  
#include <vector>  
#include <fstream>  
#include <iostream>  
using namespace std;  
#define MAX 65535  
class GNode{  
private:  
 int site;  
 std::string data;  
protected:  
public:  
 std::vector<int> out\_e;//big road  
 std::vector<int> in\_e;//small road  
 GNode(int s, std::string d)//initial  
 {  
 site = s;  
 data = d;  
 }  
 GNode(int s, std::string d, int n)//initial  
 {  
 site = s;  
 data = d;  
 out\_e.assign(n,MAX);  
 in\_e.assign(n,MAX);  
 }  
 bool setSite(int s)//change this node's site  
 {  
 site = s;  
 return true;  
 }  
 bool setData(std::string da)//change this node's data  
 {  
 data = da;  
 }  
 bool enOutEdge(int st,int dis)//set distance between this node and st  
 {  
 out\_e[st] = dis;  
  
 return true;  
 }  
 int outEdgeNumber()//return out edge number  
 {  
 return out\_e.size();  
 }  
 bool enInEdge(int st,int dis)  
 {  
 in\_e[st] = dis;  
 return true;  
 }  
 bool show();//show this node information  
 ~GNode()= default;  
};  
class my\_Graph {  
private:  
 std::vector<GNode> frt;  
 int nd\_num;  
 int eg\_num;  
public:  
 my\_Graph(std::string filename);//initial  
 ~my\_Graph() = default;  
 bool dijkstra(std::vector<int> & T,int bgn);  
  
};  
my\_Graph::my\_Graph(string filename)  
{  
 std::ifstream in(filename);  
 int nd\_n;  
 in>>nd\_n;  
 nd\_num = nd\_n;  
 for(int i = 0;i < nd\_n;i++)  
 {  
 std::string str;  
 str += '0' + (i / 10);  
 str += '0' + (i % 10);  
 GNode n\_node(i,str,nd\_n);  
 frt.push\_back(n\_node);  
 frt[i].show();  
 cout<<endl;  
 }  
 in>>eg\_num;  
 while(!in.eof())  
 {  
 int tp;  
 int n\_st1,n\_st2;  
 int dis;  
 in>>tp;  
 in>>n\_st1>>n\_st2>>dis;  
 if(n\_st1 == -1 || n\_st2 == -1)  
 continue;  
 if(tp == 0)  
 {  
 frt[n\_st1 - 1].enOutEdge(n\_st2 - 1,dis);  
 frt[n\_st2 - 1].enOutEdge(n\_st1 - 1,dis);  
 } else{  
 frt[n\_st1 - 1].enInEdge(n\_st2 - 1,dis);  
 frt[n\_st2 - 1].enInEdge(n\_st1 - 1,dis);  
 }  
 }  
 in.close();  
}  
  
bool my\_Graph::dijkstra(std::vector<int> &T, int bgn) {  
 //sign the node have passed  
 std::vector<bool> D(nd\_num,false);  
 //double Fatigue value  
 std::vector<int> doubleT(nd\_num,0);  
 //initial distance  
 for(int i = 0;i < nd\_num;i++)  
 {  
 T.push\_back(frt[bgn].out\_e[i]);  
 }  
 //if small road is shorter  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(frt[bgn].in\_e[i] == MAX)  
 continue;  
 int dis = frt[bgn].in\_e[i] \* frt[bgn].in\_e[i];  
 if(dis < T[i])  
 {  
 T[i] = dis;  
 //store the fatigue value  
 doubleT[i] = frt[bgn].in\_e[i];  
 }  
 }  
 int p = bgn;  
 bool flag = false;  
 D[bgn] = true;  
 while(true)  
 {  
 int p\_last = p;  
 int min = -1;  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(D[i])  
 continue;  
 if(min == -1 || T[i] < min)  
 {  
 min = T[i];  
 p = i;  
 //if drive on big road  
 flag = doubleT[i] > 0;  
 }  
 }  
 if(min == -1)  
 break;  
 cout<<"from "<<p\_last + 1<<" to "<<p + 1<<" by road ";  
 if(flag)  
 cout<<1;  
 else  
 cout<<0;  
 cout<<" totally cost "<<T[p]<<endl;  
 //if this time on small road  
 if(flag)  
 {  
 int t = doubleT[p];  
 for(int i = 0;i < nd\_num;i++)  
 {  
 doubleT[i] = t;  
 }  
 } else{  
 //clear the fatigue value  
 for(int i = 0;i < nd\_num;i++)  
 {  
 doubleT[i] = 0;  
 }  
 }  
 //refresh distance  
 for(int i = 0;i < nd\_num;i++)  
 {  
 if(D[i])  
 continue;  
 if(frt[p].in\_e[i] == MAX)  
 {  
 if(T[i] > T[p] + frt[p].out\_e[i])  
 {  
 T[i] = T[p] + frt[p].out\_e[i];  
 doubleT[i] = 0;  
 }  
 } else {  
 int dis = (frt[p].in\_e[i] + 2 \* doubleT[i]) \* frt[p].in\_e[i];  
 if (dis > frt[p].out\_e[i]) {  
 if (T[i] > T[p] + frt[p].out\_e[i]) {  
 T[i] = T[p] + frt[p].out\_e[i];  
 doubleT[i] = 0;  
 }  
 } else {  
 if (T[i] > T[p] + dis) {  
 T[i] = T[p] + dis;  
 doubleT[i] += frt[p].in\_e[i];  
 }  
 }  
 }  
 }  
 D[p] = true;  
 }  
 return true;  
}  
  
bool GNode::show() {  
 cout<<"node : "<<data<<" site : "<<site;  
  
 return true;  
}  
int main()  
{  
 std::string filename = "road13.txt";  
 my\_Graph g(filename);  
 std::vector<int> T;  
 g.dijkstra(T,0);  
 cout<<T.back();  
  
 return 0;  
}

###### 测试样例与运行结果：

测试样例：

6 7

1 1 2 3

1 2 3 2

0 1 3 30

0 3 4 20

0 4 5 30

1 3 5 6

1 5 6 1

运行结果：

![](data:image/png;base64,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)

### 选做题第14题

###### 题目：跳一跳（选做）

问题描述

近来，跳一跳这款小游戏风靡全国，受到不少玩家的喜爱。 简化后的跳一跳规则如下：玩家每次从当前方块跳到下一个方块，如果没有跳到下一个方块上则游戏结束。 如果跳到了方块上，但没有跳到方块的中心则获得1分；跳到方块中心时，若上一次的得分为1分或这是本局游戏的第一次跳跃则此次得分为2分，否则此次得分比上一次得分多两分（即连续跳到方块中心时，总得分将+2，+4，+6，+8…）。 现在给出一个人跳一跳的全过程，请你求出他本局游戏的得分（按照题目描述的规则）。

输入格式

输入包含多个数字，用空格分隔，每个数字都是1，2，0之一，1表示此次跳跃跳到了方块上但是没有跳到中心，2表示此次跳跃跳到了方块上并且跳到了方块中心，0表示此次跳跃没有跳到方块上（此时游戏结束）。

输出格式

输出一个整数，为本局游戏的得分（在本题的规则下）。

样例输入

1 1 2 2 2 1 1 2 2 0

样例输出

22

数据规模和约定

对于所有评测用例，输入的数字不超过30个，保证0正好出现一次且为最后一个数字。

###### 数据结构：线性表

###### 算法思想：

建立变量n = 2，读取数字：  
 1.读取到1，总分加1，将n更新为2  
 2.读取到2，总分加n，n = n \* 2  
 3.读取到0，结束

###### 算法时间复杂度：n

###### 具体实现：

//  
// Created by 97927 on 2019/12/27.  
//  
#include <iostream>  
#include <vector>  
#include "my\_Queue.h"  
using namespace std;  
  
int sore[3] = {0,1,2};  
int main()  
{  
 int nm;  
 cin>>nm;  
 int sum = 0;  
 while(nm != 0)  
 {  
 if(nm == 1)  
 {  
 sum += 1;  
 sore[1] = 2;  
 }  
 else if(nm == 2)  
 {  
 sum += sore[1];  
 sore[1] += 2;  
 }  
 cin>>nm;  
 }  
 cout<<sum;  
  
 return 0;  
}

###### 测试样例与运行结果：

测试样例：

1 1 2 2 2 1 1 2 2 0

运行结果：

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAUgAAAArCAYAAAAaAxFzAAADWklEQVR4nO3dv28TZxzH8c8BiXEb27gBxzWOCyGqKDewVK3aNSpTsnVrtv4BtcQSNja6IPUPCBtsMMHEj4kBFZCgauJmiIrkpJYlK3EdRzL28nSIgSD0te+sysSX92uzvvc9nx7pPnr83A97vu87AQA+cORjHwAAHFQEJAAYCEgAMBCQAGAgIAHAQEACgIGABAADAQkAhmP9NnCure1L66qmpPhfs5pZjQXa8cB90xWVvq3vfWhkNXv/M8U87+D1HaZxcWkVbn+uRIA+IEqOZjKZq1bRTVdU+qGuicc5jc109OnLk/qkHfDkGqQvtaVXF4/pzN2CsqWUjp4rqxZPKV3rneND74v6uExXVPrmtbIPv9QXLzJKHanp1eyYMpvBwhyIip5nireRk7/RPdF0XIl/JQWYRAzc15jUzIO9bV2IByCH3hfhcXGure3zdaWfXtBkw5NzTW2db0mV4N8LREWgNchOvqHWTkzjIXc+aJ8kqbClajKtUyshu4fYF8lxObGrRjKtRLk7k/yxqdhafJAjBUZesIBMtqTd8UBrV/9H37ufeOHWvYbdF8lxSbbVqiSk70sq5RPy7+Q0nmwpvjNQnAMjLdBFms6ElF6bCLXjQfua362qnEurcPtsqBAYdl9Ux6WTfC2drqv5+wX5G3s/sZu5uFIlAhKHT9+AlDpqJ+OK7YTddbi+t1d3dwvy7yQCrc19jL53ojku4zvHpUZKk2XJqa3tS2XVKwX5Da5g4/DxrPdBvnebxxsBbhMZtK/t/631r1oHvi/q4yJ1Z52nux/+Kch/kui5PRBVZkACwGHHkzQAYCAgAcBAQAKAgYAEAAMBCQAGAhIADAQkABgISAAwEJAAYCAgAcBAQAKAoefbfFx+XlcuzynreXKuqkfXr+nepte3BgBRYM4gnctrYXFKD4tFFYtFXX8kzS0uKO9czxoARIUZkJ63qXu/3tDz7quxNqo1aWpK2T41AIiKwGuQ09lT0sofb0MxaA0ARlWggHRf/6zLczXdWn4WqgYAo6xvQObnl/TbT9Kt4vIHM8ReNQAYdT0DMj+/tDc7NMLRqgFAFNj/SbPvNp79/rz5i5arC2btxnPCEkA08J80AGDgSRoAMBCQAGAgIAHAQEACgIGABADDf8n/Nm4AHBnkAAAAAElFTkSuQmCC)

### 选做题第16题

###### 题目：迷宫问题（选做）（栈与队列），（深度搜索，广度搜索）

[问题描述]

利用栈操作实现迷宫问题求解。

[基本要求]

（1）从文件中读取数据，生成模拟迷宫地图，不少于10行10列。

（2）给出任意入口和出口，显示输出迷宫路线。

###### 数据结构：数组

###### 算法思想：

利用深度优先遍历，广度优先遍历来寻找从起点到终点的道路

###### 算法时间复杂度：n

###### 具体实现：

opinion.cpp

//  
// Created by 97927 on 2020/1/2.  
//  
#include <iostream>  
#include <cstdlib>  
#include <cstdio>  
#include <string>  
#include <stack>  
#include <queue>  
#include <fstream>  
#include "function.h"  
using namespace std;  
  
#define MAZELENGTH 10  
#define MAZEWIDE 10  
  
/\*0 = road / 1 = wall / 2 = beginning / 3 = ending / 4 = road have go / 5 = bfs road\*/  
class bfsNode{  
public:  
 int n1,n2;  
 int p1,p2;//last node position  
 bfsNode(int d1 = -1,int d2 = -1,int d3 = -1,int d4 = -1)  
 {  
 n1 = d1;  
 n2 = d2;  
 p1 = d3;  
 p2 = d4;  
 }  
 bool set(int d1 = -1,int d2 = -1,int d3 = -1,int d4 = -1)  
 {  
 n1 = d1;  
 n2 = d2;  
 p1 = d3;  
 p2 = d4;  
 }  
};  
class dfsNode{  
public:  
 int n1,n2;  
 int dir;//last direction  
 dfsNode(int d1 = -1,int d2 = -1,int d3 = -1)  
 {  
 n1 = d1;  
 n2 = d2;  
 dir = d3;  
 }  
 bool operator=(const dfsNode &d)  
 {  
 n1 = d.n1;  
 n2 = d.n2;  
 dir = d.dir;  
 return true;  
 }  
};  
  
bool bfsTraverse(int maze[][MAZELENGTH],int begin1,int begin2)  
{  
 queue<bfsNode> que;  
 stack<bfsNode> s;  
 bfsNode p;  
 que.push(bfsNode(begin1, begin2));  
 while(!que.empty())  
 {  
 p = que.front();  
 que.pop();  
 s.push(p);  
  
 if(p.n2 - 1 > -1)  
 {  
 //find the end  
 if(maze[p.n1][p.n2 - 1] == 3)  
 break;  
 if(maze[p.n1][p.n2 - 1] == 0)  
 {  
 bfsNode nw(p.n1, p.n2 - 1, p.n1, p.n2);  
 que.push(nw);  
 maze[p.n1][p.n2 - 1] = 4;  
 }  
 }  
 if(p.n1 - 1 > -1)  
 {  
 //find the end  
 if(maze[p.n1 - 1][p.n2] == 3)  
 break;  
 if(maze[p.n1 - 1][p.n2] == 0)  
 {  
 bfsNode nw(p.n1 - 1, p.n2, p.n1, p.n2);  
 que.push(nw);  
 maze[p.n1 - 1][p.n2] = 4;  
 }  
 }  
 if(p.n1 + 1 < MAZEWIDE)  
 {  
 //find the end  
 if(maze[p.n1 + 1][p.n2] == 3)  
 break;  
 if(maze[p.n1 + 1][p.n2] == 0)  
 {  
 bfsNode nw(p.n1 + 1, p.n2, p.n1, p.n2);  
 que.push(nw);  
 maze[p.n1 + 1][p.n2] = 4;  
 }  
 }  
 if(p.n2 + 1 < MAZELENGTH)  
 {  
 //find the end  
 if(maze[p.n1][p.n2 + 1] == 3)  
 break;  
 if(maze[p.n1][p.n2 + 1] == 0)  
 {  
 bfsNode nw(p.n1, p.n2 + 1, p.n1, p.n2);  
 que.push(nw);  
 maze[p.n1][p.n2 + 1] = 4;  
 }  
 }  
 }  
 if(!que.empty())  
 {  
 //find the road  
 int node1 = p.p1,node2 = p.p2;  
 maze[p.n1][p.n2] = 5;  
 while(!s.empty())  
 {  
 bfsNode pause;  
 pause = s.top();  
 s.pop();  
 if(maze[pause.n1][pause.n2] == 4)  
 maze[pause.n1][pause.n2] = 0;  
 //find the last node  
 if(pause.n1 == node1 && pause.n2 == node2)  
 {  
 maze[pause.n1][pause.n2] = 5;  
 node1 = pause.p1;  
 node2 = pause.p2;  
 }  
 }  
 }  
 else{  
 cout<<"don't have way"<<endl;  
 return false;  
 }  
 //restitute the maze  
 while(!que.empty())  
 {  
 bfsNode pause;  
 pause = que.front();  
 que.pop();  
 if(maze[pause.n1][pause.n2] == 4)  
 maze[pause.n1][pause.n2] = 0;  
 }  
  
 return true;  
}  
  
bool dfsTraverse(int maze[][MAZELENGTH],int begin1,int begin2)  
{  
 stack<dfsNode> s;  
 bool flag = true;  
 bool end = false;  
 s.push(dfsNode(begin1,begin2,0));  
 while(!s.empty()) {  
 dfsNode p;  
 int dir;  
 //don't need to change direction  
 if (flag) {  
 dir = 0;  
 } else {  
 dir = s.top().dir;  
 maze[s.top().n1][s.top().n2] = 0;  
 s.pop();  
 }  
 p = s.top();  
 switch (dir) {  
 case 0 : {  
 if (p.n1 + 1 < MAZEWIDE) {  
 if (maze[p.n1 + 1][p.n2] == 3)  
 {  
 end = true;  
 break;  
 }  
 if (maze[p.n1 + 1][p.n2] == 0) {  
 s.push(dfsNode(p.n1 + 1, p.n2, 1));  
 maze[p.n1 + 1][p.n2] = 5;  
 flag = true;  
 break;  
 }  
 }  
 }  
 case 1 : {  
 if (p.n2 - 1 > 0) {  
 if (maze[p.n1 + 1][p.n2] == 3)  
 {  
 end = true;  
 break;  
 }  
 if (maze[p.n1][p.n2 - 1] == 0) {  
 s.push(dfsNode(p.n1, p.n2 - 1, 2));  
 maze[p.n1][p.n2 - 1] = 5;  
 flag = true;  
 break;  
 }  
 }  
 }  
 case 2 : {  
 if (p.n1 - 1 > 0) {  
 if (maze[p.n1 + 1][p.n2] == 3)  
 {  
 end = true;  
 break;  
 }  
 if (maze[p.n1 - 1][p.n2] == 0) {  
 s.push(dfsNode(p.n1 - 1, p.n2, 3));  
 maze[p.n1 - 1][p.n2] = 5;  
 flag = true;  
 break;  
 }  
 }  
 }  
 case 3 : {  
 if (p.n2 + 1 < MAZEWIDE) {  
 if (maze[p.n1 + 1][p.n2] == 3)  
 {  
 end = true;  
 break;  
 }  
 if (maze[p.n1][p.n2 + 1] == 0) {  
 s.push(dfsNode(p.n1, p.n2 + 1, 4));  
 maze[p.n1][p.n2 + 1] = 5;  
 flag = true;  
 break;  
 }  
 }  
 }  
 default: {  
 flag = false;  
 }  
 }  
 if(end)  
 break;  
 }  
 if(s.empty())  
 {  
 cout<<"don't have way"<<endl;  
 return false;  
 }  
 return true;  
}  
  
int main()  
{  
 ifstream in("maze.txt");  
 int maze[MAZEWIDE][MAZELENGTH] = {0};  
 for(int i = 0;i < MAZEWIDE;i++)  
 {  
 for(int k = 0;k < MAZELENGTH;k++)  
 {  
 int node;  
 in>>node;  
 maze[i][k] = node;  
 }  
 }  
 in.close();  
 //printf the maze  
 for(int i = 0;i < MAZEWIDE;i++)  
 {  
 for(int k = 0;k < MAZELENGTH;k++)  
 {  
 switch (maze[i][k]) {  
 case 0 :  
 cout<<"o ";  
 break;  
 case 1 :  
 cout<<'\24'<<" ";  
 break;  
 case 2 :  
 cout<<"B ";  
 break;  
 case 3 :  
 cout<<"$ ";  
 break;  
 case 4 :  
 case 5 :  
 cout<<"\* ";  
 break;  
 }  
 }  
 cout<<endl;  
 }  
 int node1,node2,node3,node4;  
 while(true)  
 {  
 node1 = getInt("beginning node's raw");  
 node2 = getInt("beginning node's column");  
 //array site  
 if(maze[node1 - 1][node2 - 1] == 0)  
 {  
 maze[node1 - 1][node2 - 1] = 2;  
 break;  
 }  
 cout<<"This node is wall"<<endl;  
 }  
 while(true)  
 {  
 node3 = getInt("ending node's raw");  
 node4 = getInt("ending node's column");  
 if(maze[node3 - 1][node4 - 1] == 0)  
 {  
 maze[node3 - 1][node4 - 1] = 3;  
 break;  
 }  
 cout<<"This node is wall"<<endl;  
 }  
 //show the road  
 if(bfsTraverse(maze, node1 - 1, node2 - 1))  
 {  
 maze[node1 - 1][node2 - 1] = 2;  
 for(int i = 0;i < MAZEWIDE;i++)  
 {  
 for(int k = 0;k < MAZELENGTH;k++)  
 {  
 switch (maze[i][k]) {  
 case 0 :  
 cout<<"o ";  
 break;  
 case 1 :  
 cout<<'\24'<<" ";  
 break;  
 case 2 :  
 cout<<"B ";  
 break;  
 case 3 :  
 cout<<"$ ";  
 break;  
 case 4 :  
 case 5 :  
 cout<<"\* ";  
 break;  
 }  
 }  
 cout<<endl;  
 }  
 }  
  
 return 0;  
}

###### 测试样例与运行结果：

测试样例：

1 1 1 1 1 1 1 1 1 1 1 0 0 1 0 0 0 1 0 1 1 0 0 1 0 0 0 1 0 1 1 0 0 0 0 1 1 0 0 1 1 0 1 1 1 0 0 0 0 1 1 0 0 0 1 0 0 0 0 1 1 0 1 0 0 0 1 0 0 1 1 0 1 1 1 0 1 1 0 1 1 1 0 0 0 0 0 0 0 1 1 1 1 1 1 1 1 1 1 1

运行结果：

广度优先遍历：
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深度优先遍历：
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### 选做题第19题

###### 题目：B-树应用 （选做） （查找）

[问题描述]

设计并实现B-树的一种应用。

[基本要求]

（1）从文件中读取数据

（2）实现B-树的插入、删除、查找功能。

###### 数据结构：树

###### 算法思想：

每个节点存储个数为n  
插入：  
 查找该数字要插入的位置，进行判断：  
 1.该位置的数字个数 < n，直接插入该数字  
 2.该位置的数字个数 = n，将该位置的数与要插入的数字进行排序，取中位 数，建立两棵子树，左子树存储小于中位数的数，右子树存储大于中位数的 数，将中位数存储到该树的父节点中，两棵子树指向父节点，对父节点进行判 断：  
 2.1.父节点的数字个数 < n,直接 插入中位数  
 2.2.父节点的数字个数 = n，按上述过程分裂  
删除：  
 查找该数字的位置，进行判断：  
 1.该位置在叶节点，且该节点数字个数大于n / 2 + 1，直接删除  
 2.该位置在叶节点，且该节点数字个数为n / 2，对左兄弟树进行判断：  
 2.1.左兄弟树的数字个数大于n / 2 + 1,将父节点的数替换该数字， 左兄弟树最大的数替换父节点中的数  
 2.2.左兄弟树的数字个数等于n / 2 ,将父节点的数下移，与两棵子树 合并为一棵子树，指向父节点  
 3.该位置有子节点，用左子树的最大值代替该数，进行删除该最大值操作

###### 算法时间复杂度：

###### 具体实现：

opinion19.cpp

//  
// Created by 97927 on 2019/12/31.  
//  
#include <iostream>  
#include <cstdlib>  
#include <cstdio>  
#include <string>  
#include <vector>  
#include <queue>  
#include <fstream>  
  
using namespace std;  
  
class b\_Tree {  
private:  
 vector<int> data;  
 int size;//size of the tree  
 int nowsize;  
 vector<b\_Tree \*> child;  
 b\_Tree \*root;  
 b\_Tree \*pa;  
  
 b\_Tree \*upOn(b\_Tree \*p);//split to up  
 b\_Tree \*dowmDe(b\_Tree \* p,int &n);//merge to bottom  
 bool mergeTree(b\_Tree \*p1, b\_Tree \*p2, int pa\_dt);//merge the pa and child  
 //find this tree is the nth child of parent  
 int siteForParent(b\_Tree \* p)  
 {  
 int i = 0;  
 for(;i< p->pa->child.size();i++)  
 {  
 if(p->pa->child[i] == p)  
 break;  
 }  
 return i;  
 }  
 //find this data's site  
 int siteForDate(b\_Tree \* p,int dt)  
 {  
 for(int k = 0;k < p->data.size();k++)  
 {  
 if(p->data[k] == dt)  
 {  
 return k;  
 }  
 }  
 return -1;  
 }  
  
  
public:  
 //initial  
 b\_Tree(int dt, int sz, b\_Tree \*parent = nullptr) {  
 data.push\_back(dt);  
 size = sz;  
 nowsize = 1;  
 pa = parent;  
 root = this;  
 }  
 //initial  
 b\_Tree(int dt, int sz, b\_Tree \*parent, b\_Tree \*rt) {  
 data.push\_back(dt);  
 size = sz;  
 nowsize = 1;  
 pa = parent;  
 root = rt;  
 }  
 //initial  
 b\_Tree(vector<int> &dt, int sz, b\_Tree \*parent = nullptr) {  
 data.insert(data.begin(), dt.begin(), dt.end());  
 size = sz;  
 nowsize = 1;  
 pa = parent;  
 root = this;  
 }  
 //initial add child  
 bool inchild(vector<b\_Tree \*> &c) {  
 child.insert(child.end(), c.begin(), c.end());  
  
 return true;  
 }  
 //add new data  
 bool append(int dt) {  
 b\_Tree \*p = root;  
 while (p) {  
 //find the position  
 bool flag = false;  
 int i = 0;  
 while (i < p->data.size()) {  
 if (p->data[i] > dt) {  
 flag = true;  
 break;  
 }  
 i++;  
 }  
  
 if (p->child.empty()) {  
 //leaves  
 if (flag) {  
 //add to the ith position  
 p->data.insert(p->data.begin() + i, dt);  
 } else {  
 //add back  
 p->data.push\_back(dt);  
 }  
 //if this full out  
 b\_Tree \*q = upOn(p);  
 while (q) {  
 q = upOn(q);  
 }  
 break;  
 } else {  
 //find in child  
 if (!flag) {  
 p = p->child.back();  
 } else {  
 p = p->child[i];  
 }  
 }  
 }  
 }  
  
 bool show() {  
 std::queue<b\_Tree \*> q;  
 b\_Tree \*p = root;  
 cout << "(";  
 for (int i = 0; i < p->data.size(); i++) {  
 cout << p->data[i] << ",";  
 }  
 cout << ")" << endl;  
 if (!p->child.empty()) {  
 for (int i = 0; i < p->child.size(); i++) {  
 q.push(p->child[i]);  
 }  
 }  
 q.push(nullptr);  
 while (!q.empty()) {  
 p = q.front();  
 if (p == nullptr) {  
 q.pop();  
 cout << endl;  
 if (!q.empty())  
 q.push(nullptr);  
 continue;  
 }  
 cout << "(";  
 for (int i = 0; i < p->data.size(); i++) {  
 cout << p->data[i] << ",";  
 }  
 cout << ")" << "\t";  
 q.pop();  
 if (!p->child.empty()) {  
 for (int i = 0; i < p->child.size(); i++) {  
 q.push(p->child[i]);  
 }  
 }  
 }  
 cout << endl << "levelOrderTraverse finish." << endl;  
  
 return true;  
 }  
 //delete data  
 bool delt(int dt)  
 {  
 b\_Tree \* p = root;  
 int i = 0;  
 while(p)  
 {  
 bool flag = false;  
 i = 0;  
 //find data  
 while (i < p->data.size()) {  
 if (p->data[i] >= dt) {  
 flag = true;  
 break;  
 }  
 i++;  
 }  
 if(p->data[i] == dt)  
 break;  
 if(!p->child.empty())  
 {  
 if (!flag) {  
 p = p->child.back();  
 } else {  
 p = p->child[i];  
 }  
 }  
 }  
 if(p->data[i] == dt)  
 {  
 int n = dt;  
 while(p)  
 {  
 p = dowmDe(p,n);  
 }  
 }  
 return true;  
 }  
};  
  
b\_Tree \*b\_Tree::upOn(b\_Tree \*p) {  
 b\_Tree \* q = nullptr;  
 if(p->data.size() > p->size) {  
 //split to two trees  
 vector<int> dt2;  
 int dt\_mi = p->data[size / 2];  
 int st = size / 2;  
 dt2.insert(dt2.begin(), p->data.begin() + st + 1, p->data.end());  
 p->data.erase(p->data.begin() + st, p->data.end());  
 b\_Tree \* t2 = new b\_Tree(dt2, size, p->pa);  
 if (!p->child.empty()) {  
 vector<b\_Tree \*> c2;  
 for(int i = st + 1;i < p->child.size();i++)  
 {  
 c2.push\_back(p->child[i]);  
 p->child[i]->pa = t2;  
 }  
 t2->inchild(c2);  
 p->child.erase(p->child.begin() + st + 1, p->child.end());  
 }  
 q = p->pa;  
 if(q)  
 { int i = 0;  
 while(i < q->data.size())  
 {  
 if(dt\_mi < q->data[i])  
 break;  
 i++;  
 }  
 q->data.insert(q->data.begin() + i,dt\_mi);  
 q->child.insert(q->child.begin() + i + 1,t2);  
 } else{  
 q = new b\_Tree(dt\_mi,size);  
 q->child.push\_back(p);  
 q->child.push\_back(t2);  
 p->pa = q;  
 t2->pa = q;  
 root = q;  
 return nullptr;  
 }  
 }  
 //up on to the parent node and deal with the parent node  
 return q;  
}  
  
b\_Tree \*b\_Tree::dowmDe(b\_Tree \*p, int &n) {  
 b\_Tree \* parent = p->pa;  
 int st = size / 2 - 1;  
 int dt\_st = siteForDate(p,n);  
 //if it is leaf  
 if(p->child.empty())  
 {  
 p->data.erase(p->data.begin() + dt\_st);  
 //if have n / 2 + 1 numbers  
 if(p->data.size() > st)  
 {  
 return nullptr;  
 }  
 else{  
  
 bool flag = false;  
 int i = siteForParent(p);  
 //if left tree have n / 2 + 1 numbers  
 if(parent->child[i + 1]->data.size() > st + 1)  
 {  
 flag = true;  
 }  
 if(flag)  
 {  
 //replace the number by parent number , replace the parent number by left tree number  
 p->data.push\_back(parent->data[i]);  
 parent->data.erase(parent->data.begin() + i);  
 parent->data.insert(parent->data.begin() + i,parent->child[i + 1]->data.front());  
 n = parent->child[i + 1]->data.front();  
 return parent->child[i + 1];  
 }  
 else{  
 //merge two trees  
 mergeTree(p,parent->child[i + 1],parent->data[i]);  
 parent->child.erase(parent->child.begin() + i);  
 n = parent->data[i];  
 return parent;  
 }  
 }  
 } else{  
 int nw\_dt = p->child[dt\_st]->data.back();  
 n = nw\_dt;  
 p->data[dt\_st] = nw\_dt;  
 return p->child[dt\_st];  
 }  
}  
//merge two trees and the parent number  
bool b\_Tree::mergeTree(b\_Tree \*p1, b\_Tree \*p2, int pa\_dt) {  
 p1->data.push\_back(pa\_dt);  
 p1->data.insert(p1->data.end(),p2->data.begin(),p2->data.end());  
 delete p2;  
}  
  
int main()  
{  
 int nm;  
 string filename("opinion19.txt");  
 ifstream in(filename);  
 in>>nm;  
 b\_Tree t(nm,3);  
 while(!in.eof())  
 {  
 in>>nm;  
 cout<<nm<<endl;  
 t.append(nm);  
 t.show();  
 }  
 in.close();  
 t.show();  
 t.delt(11);  
 t.show();  
 return 0;  
}

###### 测试样例与运行结果：

测试样例：

输入数据：4 9 2 6 13 12 1 3 5 8 15 11

删除：11

运行结果：
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### 课设心得：

在本次课程设计中，我一共完成了14道题目，包括8道必做题，6道选做题。总共完成5200行代码的编写。

本次课程设计我收获巨大。首先在课程设计中，我强化了自己的c++代码编写了能力。在课程设计中编写了5200行代码，是我在实践上对c++语言进行训练。同时，在课程设计中遇到的问题，通过搜索资料解决的过程中，也加深了我对这些知识的记忆。例如在课设之前，我并不了解windows系统这些自带的api，也不知道运作原理。通过柴华溢和郭世祺两位同学分享的资料，加上我自己搜索的资料，与尝试，我明白系统进程的运行原理，以及windows自带的api的使用方法。最后，我成功的做出了第一道题。

在编写第二题的过程中，我并没有认真考虑自己程序的健壮性。在同学给了我一些错误的数据的帮助下，我加强了程序的健壮性，也开始对健壮性有了一些更多的考虑。同时，该题加强了我对后缀表达式，中缀表达式和前缀表达式的认识。

在面对必做题第七题，公交车问题时，我一开始一筹莫展，不知如何进行解决。后来通过认真的回顾课本知识，发现了在图那一节讲到的深度优先遍历和广度优先遍历两个算法刚好适用于这个情况，解决了算法问题。但是单单知道算法并不是就代表完成了，因为这道题有本身的公交车语境，在实际的深度优先遍历中，需要沿着同一个公交线路去查找，而不是直接按照第一个相邻的点去查找，给问题的解决带来了一定的困难。最后，通过设计前序点，终于解决了这个比较困难的问题，也让自己的编程水平得到了一定的提升。

本次课程设计中，我也发现了算法知识只是一个解决问题的方法，并不是万能的。在实际的问题中，需要我们对算法进行一定的变形，才能更好的解决问题。正如我选做的第13道选做题，行车路线。需要我们对迪杰斯特拉算法按照实际题目的要求进行改进，才能解决这道问题。同时理论知识与实际使用中也有一定的差距。像我做的第七道题，我在查阅书本后明白这道题可以选择使用深度优先遍历和广度优先遍历，但是实际运用上，并不是像我想法中那样容易编写，我必须通过设计一些其他的辅助结构等，才能解决这个问题。

同时，我也学会了在解决问题中把问题抽象化为某类问题，拆分该问题，而不是直接就编写程序。例如我在写选做题第19题时，一开始冥思苦想，想要解决插入中分裂的时候，需要不断分裂的问题。后来我发现可以把该问题抽象为继续插入的问题，就不需要编写大量的代码来解决不断分裂的问题，而是将分裂后的插入当作一次新的插入，这样重新开始一次新的循环，就可以解决所遇到的这些问题，也不用重复编写大量的代码。这个道理在删除过程中同样适用。在删除中存在大量的情况，我把这个情况分解为该数在叶节点，与该数不在叶节点的情况，当该数不在叶节点，我只需要把叶节点的数换上来代替该数，然后将这个问题转化为删除叶节点的那个数的问题，计算机就会不断的自己进行循环迭代解决问题。在不使用栈进行排序也是这个思想。我在堆排序中的建堆函数返回了发生变化的数的位置，这样每次改变一个数时，计算机就能通过循环一直向下调整，直到该部分的树符合我们的要求。通过这种拆分问题，归类问题的方式，不仅大大提高了我代码的运行速度，也减少了代码的数量，避免更多的问题。

通过此次课程设计，我深深感受到自己实际的代码编写能力还有欠缺，并不想我想象中那么好，理论与实际结合也仍有需要改进的地方。所以很感谢此次课程设计给我的锻炼，加强了我的实践能力，也加深了我对本学期所学习的知识的理解。