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## Project Goal

The goal of the project is to predict the manner in which the 6 participants did the exercise which is identified by the “classe” variable in the training set.

# Input data and initial exploration

library(caret)

## Loading required package: lattice

## Loading required package: ggplot2

library(rattle)

## Rattle: A free graphical interface for data science with R.  
## Version 5.1.0 Copyright (c) 2006-2017 Togaware Pty Ltd.  
## Type 'rattle()' to shake, rattle, and roll your data.

training <- read.csv(url("https://d396qusza40orc.cloudfront.net/predmachlearn/pml-training.csv"))  
test <- read.csv(url("https://d396qusza40orc.cloudfront.net/predmachlearn/pml-testing.csv"))  
#colnames(training) - not printing the result

There are 159 variables in the dataset excluding the independent variable “classe”. Based on the cursory look, not all variables would be useful in predicting the “classe”. The following steps involve cleaning the data in order to only retain relevant variables for the prediction models.

# Cleaning data

Removing NAs from training and test data sets

trn <- training[, colSums(is.na(training)) == 0]  
tst <- test[, colSums(is.na(test)) == 0]

Removing Zero Covariates so only relevant variables/predictors can be used

newtraining <- nearZeroVar(trn, saveMetrics = TRUE)  
nztraining <- trn[, newtraining$nzv == FALSE]

# Crossvalidation

Splitting the training data into training and test so that the model that is developed can be tested prior to testing it with the final testing data set

subtrain <- createDataPartition(y=nztraining$classe, p = 0.7, list = FALSE)  
train1 <- nztraining[subtrain, ] [c(-1,-2,-3,-4,-5)]  
test1 <- nztraining[-subtrain, ] [c(-1,-2,-3,-4,-5)]

# Algorithm Selection

The data definitely seems to contain non-linear relationships. Since prediction with trees is more robust for regression as well as non-linear variable relationships, I tried the following three algorithms to evaluate the accuracy of each and then choose the best one.

# 1. Decision Trees Model (rpart)

set.seed(100)  
modfit\_rp <- train(classe ~ ., data = train1, method = "rpart")  
print(modfit\_rp$finalModel)

## n= 13737   
##   
## node), split, n, loss, yval, (yprob)  
## \* denotes terminal node  
##   
## 1) root 13737 9831 A (0.28 0.19 0.17 0.16 0.18)   
## 2) roll\_belt< 130.5 12573 8676 A (0.31 0.21 0.19 0.18 0.11)   
## 4) pitch\_forearm< -33.65 1091 8 A (0.99 0.0073 0 0 0) \*  
## 5) pitch\_forearm>=-33.65 11482 8668 A (0.25 0.23 0.21 0.2 0.12)   
## 10) magnet\_dumbbell\_y< 439.5 9711 6959 A (0.28 0.18 0.24 0.19 0.11)   
## 20) roll\_forearm< 123.5 6033 3566 A (0.41 0.18 0.18 0.17 0.061) \*  
## 21) roll\_forearm>=123.5 3678 2459 C (0.077 0.18 0.33 0.23 0.18) \*  
## 11) magnet\_dumbbell\_y>=439.5 1771 862 B (0.035 0.51 0.04 0.22 0.19) \*  
## 3) roll\_belt>=130.5 1164 9 E (0.0077 0 0 0 0.99) \*

plot(modfit\_rp$finalModel, uniform = TRUE)
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rattle::fancyRpartPlot(modfit\_rp$finalModel)

![](data:image/png;base64,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)

pred\_rp <- predict(modfit\_rp, newdata = test1)  
conmatrix\_rp <- confusionMatrix(pred\_rp, test1$classe)  
conmatrix\_rp

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction A B C D E  
## A 1532 497 481 435 159  
## B 19 377 37 178 147  
## C 118 265 508 351 300  
## D 0 0 0 0 0  
## E 5 0 0 0 476  
##   
## Overall Statistics  
##   
## Accuracy : 0.4916   
## 95% CI : (0.4787, 0.5044)  
## No Information Rate : 0.2845   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.3348   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: A Class: B Class: C Class: D Class: E  
## Sensitivity 0.9152 0.33099 0.49513 0.0000 0.43993  
## Specificity 0.6267 0.91972 0.78720 1.0000 0.99896  
## Pos Pred Value 0.4936 0.49736 0.32944 NaN 0.98960  
## Neg Pred Value 0.9489 0.85138 0.88073 0.8362 0.88786  
## Prevalence 0.2845 0.19354 0.17434 0.1638 0.18386  
## Detection Rate 0.2603 0.06406 0.08632 0.0000 0.08088  
## Detection Prevalence 0.5274 0.12880 0.26202 0.0000 0.08173  
## Balanced Accuracy 0.7709 0.62536 0.64116 0.5000 0.71944

# 2. Random Forest Model

This includes 10 fold cross validation (as higher as per literature was not anymore significant)

set.seed(100)  
modfit\_rf <- train(classe ~ ., data = train1, method = "rf", trControl = trainControl(method = "cv", 10), ntree = 100)  
pred\_rf <- predict(modfit\_rf, newdata = test1)  
conmatrix\_rf <- confusionMatrix(pred\_rf, test1$classe)  
conmatrix\_rf

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction A B C D E  
## A 1674 0 0 0 0  
## B 0 1139 2 0 0  
## C 0 0 1021 4 0  
## D 0 0 3 960 1  
## E 0 0 0 0 1081  
##   
## Overall Statistics  
##   
## Accuracy : 0.9983   
## 95% CI : (0.9969, 0.9992)  
## No Information Rate : 0.2845   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.9979   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: A Class: B Class: C Class: D Class: E  
## Sensitivity 1.0000 1.0000 0.9951 0.9959 0.9991  
## Specificity 1.0000 0.9996 0.9992 0.9992 1.0000  
## Pos Pred Value 1.0000 0.9982 0.9961 0.9959 1.0000  
## Neg Pred Value 1.0000 1.0000 0.9990 0.9992 0.9998  
## Prevalence 0.2845 0.1935 0.1743 0.1638 0.1839  
## Detection Rate 0.2845 0.1935 0.1735 0.1631 0.1837  
## Detection Prevalence 0.2845 0.1939 0.1742 0.1638 0.1837  
## Balanced Accuracy 1.0000 0.9998 0.9972 0.9975 0.9995

# 3. Gradient Boosting Model including cross validation

set.seed(100)  
modfit\_gbm <- train(classe ~ ., data = train1, method = "gbm", verbose = FALSE, trControl = trainControl(method = "repeatedcv", 10, repeats = 1))  
print(modfit\_gbm$finalModel)

## A gradient boosted model with multinomial loss function.  
## 150 iterations were performed.  
## There were 53 predictors of which 45 had non-zero influence.

pred\_gbm <- predict(modfit\_gbm, newdata = test1)  
conmatrix\_gbm <- confusionMatrix(pred\_gbm, test1$classe)  
conmatrix\_gbm

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction A B C D E  
## A 1671 12 0 0 0  
## B 3 1124 17 7 9  
## C 0 3 1008 13 3  
## D 0 0 1 944 15  
## E 0 0 0 0 1055  
##   
## Overall Statistics  
##   
## Accuracy : 0.9859   
## 95% CI : (0.9825, 0.9888)  
## No Information Rate : 0.2845   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.9822   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: A Class: B Class: C Class: D Class: E  
## Sensitivity 0.9982 0.9868 0.9825 0.9793 0.9750  
## Specificity 0.9972 0.9924 0.9961 0.9967 1.0000  
## Pos Pred Value 0.9929 0.9690 0.9815 0.9833 1.0000  
## Neg Pred Value 0.9993 0.9968 0.9963 0.9959 0.9944  
## Prevalence 0.2845 0.1935 0.1743 0.1638 0.1839  
## Detection Rate 0.2839 0.1910 0.1713 0.1604 0.1793  
## Detection Prevalence 0.2860 0.1971 0.1745 0.1631 0.1793  
## Balanced Accuracy 0.9977 0.9896 0.9893 0.9880 0.9875

# Final Prediction

Based on the highest prediction Accuracy of 0.9969, I chose to apply the Random Forest algorithm to the Test data set.The Accuracy of the Decision Tree Model was 0.4975 while the GBM model had an accuracy of 0.9869.The out of sample error of the Random Forest model is estimated to be 0.31% (1-0.9969).

pred\_rf\_test <- predict(modfit\_rf, newdata=tst)  
pred\_rf\_test

## [1] B A B A A E D B A A B C B A E E A B B B  
## Levels: A B C D E