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**class DetentionCell {**

String Klingon; *// Holds "essence de Klingon!"*

DetentionCell next = null*; // Pointer to next node in list.*

DetentionCell( ) { }

DetentionCell(String c, DetentionCell cell) {Klingon = c; next = cell; }
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**}**

**class CellList {**

private DetentionCell head = null;

**public CellList( )** **{ }**

**public CellList(String c)** **{** head = new DetentionCell(c, null); **}**

**public DetentionCell first( ) {** return head; **}** *// Return pointer to first node.*

**public boolean isEmpty() {** return( head == null); **}**

**public DetentionCell last(){** *// Return last node.*

DetentionCell p = head;

while( p != null && p.next != null ) p = p.next; return p;

**}**

**public DetentionCell find(String c*){*** *// Return pointer to specific node.*

for(DetentionCell p = head; p != null; p = p.next)

if( p.Klingon.equalsIgnoreCase(c) ) return p; *//Found.*

return null; *// C not in list.*

**}**

**public void deleteHead(){** if( head != null) head = head.next; }

**public void insertHead(String c){** head = new DetentionCell(c, head ); **}**

**public String toString(){** return toString(head); **}** *// Print whole list*.

**public String toString(DetentionCell p) {** *// From node p on in list.*

String s = "[ ";

while( p != null ){

s = s + p.Klingon; if ( (p = p.next) != null ) s = s + ", ";

}

return( s + " ]");

**}**

**}**

import java.applet.Applet;

import java.awt.Graphics;

**public class TestCharList extends Applet {**

**public void paint(Graphics g) {**

int xAxis = 10, yAxis = 0;

CellList a = new CellList("Joe Klingon");

a.insertHead("Betty Klingon");

a.insertHead("Tally Ho");

g.drawString( "a = " + a.toString(), xAxis, yAxis += 15 );

a.deleteHead();

g.drawString( "a = " + a.toString(), xAxis, yAxis += 15 );

a.insertHead("Phasor Blast");

g.drawString( "a = " + a.toString(), xAxis, yAxis +=15 );

a.insertHead("Totally Cool");

g.drawString( "a = " + a.toString(), xAxis, yAxis +=15 );

DetentionCell pt = a.find("Betty Klingon");

g.drawString("from Betty = " + a.toString( pt ), xAxis , yAxis += 15 );

g.drawString("last node" + a.toString( a.last() ), xAxis, yAxis += 15 );
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**}**

**}**

/\*

class TestCharList{

public static void main(String args[]){

CellList a = new CellList("Joe Klingon");

a.insertHead("Betty Klingon");

a.insertHead("Tally Ho");

System.out.println( "a = " + a.toString() );

a.deleteHead();

System.out.println( "a = " + a.toString() );

a.insertHead("Phasor Blast");

System.out.println( "a = " + a.toString() );

a.insertHead("Totally Cool");

DetentionCell pt = a.find("Betty Klingon");

System.out.println( "a = " + a.toString() );

System.out.println("from Betty = " + a.toString( pt ) );

System.out.println("last node" + a.toString( a.last() ) );

}

}

\*/
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// Class ListNode and class List definitions

**class ListNode {**

// package access data so class List can access it directly

**String KlingonName;**

**ListNode next;**

// Constructor: Create a ListNode that refers to a Klingon.

**ListNode( String Name ) { this( Name, null ); }**

// Constructor: Create a ListNode that refers to Klingon (Name) and

// to the next ListNode in the list (nextNode).

**ListNode( String Name, ListNode nextNode ) {**

KlingonName = Name; // this node refers to Object o

next = nextNode; // set next to refer to next

**}**

// Return the Object in this node

**String getKlingon() { return KlingonName; }**

// Return the next node

**ListNode getnext() { return next; }**

**}**

// Class List definition

**public class KlingonList {**

**private ListNode firstNode;**

**private ListNode lastNode;**

**private String name;** // String like "list" used in printing

// Constructor: Construct an empty List with s as the name

**public KlingonList( String s ) {**

name = s; firstNode = lastNode = null;

**}**

// Constructor: Construct an empty List with

// "KlingonList" as the name

**public KlingonList() { this( "KlingonList" ); }**

// Insert an Object at the front of the list. If list is empty, firstNode and

// lastNode refer to same Object. Otherwise, firstNode refers to new node.

// Declared to make multithread safe if multiple threads

// attempt to access the list simultaneously.

**public void insertAtFront( String Name ) {**

if ( isEmpty() )

firstNode = lastNode = new ListNode( Name );

else

firstNode = new ListNode( Name, firstNode );

**}**

// Insert an Object at the end of the list. If List is empty, firstNode and lastNode

// refer to same Object. Otherwise, lastNode's next instance variable refers to

// new node.

**public void insertAtBack( String Name ) {**

if ( isEmpty() )

firstNode = new ListNode( Name );

else

lastNode = lastNode.next = new ListNode( Name );

**}**

// Remove the first node from the List.

**public String removeFromFront() {**

String removeName = "";

if ( isEmpty() ) return "";

removeName = firstNode.KlingonName; // retrieve the data

// reset the firstNode and lastNode references

if ( firstNode.next == null )

firstNode = lastNode = null;

else

firstNode = firstNode.next;

return removeName;

**}**

// Remove the last node from the List.

**public String removeFromRear( ){**

String removeName = "";

if ( isEmpty() ) return "";

removeName = lastNode.KlingonName; // retrieve the data

// reset the firstNode and lastNode references

if ( firstNode.equals( lastNode ) )

firstNode = lastNode = null;

else {

ListNode current = firstNode;

while ( current.next != lastNode )

current = current.next;

lastNode = current;

current.next = null;

}

return removeName;

**}**

// Return true if the List is empty

**public boolean isEmpty() { return firstNode == null; }**

// Output the List contents

**public void print() {**

if ( isEmpty() ) {

System.out.println( "Empty " + name ); return;

}

System.out.print( "The " + name + " is: " );

ListNode current = firstNode;

while ( current != null ) {

System.out.print( current.KlingonName + " " );

current = current.next;

}

System.out.println( "\n" );

**}**

**}**

**public class KlingonTest {**

**public static void main( String args[] ) {**

KlingonList List = new KlingonList(); // create the List container

// Create objects to store in the List

Boolean b = new Boolean( true );

String aName = new String("Bob");

// Use the List insert methods

List.insertAtFront( aName ); List.print();

List.insertAtFront( "Betty" ); List.print();

List.insertAtBack( "Cathy" ); List.print();

List.insertAtBack( "Daniel" ); List.print();

// Use the List remove methods

String removedKlingon;

removedKlingon = List.removeFromFront();

System.out.println( removedKlingon + " removed" ); List.print();

removedKlingon = List.removeFromFront();

System.out.println( removedKlingon + " removed" ); List.print();

removedKlingon = List.removeFromRear();

System.out.println( removedKlingon + " removed" ); List.print();

removedKlingon = List.removeFromRear();

System.out.println( removedKlingon + " removed" ); List.print();

**}**

**}**

![](data:image/png;base64,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)

**class ListNode {**

// package access data so class List can access it directly

**Object data; // *May point to any object!***

**ListNode next;**

// Constructor: Create a ListNode that refers to Object o.

**ListNode( Object o ) { this( o, null ); }**

// Constructor: Create a ListNode that refers to Object o and

// to the next ListNode in the List.

**ListNode( Object o, ListNode nextNode ) {**

data = o; // this node refers to Object o

next = nextNode; // set next to refer to next

**}**

**Object getObject() { return data; }**  // Return the Object in this node

**ListNode getnext() { return next; }**  // Return the next node

**}**

// Class List definition

**public class List {**

**private ListNode firstNode;**

**private ListNode lastNode;**

**private String name;** // String like "list" used in printing

// Constructor: Construct an empty List with s as the name

**public List( String s ) {** name = s; firstNode = lastNode = null; **}**

// Constructor: Construct an empty List with

// "list" as the name

**public List() { this( "list" ); }**

// Insert an Object at the front of the List. // If List is empty, firstNode and lastNode

// refer to same Object. Otherwise, firstNode refers to new node. Declared to make

// multithread safe if multiple threads attempt to access the list simultaneously.

**public synchronized void insertAtFront( Object insertItem ) {**

if ( isEmpty() )

firstNode = lastNode = new ListNode( insertItem );

else

firstNode = new ListNode( insertItem, firstNode );

**}**

// Insert an Object at the end of the List. If List is empty, firstNode and lastNode refer

// to same Object. Otherwise, lastNode's next instance variable refers to new node.

**public synchronized void insertAtBack( Object insertItem ) {**

if ( isEmpty() )

firstNode = new ListNode( insertItem );

else

lastNode = lastNode.next = new ListNode( insertItem );

**}**

// Remove the first node from the List.

**public synchronized Object removeFromFront() {**

Object removeItem = null;

if ( isEmpty() ) return null; // throw new EmptyListException( name );

removeItem = firstNode.data; // retrieve the data

// reset the firstNode and lastNode references

if ( firstNode.next == null )

firstNode = lastNode = null;

else

firstNode = firstNode.next;

return removeItem;

**}**

// Remove the last node from the List.

**public synchronized Object removeFromBack() throws EmptyListException {**

Object removeItem = null;

if ( isEmpty() ) throw new EmptyListException( name );

removeItem = lastNode.data; // retrieve the data

// reset the firstNode and lastNode references

if ( firstNode.equals( lastNode ) )

firstNode = lastNode = null;

else {

ListNode current = firstNode;

while ( current.next != lastNode )

current = current.next;

lastNode = current;

current.next = null;

}

return removeItem;

**}**

// Return true if the List is empty

**public boolean isEmpty() { return firstNode == null; }**

// Output the List contents

**public void print() {**

if ( isEmpty() ) {

System.out.println( "Empty " + name );

return;

}

System.out.print( "The " + name + " is: " );

ListNode current = firstNode;

while ( current != null ) {

System.out.print( current.data.toString() + " " ); current = current.next;

}

System.out.println( "\n" );

}

**}**

// Class ListTest

**public class ListTest {**

**public static void main( String args[] ) {**

List objList = new List(); // create the List container

// Create objects to store in the List

**Boolean b = new Boolean( true );**

**Character c = new Character( '$' );**

**Integer i = new Integer( 34567 );**

**String s = new String( "hello" );**

// Use the List insert methods

**objList.insertAtFront( b ); objList.print();**

**objList.insertAtFront( c ); objList.print();**

**objList.insertAtBack( i ); objList.print();**

**objList.insertAtBack( s ); objList.print();**

// Use the List remove methods

Object removedObj;

try {

removedObj = objList.removeFromFront();

System.out.println( removedObj.toString() + " removed" );

objList.print();

removedObj = objList.removeFromFront();

System.out.println( removedObj.toString() + " removed" );

objList.print();

removedObj = objList.removeFromBack();

System.out.println( removedObj.toString() + " removed" );

objList.print();

removedObj = objList.removeFromBack();

System.out.println( removedObj.toString() + " removed" );

objList.print();

}

catch ( EmptyListException e ) {

System.err.println( "\n" + e.toString() );

}

}

}

import java.applet.Applet;
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import java.awt.Graphics;

**public class simpleBubbleSort extends Applet {**

**public void paint( Graphics g ){**

**int grades[ ]** = { 87, 56, 96, 78, 88, 96, 73 };

print( **g**, "Original", **grades**, 10, 10 );

bubbleSort( **grades** );

print( **g**, "Sorted", **grades**, 60, 10 );

**}**

**public void print( Graphics g, String message, int array[ ], int row, int col ){**

g.drawString( message, row, col);

row += 6; col += 15;

for(int pt = 0; pt < **array.length**; pt++) {

g.drawString( String.valueOf( **array[pt]** ), row, col );

col += 10;

}

**}**

**private void bubbleSort( int grades[] ){** *// Ascending order.*

boolean switched = true; *// Stop if nothing is switched during a pass.*

int temp; *// Maximum length – 1 passes.*

for( int pass = grades.length; (pass > 0) && switched; pass--){

switched = false; *// At top nothing switched.*

for(int k = 0; k < (pass - 1); k++){

if(grades[k] > grades[k+1] ){

temp = grades[k];

grades[k] = grades[k+1]; grades[k+1] = temp;

switched = true;

}

}

}

**}**

**}**

import java.awt.\*; // In file Airline.java

import java.applet.Applet;

import java.util.\*;

class Reservation{

int flightNumber;

String dateOfTravel;

String seatNumber;

public Reservation(){

flightNumber = 0; dateOfTravel = "unscheduled"; seatNumber = "no seat";

}

public Reservation(int flightNum, String travDate, String seat){

System.out.println(" ");

System.out.println("Reservation recorded!");

flightNumber = flightNum; dateOfTravel = travDate;

seatNumber = seat;

}

public String toString(){

return ("Flight " + flightNumber + " " +

dateOfTravel + " " + seatNumber);

}

}

class BasicReservation extends Reservation{

public BasicReservation(){ super(); }

public BasicReservation(int flightNum, String travDate, String seat){

flightNumber = flightNum; dateOfTravel = travDate;

seatNumber = seat;

// super(flighNumber, travDate, seat); would be more object oriented.

}

public String toString(){return "Basic: " + super.toString();}

}

class NiceReservation extends Reservation{

String seatType;

String meal;

public NiceReservation(){

super(); seatType = "plain"; meal = "yucky";

}

public NiceReservation(int flightNum, String travDate, String seat,

String seatLoc, String mealOrdered){

super(flightNum, travDate, seat);

seatType = seatLoc; meal = mealOrdered;

}

public String toString(){

return "Nice " + super.toString()+ " " +

seatType + " " + meal;

}

}

class PoshReservation extends NiceReservation{

String Destination;

PoshReservation(int flightNum, String travDate, String seat,

String seatLoc, String mealOrdered, String goingTo){

super(flightNum, travDate, seat, seatLoc, mealOrdered);

Destination = goingTo;

}

public String toString(){

return "Posh " + super.toString() + " " + Destination;

}

}

**public class Airline extends Applet{**

Reservation rev1; BasicReservation basic1; NiceReservation nice1; PoshReservation posh1;

**public void init(){**  // Compile time binding.

rev1 = new Reservation( 1124, "1/15/98", "A23");

basic1 = new BasicReservation( 1125, "1/23/98", "C12");

nice1 = new NiceReservation(2236, "1/23/99", "A4", "Business Class", "Fish");

posh1 = new PoshReservation(3724, "1/23/98", "A3", "First Class", "Steak", "Grand Canyon");

**}**

**public void paint(Graphics g){**  // Compile time binding.

int xPos = 10, yPos = 10;

g.drawString( rev1.toString(), xPos, yPos += 15);

g.drawString( basic1.toString(), xPos, yPos += 15 );

g.drawString( nice1.toString(), xPos, yPos += 15 );

g.drawString( posh1.toString(), xPos, yPos += 15);

Reservation rev[ ] = new Reservation[5];

rev[0] = rev1;

rev[1] = basic1;

rev[2] = nice1;

rev[3] = posh1;

rev[4] = basic1;

g.drawString( "Start polymorphic calls: ", xPos, yPos +=30 );

for(int i = 0; i < 5; i++) {

g.drawString( rev[i].toString(), xPos, yPos += 15); // Polymorphic call.

// An object always knows its class.

if (rev[i] instanceof BasicReservation)

g.drawString("A basic reservation", xPos + 20, yPos += 15);

else

g.drawString("Not a basic reservation", xPos + 20, yPos += 15);

![](data:image/png;base64,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)

}

}

}

import java.awt.\*;

import java.applet.Applet;

import java.util.\*;

public class Airline2 extends Applet{

Reservation rev1;

BasicReservation basic1;

NiceReservation nice1;

PoshReservation posh1;

public void init(){ // Compile time binding.

rev1 = new Reservation( 1124, "1/15/98", "A23");

basic1 = new BasicReservation( 1125, "1/23/98", "C12");

nice1 = new NiceReservation(2236, "1/23/99", "A4",

"Business Class", "Fish");

posh1 = new PoshReservation(3724, "1/23/98", "A3", "First Class",

"Steak", "Grand Canyon");

Reservation rev[] = new Reservation[5];

rev[0] = rev1; rev[1] = basic1; rev[2] = nice1; rev[3] = posh1;

rev[4] = basic1;

System.out.println("Polymorphic method invocation ");

for(int i = 0; i < 5; i++) {

System.out.println("rev[" + i + "] = " + rev[i].toString());

**// An object always knows its class.**

**if (rev[i] instanceof BasicReservation)**

**System.out.println("A basic reservation");**

**else**

**System.out.println("Not a basic reservation");**

}

System.out.println(" ");

System.out.println("After changing order of array contents.");

rev[0] = posh1; rev[1] = nice1; rev[2] = basic1; rev[4] = rev1;

for(int i = 0; i < 5; i++) {

System.out.println("rev[" + i + "] = " + rev[i].toString());

// An object always knows its class.

if (rev[i] instanceof BasicReservation)

System.out.println("A basic reservation");

else

System.out.println("Not a basic reservation");

}

}

}

**class BinaryTreeNode {**
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**BinaryTreeNode left, right;**

**private String name;**

**public BinaryTreeNode( String nam )**

**{** name = new String(nam); left = right = null; **}**

**public synchronized void insertBinaryTreeNode( String nam ) {**

if( nam.compareTo( name) < 0 ) { // name is < name

if( left == null )

left = new BinaryTreeNode( nam );

else

left.insertBinaryTreeNode( nam );

}

else if( nam.compareTo( name ) >= 0 ) { // nam >= name

if( right == null )

right = new BinaryTreeNode( nam );

else

right.insertBinaryTreeNode( nam );

}

**}**

**public synchronized String getName( ) { return name; }**

**}**

**public class BinaryTree {**

**private BinaryTreeNode root;**

**public BinaryTree( )** **{** root = null; **}**

**public synchronized void insertNode( String nam ) {**

if( root == null )

root = new BinaryTreeNode( nam );

else

root.insertBinaryTreeNode( nam );

**}**

**public void preorderTraversal( ) {** preorder( root ); **}**

**private void preorder( BinaryTreeNode nodePt ){**

if( nodePt == null ) return;

System.out.println( nodePt.getName() );

preorder( nodePt.left );

preorder( nodePt.right );

**}**

**public void inorderTraversal( ) {** inorder( root ); **}**

**private void inorder( BinaryTreeNode nodePt ){**

if( nodePt == null ) return;

inorder( nodePt.left );

System.out.println( nodePt.getName() );

inorder( nodePt.right );

**}**

**public void postorderTraversal( ) {** postorder( root ); **}**

**private void postorder( BinaryTreeNode nodePt ){**

if( nodePt == null ) return;

postorder( nodePt.left );
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postorder( nodePt.right );

System.out.println( nodePt.getName() );

**}**

**}**

**public class BinaryTreeTest {**

**public static void main( String args[ ] ) {**

**BinaryTree tree** = new **BinaryTree()**;

String faculty;

faculty = "Burris"; **tree.insertNode( faculty );**

**tree.insertNode ("Adams" ); tree.insertNode( "Smith" );**

**tree.insertNode( "Cooper ); tree.insertNode( "McCoy" );**

**tree.insertNode( "Carroll" ); tree.insertNode( "Ji" );**

**tree.insertNode( "Heartness" );**

System.out.println("\nPreorder Traversal ...");

**tree.preorderTraversal();**

System.out.println("\nInorder Traversal ... ");

**tree.inorderTraversal();**

System.out.println("\nPost Order Traversal ... ");

**tree.postorderTraversal();**

**}**

**}**

File Organization

And

Access Methods

Organization:

1. Sequential
2. Indexed
3. Relative

Access Methods:

1. Sequential
2. Random
3. Dynamic

--file: RelativeFiles.doc

Random Access Methods

Records are stored and retrieved on the basis of a predictable relationship between the key of the desired record and the location where the record is stored.

Methods

1. Direct: The user supplies either the direct address on the storage device of the desired record (e.g., on a disk the cylinder, track, and sector) or a virtual address that can be transformed easily to the actual address either by the system software or device hardware (e.g., a relative record number for conversion).
2. Dictionary Look-up.
3. Hashing or Calculation.

Relative Files

Traditional – Fixed Length Records

All space for file is typically allocated as a contiguous unit at the time the file is created.

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |
|  | Betty | Adam |  | Sue |  | Tom | ••• |
| Record  Number | 0 | 1 | 2 | 3 | 4 | 5 |  |
| Device  Address | 0 | 50 | 100 | 150 | 200 | 250 |  |

Loc[RECJ ] = Base + Offset

Offset = J \* number of characters in record

**Example:** Find relative record 3 assuming 50 characters per record starting at a base address of zero on the storage device.

**LOC[ REC3 ] = 0 + 3 \* 50 = 150**.

&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&

**Relative files may be based on a table lookup.** This is particularly attractive for:

1. variable length records,
2. in situations where dynamic storage allocation is desirable.

Storage Device Address

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  |  | Index |  |  |  |  |
|  | 0 | 336 |  | Adam | 105 |  |
|  | 1 | 105 |  |  |  |  |
|  | 2 |  |  |  |  |  |
|  | 3 | 768 |  | Betty | 336 |  |
|  | 4 |  |  |  |  |  |
|  | 5 |  |  |  |  |  |
|  | ••• |  |  | Sue | 768 |  |
|  |  |  |  |  |  |  |

**Sequential File Processing in Java**

// Create sequential file. Based on Deitel & Deitel, 2nd Ed., Ch. 15. Assume an employee

// record consists of an identification number, name, department, and payrate.

import java.io.\*;

import java.awt.\*;

import java.awt.event.\*;

**public class CreateSeqEmployeeFile extends Frame implements ActionListener {**

// TextFields where user enters account number, name, department and payrate.

private TextField empIDField, nameField, departmentField, payrateField;

private Button enter, // send record to file

done; // quit program
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**private DataOutputStream output;**

**public CreateSeqEmployeeFile() {**

super( "Create Employee File" );

// Open the file

try {

**output = new DataOutputStream(**

**new FileOutputStream( "employee.dat" ) );**

}

catch ( IOException e ) {

System.err.println( "File not opened properly\n" + e.toString() );

System.exit( 1 );

}

setSize( 300, 150 ); setLayout( new GridLayout( 5, 2 ) );

// create the components of the Frame

add( new Label( "Employee ID" ) );

empIDField = new TextField(); add( empIDField );

add( new Label( "Name" ) );

nameField = new TextField( 20 ); add( nameField );

add( new Label( "Department" ) );

departmentField = new TextField( 20 ); add( departmentField );

add( new Label( "Payrate" ) );

payrateField = new TextField( 20 ); add( payrateField );

enter = new Button( "Enter" ); enter.addActionListener( this ); add( enter );

done = new Button( "Done" ); done.addActionListener( this ); add( done );

setVisible( true );

**}**

**public void addRecord() {**

int empIDNumber = 0;

Double payrate;

if ( ! empIDField.getText().equals( "" ) ) {

try { // output the values to the file

empIDNumber = Integer.parseInt( empIDField.getText() );

if ( empIDNumber > 0 ) {

**output.writeInt( empIDNumber );**

**output.writeUTF( nameField.getText() );**

**output.writeUTF( departmentField.getText() );**

payrate = new Double ( payrateField.getText() );

**output.writeDouble( payrate.doubleValue() );**

}

// clear the TextFields

empIDField.setText( "" ); nameField.setText( "" );

departmentField.setText( "" ); payrateField.setText( "" );

}

catch ( NumberFormatException nfe ) {

System.err.println( "You must enter an integer employee ID!" );

}

catch ( IOException io ) {

System.err.println(

"Error during write to file\n" + io.toString() );

System.exit( 1 );

}

}

}

public void actionPerformed( ActionEvent e ) {

addRecord();

if ( e.getSource() == done ) {

try {

output.close();

}

catch ( IOException io ) {

System.err.println( "File not closed properly\n" + io.toString() );

}

System.exit( 0 );

}

**}**

**public static void main( String args[] ) {**

new CreateSeqEmployeeFile();

**}**

**}**

// This program reads a sequential file created by

// CreateSeqEmpFile.java and displays each record in text fields.

import java.io.\*;

import java.awt.\*;

import java.awt.event.\*;

**public class ReadSeqEmpFile extends Frame implements ActionListener {**

private TextField empIDField, nameField, departmentField, payrateField;

private Button next, // get next record in file

done; // quit program

**private DataInputStream input;**

**public ReadSeqEmpFile() {**

super( "Read Client File" );

try { // Open the file

**input = new DataInputStream(**

**new FileInputStream( "employee.dat" ) );**

}

catch ( IOException e ) {

System.err.println( "File not opened properly\n" + e.toString() );

System.exit( 1 );

}

setSize( 300, 150 ); setLayout( new GridLayout( 5, 2 ) );

// create the components of the Frame

add( new Label( "Employee ID" ) ); empIDField = new TextField();

empIDField.setEditable( false ); add( empIDField );

add( new Label( "Name" ) ); nameField = new TextField( 20 );

nameField.setEditable( false ); add( nameField );

add( new Label( "Department" ) ); departmentField = new TextField( 20 );

departmentField.setEditable( false ); add( departmentField );

add( new Label( "Payrate" ) ); payrateField = new TextField( 20 );

payrateField.setEditable( false ); add( payrateField );

next = new Button( "Next" ); next.addActionListener( this ); add( next );

done = new Button( "Done" ); done.addActionListener( this ); add( done );

setVisible( true );

**}**

**public void actionPerformed( ActionEvent e ) {**

if ( e.getSource() == next )

readRecord();

else

**closeFile();**

**}**

**public void readRecord() {**

int empID;

String name, department;

double payrate;

try { // input the values from the file

**empID = input.readInt();**

**name = input.readUTF();**

**department = input.readUTF();**

**payrate = input.readDouble();**

empIDField.setText( String.valueOf( empID ) );

nameField.setText( name );

departmentField.setText( department );

payrateField.setText( String.valueOf( payrate ) );

}

catch ( **EOFException eof** ) {

**closeFile( );**

}

catch ( IOException e ) {

System.err.println( "Error during read from file\n" + e.toString() );

System.exit( 1 );

}

**}**

**private void closeFile(){**

try {

**input.close();**

System.exit( 0 );

}

catch ( IOException e ) {

System.err.println( "Error closing file\n" + e.toString() );

System.exit( 1 );

}

}

**public static void main( String args[] ){**

new ReadSeqEmpFile();

}

**}**

// Reads employee file created by CreateSeqEmpFile

// and reports by department a list of managers (Mgt),

// CS personnel (Hackers), and other employees (Real People).

import java.io.\*;
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import java.awt.\*;

import java.awt.event.\*;

import java.text.DecimalFormat;

**public class DeptInquery extends Frame**

**implements ActionListener {**

// window components

private TextArea recordDisplay;

private Button finished, csEmp, mgtEmp, otherEmp;

private Panel buttonPanel;

private RandomAccessFile input;

private String accountType;

public DeptInquery() {

super( "Department Inquiry Program" );

// Open the file

try {

**input = new RandomAccessFile( "employee.dat", "r" );**

}

catch ( IOException e ) {

System.err.println( e.toString() );

System.exit( 1 );

}

setSize( 400, 150 );

// create Frame

buttonPanel = new Panel();

csEmp = new Button( "Hackers" );

csEmp.addActionListener( this );

buttonPanel.add( csEmp );

mgtEmp = new Button( "Mgt. Pukes" );

mgtEmp.addActionListener( this );

buttonPanel.add( mgtEmp );

otherEmp = new Button( "Real People" );

otherEmp.addActionListener( this );

buttonPanel.add( otherEmp );

finished = new Button( "Finished" );

finished.addActionListener( this );

buttonPanel.add( finished );

recordDisplay = new TextArea( 4, 40 );

// add the components to the Frame

add( recordDisplay, BorderLayout.NORTH );

add( buttonPanel, BorderLayout.SOUTH );

setVisible( true );

**}**

**public void actionPerformed( ActionEvent e ) {**

if ( e.getSource() != finished ) {

accountType = e.getActionCommand();

readRecords();

}

else { // Close the file

try {

**input.close();**

System.exit( 0 );

}

catch ( IOException ioe ) {

System.err.println( "File not closed properly\n" + ioe.toString() );

System.exit( 1 );

}

}

**}**

**public void readRecords() {**

int empID;

String name, department;

double payrate;

DecimalFormat twoDigits = new DecimalFormat( "0.00" );

// input the values from the file

try { // to catch IOException

try { // to catch EOFException

recordDisplay.setText( "Requested employees are:\n" );

while ( true ) {

empID = input.readInt();

name = input.readUTF();

department = input.readUTF();

payrate = input.readDouble();

if ( shouldDisplay( department ) )

recordDisplay.append( department + "\t" +

name + "\t" + empID + "\t" +

twoDigits.format( payrate ) + "\n" );

}

}

catch ( EOFException eof ) {

**input.seek( 0 );**

}

}

catch ( IOException e ) {

System.err.println( "Error during read from file\n" +

e.toString() );

System.exit( 1 );

}

**}**

**public boolean shouldDisplay( String department ) {**

if ( accountType.equals( "Hackers" ) &&

department.equals("CS") )

return true;

else if ( accountType.equals( "Mgt. Pukes" ) &&

department.equals( "Mgt" ) )

return true;

else if ( accountType.equals( "Real People" ) &&

(!department.equals( "CS" )) &&

(!department.equals( "Mgt" ) ) )

return true;

return false;

}

// Instantiate a DepartmentInquery object and start the program

**public static void main( String args[] ) {**

new DeptInquery();

}

**}**

**Creating and processing Relative Files in Java**

// Employee record class for the RandomAccessFile programs.

import java.io.\*;

**public class EmpRecord {**

Employee record format (92 bytes):

|  |  |  |  |
| --- | --- | --- | --- |
| EmpID | EmpName | EmpDept | Payrate |
| integer | Char[20] | Char[20] | double |

Integer => 4 bytes, char => 2 bytes, double => 8 bytes

private int empID;

private String empName;

private String empDepartment;

private double payrate;

// Read a record from the specified RandomAccessFile

**public void read( RandomAccessFile file ) throws IOException{**

**empID = file.readInt();**

char name[] = new char[ 20 ];

**for ( int i = 0; i < name.length; i++ ) name[ i ] = file.readChar();**

**empName = new String( name );**

char department[] = new char[ 20 ];

**for ( int i = 0; i < department.length; i++ ) department[ i ] = file.readChar();**

**empDepartment = new String( department );**

**payrate = file.readDouble();**

**}**

// Write a record to the specified RandomAccessFile

**public void write( RandomAccessFile file ) throws IOException {**

StringBuffer buf;

**file.writeInt( empID );**

if ( empName != null )

buf = new StringBuffer( empName );

else

buf = new StringBuffer( 20 );

buf.setLength( 20 );

**file.writeChars( buf.toString() );**

if ( empDepartment != null )

buf = new StringBuffer( empDepartment );

else

buf = new StringBuffer( 20 );

buf.setLength( 20 );

**file.writeChars( buf.toString() );**

**file.writeDouble( payrate );**

**}**

// Access functions.

**public void setEmpID( int eid ) { empID = eid; }**

**public int getEmpID() { return empID; }**

**public void setEmpName( String en ) { empName = en; }**

**public String getEmpName() { return empName; }**

**public void setEmpDepartment( String dept ) { empDepartment = dept; }**

**public String getEmpDepartment() { return empDepartment; }**

**public void setPayrate( double pr ) { payrate = pr; }**

**public double getPayrate() { return payrate; }**

// NOTE: This method contains a hard coded value for the

// size of a record of information. 4-bytes for an integer, 8-bytes for double, and

// 2 for each unicode char implies 4 + 40 + 40 + 8 = 92.

**public static int size() { return 92; }**

**}**

// Fig. 15.11: CreateRandFile.java

// This program creates a random access file sequentially by writing 20 empty records to disk.

import java.io.\*;

**public class CreateRandEmpFile {**

private EmpRecord blank;

private RandomAccessFile file;

**public CreateRandEmpFile() {**

blank = new EmpRecord();

try {

**file = new RandomAccessFile( "EmployeeMaster.dat", "rw" );**

for ( int i = 0; i < 20; i++ )

**blank.write( file );**

}

catch( IOException e ) {

System.err.println( "File not opened properly\n" + e.toString() ); System.exit( 1 );

}

// Java is supposed to close all files when an application terminates.

// It is better to explicitly close each file. “file.close();”

**}**

**public static void main( String args[ ] ) {**

CreateRandEmpFile empMaster = new CreateRandEmpFile();

**}**

**}**

import java.io.\*;

import java.awt.\*;

import java.awt.event.\*;

**public class WriteRandEmpFile extends Frame implements ActionListener {**

// TextFields where user enters account number, first name,

// last name and balance.

private TextField empIDField, nameField, departmentField, payrateField;

private Button enter, // send record to file

done; // quit program

**private RandomAccessFile output;** // file for output
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**private EmpRecord data;**

**public WriteRandEmpFile() {**

super( "Write to Master File" );

**data = new EmpRecord();**

try { // Open the file with "read" and "write" access.

**output = new RandomAccessFile( "empMaster.dat", "rw" );**

}

catch ( IOException e ) {

System.err.println( e.toString() ); System.exit( 1 );

}

setSize( 300, 150 ); setLayout( new GridLayout( 5, 2 ) );

add( new Label( "Employee ID" ) ); empIDField = new TextField();

add( empIDField );

add( new Label( "Name" ) ); nameField = new TextField( 20 ); add( nameField );

add( new Label( "Department" ) );

departmentField = new TextField( 20 ); add( departmentField );

add( new Label( "Payrate" ) ); payrateField = new TextField( 20 );

add( payrateField );

enter = new Button( "Enter" ); enter.addActionListener( this ); add( enter );

done = new Button( "Done" ); done.addActionListener( this ); add( done );

setVisible( true );

**}**

**public void addRecord() {**

int empIDNumber = 0;

Double payrate;

if ( ! empIDField.getText().equals( "" ) ) {

try { // output the values to the file

empIDNumber = Integer.parseInt( empIDField.getText() );

if ( empIDNumber > 0 && empIDNumber <= 20 ) {

**data.setEmpID( empIDNumber );**

**data.setEmpName( nameField.getText() );**

**data.setEmpDepartment( departmentField.getText() );**

**payrate = new Double ( payrateField.getText() );**

**data.setPayrate( payrate.doubleValue() );**

**output.seek( (long) ( empIDNumber-1 ) \* EmpRecord.size() );**

**data.write( output );**

}

empIDField.setText( "" ); nameField.setText( "" ); // clear the TextFields

departmentField.setText( "" ); payrateField.setText( "" );

}

catch ( NumberFormatException nfe ) {

System.err.println( "You must enter an integer employee ID number" );

}

catch ( IOException io ) {

System.err.println( "Error during write to file\n" + io.toString() ); System.exit( 1 );

}

}

**}**

**public void actionPerformed( ActionEvent e ) {**

addRecord();

if ( e.getSource() == done ) {

try {

output.close();

}

catch ( IOException io ) {

System.err.println( "File not closed properly\n" +io.toString() );

}

System.exit( 0 );

}

}

// Instantiate a WriteRandomFile object and start the program

**public static void main( String args[] ) {** new WriteRandEmpFile(); **}**

**}**

// This program reads the random access employee master file sequentially and

// displays the contents one record at a time in text fields.

import java.io.\*;

import java.awt.\*;

import java.awt.event.\*;

import java.text.DecimalFormat;

**public class ReadRandEmpFile extends Frame implements ActionListener {**

private TextField empIDField, nameField, departmentField, payrateField;

private Button next, done;
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**private RandomAccessFile input;**

**private EmpRecord data;**

**public ReadRandEmpFile() {**

super( "Read Employee Master file" );

try { // Read-only access.

**input = new RandomAccessFile( "empMaster.dat", "r" );**

}

catch ( IOException e ) {

System.err.println( e.toString() ); System.exit( 1 );

}

**data = new EmpRecord();**

setSize( 300, 150 ); setLayout( new GridLayout( 5, 2 ) );

add( new Label( "Account Number" ) ); empIDField = new TextField();

empIDField.setEditable( false ); add( empIDField );

add( new Label( "Name" ) ); nameField = new TextField( 20 );

nameField.setEditable( false ); add( nameField );

add( new Label( "Department" ) ); departmentField = new TextField( 20 );

departmentField.setEditable( false ); add( departmentField );

add( new Label( "Payrate" ) ); payrateField = new TextField( 20 );

payrateField.setEditable( false ); add( payrateField );

next = new Button( "Next" ); next.addActionListener( this ); add( next );

done = new Button( "Done" ); done.addActionListener( this ); add( done );

setVisible( true );

**}**

**public void actionPerformed( ActionEvent e ) {**

if ( e.getSource() == next )

**readRecord();**

else

**closeFile();**

**}**

**public void readRecord() {**

DecimalFormat twoDigits = new DecimalFormat( "0.00" );

// read a record and display

try {

do {

**data.read( input );**

} while ( data.getEmpID() == 0 );

**empIDField.setText( String.valueOf( data.getEmpID() ) );**

**nameField.setText( data.getEmpName() );**

**departmentField.setText( data.getEmpDepartment() );**

**payrateField.setText( String.valueOf( twoDigits.format( data.getPayrate() ) ) );**

}

catch ( EOFException eof ) {

closeFile();

}

catch ( IOException e ) {

System.err.println( "Error during read from file\n" + e.toString() ); System.exit( 1 );

}

**}**

**private void closeFile( {**

try {

**input.close();**

System.exit( 0 );

}

catch ( IOException e ) {

System.err.println( "Error closing file\n" + e.toString() ); System.exit( 1 );

}

**}**

// Instantiate a ReadRandomFile object and start the program

**public static void main( String args[ ] ) {**

new ReadRandEmpFile();

**}**

**}**

// This program reads a random access file,

// updates data already written to the file, creates new

// data to be placed in the file, and deletes data
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// already in the file.

import java.awt.\*;

import java.awt.event.\*;

import java.io.\*;

import java.text.DecimalFormat;

**public class TransactEmpMas extends Frame implements ActionListener {**

// Application window components

private Button update, // update record

newRecord, // add new record

delete, // delete record

done; // quit program

private UpdateDialog updateDialog; // record update

private NewDialog newDialog; // add new records

private DeleteDialog deleteDialog; // delete records

private RandomAccessFile file;

private EmpRecord data;

**public TransactEmpMas() {**

super( "Transaction Processor" );

// Open the file “Read & Write access ‘ only.

try {

**file = new RandomAccessFile( "empMaster.dat", "rw" );**

}

catch ( IOException ioe ) {

System.err.println( ioe.toString() ); System.exit( 1 );

}

**data = new EmpRecord();**

setSize( 300, 80 ); setLayout( new GridLayout( 2, 2 ) );

update = new Button( "Update Record" );

update.addActionListener( this ); add( update );

newRecord = new Button( "New Record" );

newRecord.addActionListener( this ); add( newRecord );

delete = new Button( "Delete Record" );

delete.addActionListener( this ); add( delete );

done = new Button( "Done" );

done.addActionListener( this ); add( done );

setVisible( true ); // show the Frame

// Create dialog boxes

**updateDialog = new UpdateDialog( this, file );**

**newDialog = new NewDialog( this, file );**

**deleteDialog = new DeleteDialog( this, file );**

**}**

// Process actions

**public void actionPerformed( ActionEvent e ) {**

**if ( e.getSource() == update )**

**updateDialog.setVisible( true );**

**else if ( e.getSource() == newRecord )**

**newDialog.setVisible( true );**

**else if ( e.getSource() == delete )**

**deleteDialog.setVisible( true );**

**else**

**closeFile( );**

**}**

**public void closeFile() {**

try {

**file.close(); System.exit( 0 );**

}

catch ( IOException ioe ) {

System.err.println( ioe.toString( ) ); System.exit( 1 );

}

**}**

**public static void main( String args[ ] ) {**

new TransactEmpMas();

**}**

**}**

**class UpdateDialog extends Dialog implements ActionListener {**

private TextField empIDField, nameField, departmentField,

payrateField, raiseField;
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1. Enter empID and hit return.
2. Enter raise and hit return.
3. “Save” or “Cancel” to complete.

private Button cancel, save;

private RandomAccessFile file;

private EmpRecord data;

private int empIDNumber;

**public UpdateDialog( TransactEmpMas t,**

**RandomAccessFile f ) {**

super( t, "Adjust payrate", true );

**file = f;**

**data = new EmpRecord();**

setSize( 320, 180 ); setLayout( new GridLayout( 6, 2 ) );

add( new Label( "Employee ID ... <cr>" ) ); empIDField = new TextField();

empIDField.addActionListener( this ); add( empIDField );

add( new Label( "Name" ) ); nameField = new TextField(); add( nameField );

add( new Label( "Department" ) ); departmentField = new TextField();

add( departmentField );

add( new Label( "Payrate" ) ); payrateField = new TextField(); add( payrateField );

add( new Label( "Raise amount:... <cr>" ) ); raiseField = new TextField();

raiseField.addActionListener( this ); add( raiseField );

save = new Button( "Save Changes" ); save.addActionListener( this ); add( save );

cancel = new Button( "Cancel" ); cancel.addActionListener( this ); add( cancel );

**}**

**public void actionPerformed( ActionEvent e ) {**

if ( e.getSource() == empIDField ) {

**empIDNumber = Integer.parseInt( empIDField.getText() );**

**readAccountInformation();**

}

else if ( e.getSource() == save ) {

**empIDNumber = Integer.parseInt( empIDField.getText() );**

**updateAccountInformation();**

}

else if ( e.getSource() == cancel ) {

**setVisible( false ); clear();**

}

else if ( e.getSource() == raiseField ) {

DecimalFormat twoDigits = new DecimalFormat( "0.00" );

**Double transactionAmount = Double.valueOf( raiseField.getText() );**

**data.setPayrate( data.getPayrate() + transactionAmount.doubleValue() );**

**payrateField.setText( twoDigits.format( data.getPayrate() ) );**

}

}

**private void readAccountInformation() {**

DecimalFormat twoDigits = new DecimalFormat( "0.00" );

if ( empIDNumber < 1 || empIDNumber > 20 ) {

**empIDField.setText( "Invalid account" ); return;**

}

try {

**file.seek( ( empIDNumber - 1 ) \* EmpRecord.size() );**

**data.read( file );**

if ( data.getEmpID() != 0 ) {

**empIDField.setText( String.valueOf( data.getEmpID() ) );**

**nameField.setText( data.getEmpName() );**

**departmentField.setText( data.getEmpDepartment() );**

**payrateField.setText( twoDigits.format( data.getPayrate() ) );**

**raiseField.setText( "0.00" );**

}

else

**empIDField.setText( String.valueOf( empIDNumber ) + " does not exist" );**

}

catch ( IOException ioe ) {

**empIDField.setText( "Error reading file" );**

}

**}**

**private void updateAccountInformation() {**

try {

**file.seek( ( empIDNumber - 1 ) \* EmpRecord.size() );**

**data.write( file );**

}

catch ( IOException ioe ) {

empIDField.setText( "Error writing file" ); return;

}

setVisible( false ); clear();

**}**

**private void clear() {**

empIDField.setText( "" ); nameField.setText( "" );

departmentField.setText( "" ); payrateField.setText( "" );

raiseField.setText( "" );

**}**

**}**

**class NewDialog extends Dialog implements ActionListener {**

private RandomAccessFile file;

private TextField empIDField, nameField, departmentField, payrateField;

private Button cancel, save;

private EmpRecord data;

private int empIDNumber;

**public NewDialog( TransactEmpMas t, RandomAccessFile f ) {**

super( t, "New Record", true );

file = f;

data = new EmpRecord();

setSize( 300, 150 ); setLayout( new GridLayout( 5, 2 ) );

add( new Label( "Account" ) ); empIDField = new TextField();

empIDField.addActionListener( this ); add( empIDField );

add( new Label( "Name" ) ); nameField = new TextField(); add( nameField );

add( new Label( "Department" ) ); departmentField = new TextField();

add( departmentField );

add( new Label( "Payrate" ) ); payrateField = new TextField(); add( payrateField );

save = new Button( "Save Changes" ); save.addActionListener( this ); add( save );

cancel = new Button( "Cancel" ); cancel.addActionListener( this ); add( cancel );

**}**

**public void actionPerformed( ActionEvent e ) {**

if ( e.getSource() == empIDField )

**checkIfAccountExists();**

else if ( e.getSource() == save )

**addRecord();**

else if ( e.getSource() == cancel ) {

**setVisible( false ); clear();**

}

**}**

**private void checkIfAccountExists() {**

empIDNumber = Integer.parseInt( empIDField.getText() );

if ( empIDNumber < 1 || empIDNumber > 20 ) {

**empIDField.setText( "Invalid account" ); return;**

}

try {

**file.seek( ( empIDNumber - 1 ) \* EmpRecord.size() );**

**data.read( file );**

}

catch ( IOException ioe ) {

**empIDField.setText( "Error reading file" );**

}

if ( data.getEmpID() == 0 ) {

nameField.setText( "Enter name" );

departmentField.setText( "Enter department" );

payrateField.setText( "Enter payrate" );

}

else {

empIDField.setText( data.getEmpID() + " already exists" );

nameField.setText( "" ); departmentField.setText( "" ); payrateField.setText( "" );

}

**}**

**private void addRecord() {**

try {

data.setEmpID( empIDNumber );

data.setEmpName( nameField.getText() );

data.setEmpDepartment( departmentField.getText() );

data.setPayrate( ( new Double ( payrateField.getText() ) ).doubleValue() );

file.seek( ( empIDNumber - 1 ) \* EmpRecord.size() );

**data.write( file );**

}

catch ( IOException ioe ) {

empIDField.setText( "Error writing file" ); return;

}

setVisible( false );

clear();

**}**

**private void clear() {**

empIDField.setText( "" ); nameField.setText( "" );

departmentField.setText( "" ); payrateField.setText( "" );

**}**

**}**

**class DeleteDialog extends Dialog implements ActionListener {**

private RandomAccessFile file; private TextField empIDField;

private Button cancel, delete; private EmpRecord data; private int empIDNumber;

**public DeleteDialog( TransactEmpMas t, RandomAccessFile f ){**

super( t, "Delete Record", true ); file = f; data = new EmpRecord();

setSize( 300, 80 ); setLayout( new GridLayout( 2, 2 ) );

add( new Label( "Employee ID" ) ); empIDField = new TextField();

empIDField.addActionListener( this ); add( empIDField );

delete = new Button( "Delete Record" ); delete.addActionListener( this ); add( delete );

cancel = new Button( "Cancel" ); cancel.addActionListener( this ); add( cancel );

**}**

**public void actionPerformed( ActionEvent e ) {**

if ( e.getSource() == empIDField ) {

**empIDNumber = Integer.parseInt( empIDField.getText() );**

if ( empIDNumber < 1 || empIDNumber > 20 ) {

**empIDField.setText( "Invalid employee ID" ); return;**

}

try {

**file.seek( ( empIDNumber - 1 ) \* EmpRecord.size() ); data.read( file );**

}

catch ( IOException ioe ) {

empIDField.setText( "Error reading file" );

}

if ( data.getEmpID() == 0 )

**empIDField.setText( empIDNumber + "does not exist" );**

}

else if ( e.getSource() == delete ) {

try {

**file.seek( ( empIDNumber - 1 ) \* EmpRecord.size() );**

**data.setEmpID( 0 ); data.setEmpName( "" );**

**data.setEmpDepartment( "" ); data.setPayrate( 0.0 ); data.write( file );**

}

catch ( IOException ioe ) {

empIDField.setText( "Error writing file" );

}

setVisible( false ); empIDField.setText( "" );

}

else if ( e.getSource() == cancel ) {

setVisible( false ); empIDField.setText( "" );

}

}

}

// Simple linked list in Ada

with Ada.Text\_IO; use Ada.Text\_IO;

procedure lsort1 is

type node;

type link is access node;

type node is

record

value: integer;

rest: character;

next: link;

end record;

package IntIO is new Ada.Text\_IO.Integer\_IO(integer); use IntIO;

int: integer;

l: link;

pt: array(1..10) of link;

ch: character;

begin

for i in 1..10 loop pt(i) := null; end loop;

loop

put("enter an integer key (1 thru 10), 99 to stop ");

get(int);

exit when int = 99;

put("enter th other infor, 1 char: ");

get(ch);

pt(int) := new node'(int,ch,pt(int));

end loop;

-- traverse list iteratively

for i in 1..10 loop

l := pt(i);

while l /= null loop

put(l.value); put(" "); put(l.rest);

new\_line;

l := l.next;

end loop;

end loop;

end lsort1;

// Simple linked list with procedures

with Ada.Text\_IO; use Ada.Text\_IO;

procedure klingon is

type cell;

type link is access cell;

type cell is

record

value: integer;

next: link;

end record;

package IntIO is new Ada.Text\_IO.Integer\_IO(integer): use IntIO;

int, sum: integer;

head,l: link;

procedure add\_to\_list(list: in out link; v: in integer) is

l:link;

begin

l := new cell;

l. value := v; l.next := list;

list := l; -- list := new cell'(v,list);

end;

-- main body of program to capture klingons

begin

head := null;

loop

put("enter an integer, 99 to stop "); get(int);

exit when int = 99;

add\_to\_list(head, int);

end loop;

-- traverse list iteratively

sum :=0;

l := head;

while l /= null loop

put(l.value); sum := sum + l.value;

new\_line; l := l.next;

end loop;

put("The sum of the elements is "); put(sum); new\_line;

end klingon;

-- in file Dostack.adb

with Ada.Text\_IO; use Ada.Text\_IO;**procedure dostack is** package MyInt\_IO is new Ada.Text\_IO.Integer\_IO(integer); use MyInt\_IO; m: integer;

max: constant := 100; -- Declare the stack

s: array(1..max) of integer;

top: integer range 0..max := 0;

**procedure push(x: integer) is**

begin

top := top + 1; s(top) := x;

**end push;**

**procedure pop(x: out integer) is**

begin

x := s(top); top := top - 1;

**end pop;**

begin

top := 0; --initialize top of stack to empty

for i in 1..4 loop

put("enter an integer"); get(m); **push(m**);

end loop;

for i in 1..4 loop

put("result of pop"); **pop(m);** put(m); new\_line;

end loop;

**end dostack;**

**C:\> Dostack**

enter an integer 3

enter an integer 5

enter an integer 36

enter an integer 41

result of pop 41

result of pop 36

result of pop 5

result of pop 3

-- in file stack.ads, body in stack.adb, main in usestack.adb**package stack is -- Example of “ADT” or Abstract Data Type!**

**procedure push(x:integer);**

**procedure pop(x: out integer);**

**end stack;**

%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%

**package body stack is** -- in file stack.adb max: constant := 100; -- Data structures to create stack. s: array(1..max) of integer; top: integer range 0..max := 0;

**procedure push(x: integer) is**

begin

top := top + 1; s(top) := x;

**end push;**

**procedure pop(x: out integer) is**

begin

x := s(top); top := top - 1;

**end pop;**

begin

top := 0; --initialize top of stack to empty

**end stack;**

&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&

with Ada.Text\_IO; use Ada.Text\_IO; --in file usestack.adb**with stack; use stack;procedure usestack is** package IIO is new Ada.Text\_IO.Integer\_IO(integer); use IIO; m: integer;

begin

for i in 1..4 loop

put("enter an integer"); get(m);

**stack.push(m);**

end loop;

for i in 1..4 loop

put("result of pop");

**stack.pop(m);** put(m); new\_line;

end loop;

**end usestack;**

**Ada Generic Instantion**

Generics where introduced into Ada in 1985 to allow the compiler to tailor code that differs from other code only in the data type used. For example converting in integer stack to a float stack. Generics may be applied to procedures, functions, and packages. This feature makes a language data extensible.

procedure swap(x,y: in out float) is

t: float:

begin

t := x; x := y; y := t;

end;

------------------------------------------

**generic**

type item is private;

**procedure swap(x, y: in out item);** -- generic specification.

**procedure swap(x, y: in out item) is** -- generic body definition.

t: item;

begin

t := x; x := y; y := t;

**end;**

type month\_type is (jan, feb, mar, apr, may);

type date is record

month: month\_type; day: integer range 1..31; year: integer;

end record;

**procedure exchange is new swap( float );** -- instantiation.

**procedure exchange is new swap( date );** -- code written by compiler.

**procedure exchange is new swap( integer );**

**procedure charSwap is new swap( character );**

date1, date2: date; int1, int2: integer;

**exchange( date1, date2 );** -- Compile time binding based on parameter types.

**exchange( int1, int2 );**

**generic -- in file Gstack.ads**

max:integer; -- size of stack

type item is private; -- type to stack

**package gstack is**

**procedure push(x: in item);**

**procedure pop(x: out item);**

**end gstack;**

%%%%%%%%%%%%%%%%%%%%%%%%%%

**package body gstack is** -- in file Gstack.adb

s:array(1..max) of item;

top: integer range 0..max;

Sample run:

enter an integer: 10

enter an integer: 20

enter an integer: 30

enter an integer: 40

result of pop 40

result of pop 30

result of pop 20

result of pop 10

**procedure push(x: in item) is**

begin

top := top + 1; s(top) := x;

**end push;**

**procedure pop(x: out item ) is**

begin

x := s(top); top := top - 1;

**end pop;**

begin

top := 0; --initialize top of stack to empty

**end gstack;**

%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%

with Ada.Text\_IO; use Ada.Text\_IO; -- in file Gusestac.adb

**with gstack;** -- generic stack defined in gstack10.ads /.adb**procedure genstack is** package IIO is new Ada.Text\_IO.Integer\_IO(integer); use IIO;

**package integer\_stack is new gstack(100,integer); use integer\_stack;** m: integer;begin for i in 1..4 loop put("enter an integer "); get(m); **push(m);** end loop; for i in 1..4 loop put("result of pop "); **pop(m);** put(m); new\_line;

end loop;

**end genstack;**

**-- Consider adding**: **package intStk is new gstack(10,integer); use intStk;-- Now push(m) will result in a compile time error as “Push” cannot be**

**--uniquely determined from the context. Use intStk.push(m) or**

**--integer\_stack.push(m), the full object oriented notation.**

Sample class definition of a sequentially allocated generic circular queue in Ada. The user must specify the data type. The size of the queue is defaulted to 24 if not specified. “Send” places an entry in the queue. “Receive” removes an entry from the queue. If the queue is full, “send” is ignored. If the queue is empty, garbage is returned for “receive.”

--in file SMailbox.ads. For use with UseSMail.adb **generic** type message is private; capacity: in natural := 24; -- Default queue size **package SMailbox is procedure send(msg: in message);**

**procedure receive(msg: out message);**

**end SMailbox;**

%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%

**package body SMailbox is** -- in file Smailbox.adb subtype slotindex is integer range 0..(capacity - 1); head, tail: slotindex := 0;

mesnum : integer range 0..capacity := 0; -- number in buff

box: array(slotindex) of message; -- circular buffer

**procedure send(msg: in message) is**

begin

if mesnum < capacity then

box(head) := msg; head := (head+1) mod capacity;

mesnum := mesnum + 1;

end if;

**end send;**

**procedure receive(msg: out message) is**

begin

if mesnum > 0 then -- remove message if buff not empty

msg := box(tail); tail := (tail + 1) mod capacity;

mesnum := mesnum - 1;

end if;

**end receive;**

**end SMailbox;**

%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%

with Ada.Text\_IO; use Ada.Text\_IO; -- in file UseSMailbox.adb **with SMailbox;** procedure UseSMailbox is **package char\_mailbox is new SMailbox(character);**

**use char\_mailbox;**

m : character;

**package integerMailbox is new SMailbox(integer, 6);**

**use integerMailbox;**

n: integer;

package iio is new Ada.Text\_IO.Integer\_IO(integer); use iio;

begin

for i in character('a')..'z' loop put(i); send(i); end loop;

new\_line;

for i in character('a')..'z' loop receive(m); put(m); end loop;

new\_line;

-- char\_mailbox.send(i) and char\_mailbox.receive(m) may be used

-- if desired to emphasize use of the class object. The dot notation

-- must be used if the “use” clauses are not included.

for i in character('A')..'D' loop put(i); send(i); end loop;

new\_line;

for i in character('A')..'D' loop receive(m); put(m); end loop;

new\_line;

for i in 1..10 loop put(i,4); send(i); end loop;

new\_line;

for i in 1..10 loop receive(n); put(n,4); end loop;

new\_line;

end UseSMailbox;

c:\>UseSMail

abcdefghijklmnopqrstuvwxyz

abcdefghijklmnopqrstuvwx

ABCD

ABCD

1 2 3 4 5 6 7 8 9 10

1 2 3 4 5 6 18 18 18 18

with Ada.Text\_IO; use Ada.Text\_IO;

procedure box1 is

package IIO is new Ada.Text\_IO.Integer\_IO(integer);

use IIO;

type vector is array(integer range <>) of integer;

i: integer;

begin

loop

put("Enter array size ");

get(i);

**declare**

**a:vector(1..i); -- dynamically allocate storage in stack**

**begin**

**for k in a'range loop**

**put("enter the next integer ");**

**get(a(k)); new\_line;**

**end loop;**

**for k in a'range loop**

**put(a(k)); new\_line;**

**end loop;**

**end;**

put("back in main pgm with storage deallocated"); new\_line;

end loop;

end;

\*\* Storage allocation and reclaimation in the heap is the programmers responsibility. Storage allocation in the stack and especially storage reclaimation is done very efficiently by the runtime system!

This is an abstract example to show how to create generic arrays. The fact that it is an abstract example results in complexity not normally encountered.

%%%%%%%%%%%%%%%%%%%%

-- in file genericArray.ads The show how to create and export an array

-- of any type using subscripts of any enumeration type desire.

**generic**

**type subscript is (<>);**

**type myType is private;**

**package genericArray is**

**type userDefinedArray is array(subscript range <>) of myType;**

**end genericArray;**

%%%%%%%%%%%%%%%%%%%%%%%%

-- in file useGenericArray.adb

with ada.text\_io; use ada.text\_io;

**with genericArray;**

**procedure useGenericArray is**

type month\_name is (jan, feb, mar, apr, may, jun,

jul, aug, sep, oct, nov, dec);

type date is

record

day: integer range 1..31; month: month\_name; year: integer;

end record;

type family is (mother, father, child1, child2, child3, child4);

package month\_name\_io is new ada.text\_io.enumeration\_io(month\_name);

use month\_name\_io;

**package createShotArrayType is new genericArray(family, date);**

**use createShotArrayType;**

**vaccine: userDefinedArray(mother..child2);**

begin

vaccine(child2).month := jan; vaccine(child2).day := 22;

vaccine(child2).year := 1986;

put(jan); new\_line;

put(vaccine(child2).month); new\_line;

put("enter child1 month of birth ");

get(vaccine(child1).month);

put(vaccine(child1).month); new\_line;

end useGenericArray;

-- in file CompStk1.ads

with Ada.Text\_IO; use Ada.Text\_IO;

package CompStk1 is

package IntIO is new Ada.Text\_IO.Integer\_IO(Integer);

use IntIO;

type MonthName is (Jan, Feb, Mar, Apr, May, Jun, Jul, Aug, Sep,

Oct, Nov, Dec);

package MonthNameIO is new

Ada.Text\_IO.Enumeration\_IO(MonthName);

use MonthNameIO;

type Date is record

Month: MonthName;

Day: Integer range 1..31;

Year: Integer range 1700..2020;

end record;

procedure PrintDate(aDate: Date);

end CompStk1;

--in file CompStk1.adb

package body CompStk1 is

procedure PrintDate(aDate: Date) is

begin

put("mmm/dd/yyyy is "); put(aDate.Month);put("/");

put(aDate.Day,2); put("/"); put(aDate.Year,4);

end PrintDate;

end CompStk1;

-- in file UseCmpS1.adb

with CompStk1; use CompStk1;

with Ada.Unchecked\_Deallocation;

with Ada.Text\_IO; use Ada.Text\_IO;

procedure UseCmpS1 is

type Node; -- Avoid recursive definition.

type NodePtr is access Node;

type Node is record

HireDate: Date;

Next: NodePtr;

end record;

procedure Free is -- Provide procedure to return node to available storage list.

new Ada.Unchecked\_Deallocation( Node, NodePtr );

Head, Pt: NodePtr; --Pointers to stack set null initially.

begin

-- Insert first node (push).

Pt := new Node; -- Allocate node, “new” returns null for overflow.

Pt.HireDate.Month := Aug; -- Insert information.

Pt.HireDate.Day := 15; Pt.HireDate.Year := 1978;

Pt.Next := Head; Head := Pt; -- Insert in stack.

-- Insert second node (push).

Head := new Node'((Feb, 23, 2020), Head);

-- Insert third node.

Head := new Node'((Dec, 24, 1950), Head);

**Sample output:**

mmm/dd/yyyy is DEC/24/1950

mmm/dd/yyyy is FEB/23/2020

mmm/dd/yyyy is AUG/15/1978

while Head /= null loop

PrintDate(Head.HireDate); new\_line;

Pt := Head;

Head := Head.Next; -- Pop the stack.

Free( Pt ); -- Avoid hemorraging.

end loop;

End;

generic -- in file CompStkg.ads

type **MyType** is private;

package CompStkg is

procedure Push(X: MyType);

function Pop return MyType;

**private**

type Node; -- Avoid recursive definition.

type NodePtr is access Node;

type Node is record

MyData: **MyType**;

Next: NodePtr;

end record;

end CompStkg;

with **Ada.Unchecked\_Deallocation**; -- in file CompStkg.adb

package body CompStkg is

function free is new Ada.Unchecked\_Deallocation(Node, NodePtr);

Head, pt: NodePtr := null;

procedure Push(X: MyType) is

begin -- No check for overflow.

Head := new Node'(X, Head);

end Push;

function Pop return MyType is

X: MyType;

begin

X := Head.MyData; -- No check for underflow.

pt := Head;

Head := Head.Next;

free(pt); -- Note the hemorraging of memory if forgotten.

return X;

end Pop;

end CompStkg;

-- Example of programming by "Composition" (bottom-up)

-- as opposed to programming by "Classification"

-- (top-down) better know as the use of inheritance.

with Ada.Text\_IO; use Ada.Text\_IO;

with CompStk1; use CompStk1;

with CompStkg;

procedure UCmpStkg is -- in file UCmpStkg

package CharStack is new CompStkg(character);

use CharStack;

package DateStack is new CompStkg(CompStk1.Date);

use DateStack;

Char: Character;

ADate: Date;

begin

Push('A'); Push('B'); Push('C');

put(pop); put(Pop); put(Pop); new\_line(2);

Push((Jan, 15, 1992)); Push((Mar, 24, 1994));

Push((Jun, 12, 1999));

ADate := Pop; PrintDate(ADate); new\_line;

Adate := Pop; PrintDate(Adate); new\_line;

Adate := Pop; PrintDate(ADate); new\_line;

end;

**Sample Output:**

CBA

mmm/dd/yyyy is JUN/12/1999

mmm/dd/yyyy is MAR/24/1994

mmm/dd/yyyy is JAN/15/1992

--in file taged1.adb

with Ada.Integer\_Text\_IO; use Ada.Integer\_Text\_IO;

**procedure taged1 is**

**type Rectangle is tagged**

**record**

**length: Integer;**

**width: Integer;**

**end record;**

**function Size(r: in Rectangle) return Integer is**

begin return r.length \* r.width; **end Size;**

-- create a cube by inheriting from Rectangle.

***type Cube is new Rectangle with***

***record height: Integer; end record;***

-- Cube inherits fields length, width, and function Size.

-- This size may be redefined as:

**function Size(c: Cube) return Integer is**

begin

return **Size(** **Rectangle(** C **)** **)** \* C.height;

**end Size;**

-- Note the type conversion "Rectangle(c)" so that the inherited

-- function Size for Rectangle (overload) can be used.

**rect1: Rectangle := (6,10);**

**cube1: Cube := (length => 6, width => 10, height => 20);**

begin

**put( Size( rect1 ) ); put( Size( cube1 ) );**

**rect1 := Rectangle( cube1 ); cube1 := ( rect1 with 20 );**

end taged1;

-- User-written subprograms are classified as primitive operations

-- if they are declared in the same package specification as the

-- type and have the type as a parameter or result. Derived types

-- inherit all primitive operations that belong to the parent type.

-- Programing by “Classification” (top-down) as opposed to

-- composition by “Composition” (bottom-up).

package AbstStck is

type AbstractStack is limited private;

type AbstractStackElement is tagged private;

type AbstractStackElementPtr is

access all AbstractStackElement'Class;

procedure Push(Stack: access AbstractStack; Y: in AbstractStackElementPtr);

function Pop(Stack: access AbstractStack) return AbstractStackElementPtr;

function StackSize(Stack: AbstractStack) return integer;

private

type AbstractStackElement is tagged

record

Next: AbstractStackElementPtr;

end record;

type AbstractStack is limited

record

Count: integer := 0;

Top: AbstractStackElementPtr := null;

end record;

end AbstStck;

package body AbstStck is

procedure Push(Stack: access AbstractStack; Y: in AbstractStackElementPtr) is

Pt: AbstractStackElementPtr;

begin

Y.Next := Stack.Top; Stack.Top := Y; Stack.Count := Stack.Count + 1;

end Push;

function Pop(Stack: access AbstractStack) return AbstractStackElementPtr is

Pt: AbstractStackElementPtr;

begin

if Stack.Top = null then -- Check for underflow.

return null;

end if;

Stack.Count := Stack.Count - 1;

Pt := Stack.Top; Stack.Top := Stack.Top.Next; -- Pop stack, note hemmoraging.

return Pt;

end Pop;

function StackSize(Stack: AbstractStack) return integer is

begin return Stack.Count; end StackSize;

end AbstStck;with AbstStck;

package MakeCar is

type String4 is new String(1..4);

type Car is new AbstStck.AbstractStackElement with record

NumDoors: integer;

Manufacturer: String4 := "GMC ";

end record;

procedure AssignNumDoors(aCar: in out Car; N: in integer);

procedure AssignManufacturer(aCar: in out Car; Manu: in String4);

procedure PrintNumDoors(aCar: in Car);

procedure PrintManufacturer(aCar: in Car);

procedure IdentifyVehicle(aCar: in Car);

end MakeCar;

with Ada.Text\_IO; use Ada.Text\_io;

with AbstStck;

package body MakeCar is

package IntIO is new Ada.Text\_IO.Integer\_IO(Integer); use IntIO;

procedure AssignNumDoors(aCar: in out Car; N: in integer) is

begin aCar.NumDoors := N; end AssignNumDoors;

procedure AssignManufacturer(aCar: in out Car; Manu: in String4) is

begin aCar.Manufacturer := Manu; end AssignManufacturer;

procedure PrintNumDoors(aCar: in Car) is

begin put("Num doors = "); put(aCar.NumDoors); new\_line; end PrintNumDoors;

procedure PrintString4(PrtStr: String4) is

begin for I in 1.. 4 loop

put(PrtStr(I));

end loop; end PrintString4;

procedure PrintManufacturer(aCar: in Car) is

begin put("Manufacturer is "); PrintString4(aCar.Manufacturer); new\_line; end;

procedure IdentifyVehicle(aCar: in Car) is

begin

put("Car with "); put(aCar.NumDoors, 4); put(" doors");

put(" made by "); PrintString4(aCar.Manufacturer); new\_line;

end IdentifyVehicle;

end MakeCar;

with Ada.Text\_IO; use Ada.Text\_io;

with AbstStck; use AbstStck;

with MakeCar; use MakeCar;

procedure UAbstStc is

type Stack\_Ptr is access AbstractStack;

CarStack: Stack\_Ptr := new AbstractStack;

StackPoint: Stack\_Ptr;

NewCar, CarPt: AbstractStackElementPtr;

begin --Create 1st car.

NewCar := new Car'(AbstractStackElement with 4, "Ford");

push(CarStack, NewCar);

NewCar := new Car; -- Create 2nd car.

AssignNumDoors(Car'Class(NewCar.All), 2);

AssignManufacturer(Car'Class(NewCar.all), "Chev");

push(CarStack, NewCar);

NewCar := new Car; -- Create 3rd car.

AssignNumDoors(Car'Class(NewCar.All), 2);

-- Default manufacturer to "GMC ".

push(CarStack, NewCar);

for I in 1..StackSize(CarStack.all) loop

CarPt := pop(CarStack);

PrintManufacturer(Car'Class(CarPt.All));

PrintNumDoors(Car'Class(CarPt.All));

new\_line;

**Sample Output:**

Manufacturer is GMC

Num doors = 2

Manufacturer is Chev

Num doors = 2

Manufacturer is Ford

Num doors = 4

end loop;

end UAbstStc;

with AbstStck;

package MakePlane is

type String8 is new String(1..8);

type Plane is new AbstStck.AbstractStackElement with record

NumDoors: integer;

NumEngines: integer;

Manufacturer: String8 := "Boeing ";

end record;

procedure AssignNumDoors(aPlane: in out Plane; N: in integer);

procedure AssignManufacturer(aPlane: in out Plane; Manu: in String8);

procedure AssignNumEngines(aPlane: in out Plane; NE: in integer);

procedure PrintPlane(aPlane: in Plane);

procedure IdentifyVehicle(aPlane: in Plane);

end MakePlane;

with Ada.Text\_IO; use Ada.Text\_io; with AbstStck;

package body MakePlane is

package IntIO is new Ada.Text\_IO.Integer\_IO(Integer); use IntIO;

procedure AssignNumDoors(aPlane: in out Plane; N: in integer) is

begin aPlane.NumDoors := N; end AssignNumDoors;

procedure AssignManufacturer(aPlane: in out Plane; Manu: in String8) is

begin aPlane.Manufacturer := Manu; end AssignManufacturer;

procedure AssignNumEngines(aPlane: in out Plane; NE: in integer) is

begin aPlane.NumEngines := NE; end AssignNumEngines;

procedure PrintString8(PrtStr: String8) is

begin for I in 1..8 loop put(PrtStr(I)); end loop; end PrintString8;

procedure PrintPlane(aPlane: in Plane) is

begin

put("Num doors for plane = "); put(aPlane.NumDoors, 4); new\_line;

put("Number engines = "); put(aPlane.NumEngines); new\_line;

put("Manufacturer = "); PrintString8(aPlane.Manufacturer); new\_line;

end PrintPlane;

procedure IdentifyVehicle(aPlane: in Plane) is

begin

put("Plane with "); put(aPlane.NumDoors, 4); put(" doors, ");

put(aPlane.NumEngines, 4); put(" engines, made by ");

PrintString8(aPlane.Manufacturer); new\_line;

end IdentifyVehicle;

end MakePlane;

with Ada.Text\_IO; use Ada.Text\_io;

with AbstStck; use AbstStck;

with MakeCar, MakePlane; use MakeCar, MakePlane;

procedure UAbstSt2 is

type Stack\_Ptr is access AbstractStack;

VehicleStack: Stack\_Ptr := new AbstractStack;

StackPoint: Stack\_Ptr;

NewCar, CarPt, NewPlane, PlanePt, VehiclePt:

AbstractStackElementPtr;

begin

NewCar := new Car'(AbstractStackElement with 4, "Ford");

push(VehicleStack, NewCar); -- 1st car.

NewPlane := new Plane'(AbstractStackElement with 2, 2, "Northrup");

push(VehicleStack, NewPlane); --1st plane.

for I in 1..StackSize(VehicleStack.all) loop

VehiclePt := pop(VehicleStack);

if VehiclePt.all in Car then *-- \*\* Identify class of object at run time.*

IdentifyVehicle(Car'Class(VehiclePt.all));

elsif VehiclePt.all in Plane then

IdentifyVehicle(Plane'Class(VehiclePt.all));

end if;

new\_line;

end loop;

end UAbstSt2;

**Sample Output:**

Plane with 2 doors, 2 engines, made by Northrup

Car with 4 doors made by Ford

**\*\*\*\* Heterogeneous versus Homogeneous!****//stack0.cpp THIS CLASS CREATES AN INTEGER STACK**

#include<iostream.h>

#define boolean int

**class stack0 {**

private:

enum {EMPTY = -1};

int \*s;

int max\_len;

int top;

**public:**

**stack0( ) :max\_len(20)**

**{** s = new int[max\_len]; top = EMPTY; **}**

**stack0( int size )**

**{** s = new int[size]; top = EMPTY; max\_len = size;**}**

**~stack0( ){** delete [ ] s; **}**

**void reset( ){** top = EMPTY;}

**void push( int x){** if(top < (max\_len - 1)) s[++top] = x; }

**int pop()** { if(top != EMPTY) return(s[top--]);else return(0);}

**int top\_of( );**

**boolean empty()** { return boolean( top == EMPTY); }

**boolean full()** { return boolean( top == max\_len - 1); }

**};**

**stack0::top\_of( )** { return (s[top]);}

**void main(void)**{

int j, num\_int;

**stack0** **int\_stack1(10);**

cout << "How many integers do you wish to stack? "; cin >> num\_int;

for( int i = 1; i <= num\_int; ++i){

cout << "enter data: "; cin >> j; **int\_stack1.push(j);**

}

cout << "\n\nPop the stack\n";

while( **!int\_stack1.empty()** ){ j = **int\_stack1.pop()**;

cout << "value = " << j << ".\n";

}

**}**

//stack1.cpp C++ introduced “templates” to allow generics.

#include<iostream.h>

#define boolean int

**template <class TYPE>**

**class stack {**

**private:**

enum {EMPTY = -1};

**TYPE**\* s;

int max\_len;

int top;

**public:**

**stack() :max\_len(20)**

**{** s = new TYPE[20]; top = EMPTY; **}**

**stack(int size) :max\_len(size)**

**{** s = new TYPE[size]; top = EMPTY;}

**~stack(){ delete [ ] s; }**

**void reset( )** { top = EMPTY;}

**void push(** **TYPE** x **)** { if(top < (max\_len - 1)) s[++top] = x; }

**TYPE pop( )** { if(top != EMPTY) return(s[top--]); else return (0);}

**TYPE top\_of();**

**boolean empty( )** { return boolean( top == EMPTY); }

boolean full(){ return boolean( top == max\_len - 1); }

**};**

**template<class TYPE> TYPE stack<TYPE> :: top\_of( )** { return (s[top]);}

**void main(void)**

**{** int j, num\_int;

**stack<int>** **int\_stack1(10);**

cout << "How many integers do you wish to stack? ";

cin >> num\_int;

for( int i = 1; i <= num\_int; ++i){

cout << "enter data: "; cin >> j;

**int\_stack1.push( j );**

}

cout << "\n\nPop the stack\n";

for( i = 1; i <= num\_int; ++i){

j = **int\_stack1.pop( )**; cout << "value = " << j << ".\n";

}

**}**

//stack2.cpp

#include<stdio.h>

#include<iostream.h>

#define boolean int

template <class TYPE>

class stack {

private:

enum {EMPTY = -1};

TYPE\* s;

int max\_len;

int top;

public:

stack() :max\_len(20)

{ s = new TYPE[20]; top = EMPTY;}

stack(int size) :max\_len(size)

{ s = new TYPE[size]; top = EMPTY;}

~stack(){ delete [] s;}

void reset(){ top = EMPTY;}

void push( TYPE x){ if(top < (max\_len - 1)) s[++top] = x; }

TYPE pop(){ if(top != EMPTY) return(s[top--]); else return(0);}

TYPE top\_of();

boolean empty(){ return boolean( top == EMPTY); }

boolean full(){ return boolean( top == max\_len - 1); }

};

template<class TYPE> TYPE stack<TYPE>::top\_of(){ return (s[top]);}

void main(void)

{ int j, num\_int;

char string1[20];

stack<int> int\_stack1(10);

stack<int> int\_stack2;

stack<char\*> string\_stack(5);

char\* char\_array[3];

char\_array[0] = "sam"; char\_array[1] = "mary"; char\_array[2] = "bob";

cout << "How many integers do you wish to stack in stack1? ";

cin >> num\_int;

for( int i = 1; i <= num\_int; ++i){

cout << "enter data: "; cin >> j;

int\_stack1.push(j);

}

cout << "\n\nPop the stack\n";

for( i = 1; i <= num\_int; ++i){

j = int\_stack1.pop(); cout << "value = " << j << ".\n";

}

cout << "How many integers do you wish to stack in stack2? ";

cin >> num\_int;

for( i = 1; i <= num\_int; ++i){

cout << "enter data: "; cin >> j;

int\_stack2.push(j);

}

cout << "\n\nPop the stack\n";

for( i = 1; i <= num\_int; ++i){

j = int\_stack2.pop(); cout << "value = " << j << ".\n";

}

cout << "\n\nStack three strings. \n";

num\_int = 3;

for( i = 0; i < num\_int; ++i){

cout << "push " << char\_array[i] << ".\n";

string\_stack.push(char\_array[i]);

}

cout << "\n\nPop the stack\n";

for( i = 1; i <= num\_int; ++i){

cout << "value = "; printf("%s\n", string\_stack.pop());

}

}

//stack3.cpp

#include<iostream.h>

#define boolean int

template <class TYPE>

class stack {

private:

enum {EMPTY = -1};

TYPE\* s;

int max\_len;

int top;

public:

stack( ) :max\_len(20)

{ s = new TYPE[20]; top = EMPTY;}

stack(int size) :max\_len(size)

{ s = new TYPE[size]; top = EMPTY;}

~stack(){ delete [] s;}

void reset( ){ top = EMPTY;}

void push( TYPE x){ if(top < (max\_len - 1)) s[++top] = x; }

TYPE pop( ){ if(top != EMPTY) return(s[top--]); else return(0);}

TYPE top\_of( );

boolean empty( ){ return boolean( top == EMPTY); }

boolean full( ){ return boolean( top == max\_len - 1); }

};

template<class TYPE> TYPE stack<TYPE>::top\_of(){ return (s[top]);}

#include<math.h>

class complex {

private:

double real, imag;

public:

complex(double r = 0.0, double i = 0.0)

{ real = r; imag = i;}

void assign(double r, double i){ real = r; imag = i;}

void print( ){ cout << real << " + " << imag << "i\n";}

complex operator=( const complex& n)

{complex temp; real=n.real;imag=n.imag; return temp;}

complex operator+( const complex& n)

{ complex temp(real + n.real, imag + n.imag); return temp;}

complex operator-(const complex& n)

{ complex temp(real - n.real, imag - n.imag); return temp;}

};

void main(void)

{ int j, num\_int;

stack<int> int\_stack1(10);

stack<complex> complex\_stack;

complex c1(2.0, 4.6), c2(3.5, 6.4), c3(-7.8, 9.2);

cout << "push c1 = 2.0 + 4.6i \n"; complex\_stack.push(c1);

cout << "push c2 = 3.5 + 6.4i \n"; complex\_stack.push(c2);

cout << "push c3 = -7.8 + 9.2i \n"; complex\_stack.push(c3);

cout << "\n\n Pop the complex numbers and print.\n";

complex\_stack.pop().print(); cout << "\n";

complex\_stack.pop().print(); cout << "\n";

complex\_stack.pop().print(); cout << "\n";

cout << "How many integers do you wish to stack? ";

cin >> num\_int;

for( int i = 1; i <= num\_int; ++i){

cout << "enter data: "; cin >> j;

int\_stack1.push(j);

}

cout << "\n\nPop the stack\n";

for( i = 1; i <= num\_int; ++i){

j = int\_stack1.pop(); cout << "value = " << j << ".\n";

}

}

//stack4.cpp generic stack

#include<iostream.h>

#define boolean int

template <class TYPE>

class stack {

private:

enum {EMPTY = -1};

TYPE\* s;

int max\_len;

int top;

public:

stack() :max\_len(20)

{ s = new TYPE[20]; top = EMPTY;}

stack(int size) :max\_len(size)

{ s = new TYPE[size]; top = EMPTY;}

~stack(){ delete [ ] s;}

void reset(){ top = EMPTY;}

void push( TYPE x){ if(top < (max\_len - 1)) s[++top] = x; }

TYPE pop(){ if(top != EMPTY) return(s[top--]); else return (0);}

TYPE top\_of();

boolean empty(){ return boolean( top == EMPTY); }

boolean full(){ return boolean( top == max\_len - 1); }

};

template<class TYPE> TYPE stack<TYPE>::top\_of(){ return (s[top]);}

void main(void)

{ int j, num\_int;

cout << "How much space should be allocated to the stack? "; cin >> j;

stack<int> int\_stack1(j); // Dynamic allocation of stack space.

cout << "How many integers do you wish to stack? ";

cin >> num\_int;

for( int i = 1; i <= num\_int; ++i){

cout << "enter data: "; cin >> j; int\_stack1.push(j);

}

cout << "\n\nPop the stack\n";

for( i = 1; i <= num\_int; ++i){

j = int\_stack1.pop(); cout << "value = " << j << ".\n";

}

}

-- In file GIOEX.ads**. Creates a rectangle with user defined data type for length and**

**-- width.**  **Note that it is frequently desirable to pass methods including I/O routines**

**-- for programmer defined data types.**

-- The following demonstrates how to pass I/O procedures to a generic package.

-- The rectangle may also be used for **inheritance** if desired.

**generic**

**type MyType is private;**

**with function "\*"(X,Y: MyType) return MyType;**

**with procedure Put(X: MyType);**

**package GIOEX is**

type Rectangle is **tagged**

record

Length: MyType;

Width: MyType;

end record;

function Size(r: in Rectangle) return MyType; -- intrinsic functions

function RectLength(r: in Rectangle) return MyType;

**end GIOEX;**

--in file GIOEX.adb

with Ada.Text\_IO; use Ada.Text\_IO; -- Access restricted to body.

**package body GIOEX is**

**function Size(r: in Rectangle) return MyType is**

begin

put("The Size of the Rectangle with length "); **put(r.Length);**

put(" and width "); **put(r.Width);** put(" is ");

**put( r.Length \* r.Width);** put("!"); new\_line(2);

return **r.Length \* r.Width**;

**end Size;**

**function RectLength(r: in Rectangle) return MyType is**

begin

put("The length is "); **put(r.Length);**

new\_line;

return r.Length;

end;

**end GIOEX;**

-- Sample program to show how to pass a programmer defined data type

-- and I/O methods to a generic.

-- in file UGIOEX.adb

**with GIOEX;**

with Ada.Text\_IO; -- Use Ada.Text\_IO;

**procedure UGIOEX is**

package MyFloatIO is new Ada.Text\_IO.Float\_IO(Float);

use MyFloatIO;

--The generic put statement format in Ada.Text\_IO.Float\_IO.

-- procedure Put( item: float;

-- fore: Ada.Text\_IO.field := 0; -- “0” means use minimum space.

-- aft: Ada.Text\_IO.Field := 0;

-- exp: Ada.Text\_IO.Field := 0

-- );

-- Supply an overload for the generic written by the compiler in MyFloat\_IO.

**procedure MyPut(X: Float) is**

**begin MyFloatIO.Put(X, 0, 0, 0); end;**

-- Note that “\*” is defined for the intrinsic type Float.

**package MyGIOEX is new GIOEX( Float, MyPut, "\*");**

**use MyGIOEX;**

Rect1: Rectangle := (5.0, 6.0); //Create class object using constructor!

Len: Float;

begin

Len := Size(Rect1); Len := RectLength(Rect1);

end UGIOEX;

c:\>UGIOEX

The Size of the Rectangle with length 5.0 and width 6.0 is

30.0! -- 3.00000E+01

The length is 5.0 -- 5.00000E+00

-- in file usegioex2.adb. Use of Venus units for measurement.

-- These operations are required for our human mission to Venus.

with Ada.Text\_IO; use Ada.Text\_io;

**with GIOEX;**

procedure UseGioex2 is

package MyIntIO is new Ada.Text\_IO.Integer\_IO(Integer);

package MyFloatIO is new Ada.Text\_IO.Float\_IO(Float);

**type VenusMeasure is record**

**F1: Integer;**

**F2: Float;**

**end record;**

-- Define I/O for VenusMeasurement.

**procedure Put(v: VenusMeasure) is**

**begin**

**MyIntIO.put(v.F1);**

**put(" ");**

**MyFloatIO.put(v.F2);**

**new\_line;**

**end;**

-- Define mutliplication for VenusMeasurement.

**function "\*"(p1: VenusMeasure; p2: VenusMeasure)**

**return VenusMeasure is**

**temp: VenusMeasure;**

**begin**

**temp.F1 := p1.F1 \* p2.F1;**

**temp.F2 := p1.F2 \* p2.F2;**

**return temp;**

**end;**

**package MyVenusRectangle**

**is new GIOEX(VenusMeasure, Put, "\*");**

**use MyVenusRectangle;**

width: VenusMeasure := ( 5, 5.5);

height: VenusMeasure := (3, 2.4);

Rect1: Rectangle := (width, height); -- Creates a rectangle using

-- Venus measurements.

Ans: VenusMeasure;

begin

Ans := Size( Rect1 );

end UseGIOEx2;

\*\*\* The generic for Enumeration\_IO follows: \*\*\*

ada io from arm

with Ada.Text\_IO; use Ada.Text\_IO;

**procedure alphtre1 is**

**type Node;**

**type Tree is access Node;**

**type Node is**

**record**

**Value: Character;**

**Left, Right: Tree;**

**end record;**

Ch: character;

**Root: tree;**

**procedure Insert(t: in out Tree; v: Character) is --** build the tree

begin

if t = null then

t := new Node; t.Value := v;

t.Left := null; -- actually set to null automatically by Ada

t.Right := null;

else

if v < t.Value then

Insert(t.Left,v);

else

Insert(t.Right,v);

end if;

end if;

**end Insert;**

**procedure Inorder(t:Tree) is -- inorder tree traversal**

**begin**

**if t /= null then**

**Inorder(t.Left); put("tree sort "); // 1 Traverse Left**

**put(t.Value); new\_line; // 2 Visit**

**inorder(t.Right); // 3 Traverse Right**

**end if;**

**end Inorder;**

begin -- read info and place in sorted order recursively

root := null; -- All pointers set to null initially automatically in ada

loop

put("Enter a character, 'Z' to exit: "); get(Ch); exit when Ch = 'Z';

Insert(Root, Ch);

end loop;

Inorder(root); -- print in sorted order

end;

**with Ada.Text\_IO; use Ada.Text\_IO;**

**procedure alphtre2 is -- Builds tree recursively.**

**type Node; -- Traverses iteratively.**

**type Tree is access Node;**

**type Node is**

**record**

**Value: Character; Left, Right: Tree;**

**end record;**

**Ch: character;**

**Root: tree;**

**procedure Insert(t: in out Tree; v: Character) is -- build the tree**

**begin**

**if t = null then**

**t := new Node; t.Value := v;**

**t.Left := null; t.Right := null;** -- Actually the default in Ada is null when allocated.

**else**

**if v < t.Value then**

**Insert(t.Left,v);**

**else**

**Insert(t.Right,v);**

**end if;**

**end if;**

**end Insert;**

**procedure Inorder(t:Tree) is** -- Iterative inorder tree traversal**.**

**Stack: array(1..10) of Tree;** -- Balance tree requires log base 2

**Knt: integer; --** of N space, N is number nodes.

**Pt: Tree;**

**begin**

**Knt := 0; Pt := t;-- Set stack empty, Pt to the root of the tree.**

**loop**

**if Pt /= null then**

**Knt := Knt + 1; Stack(Knt) := Pt; Pt := Pt.Left;**

**else**

**exit when Knt = 0; -- Traveresed whole tree.**

**Pt := Stack(Knt); Knt := Knt - 1;**

**put("tree sort "); put(Pt.Value); new\_line; Pt := Pt.Right;**

**end if;**

**end loop;**

**end Inorder;**

**begin** -- read info and place in sorted order recursively

**root := null;** -- All pointers set to null initially automatically in ada

**loop**

**put("Enter a character, 'Z' to exit: "); get(Ch); exit when Ch = 'Z';**

**Insert(Root, Ch);**

**end loop;**

**Inorder(root);** -- print in sorted order

**end;**

// This program creates a binary search tree, inserts data, then traverses in inorder.

// In file Btree.cpp

#include <iostream.h>

#define Null 0

**struct Node**

**{**

**char aChar;**

**struct Node \*Left;**

**struct Node \*Right;**

**};**

struct Node \*NewNode(const char Char)

{

struct Node \*Point;

Point = new Node;

Point->aChar = Char;

Point->Left = Null;

Point->Right = Null;

return Point;

}

typedef struct Node \*NodePtr;

void Insert(const char NewChar, NodePtr &Pt) //note CBR required.

{ cout << NewChar << " in insert\n";

if (Pt == Null)

{ cout << "insert first node " << NewChar << "\n";

Pt = NewNode(NewChar);

return;

}

if(NewChar < Pt->aChar)

if (Pt->Left == 0)

Pt->Left = NewNode(NewChar);

else

Insert(NewChar, Pt->Left);

else if(NewChar > Pt->aChar)

if(Pt->Right == 0)

Pt->Right = NewNode(NewChar);

else

Insert(NewChar, Pt->Right);

else

cerr << "\n#### Insert: " << NewChar << " is already in tree";

}

void InOrder(NodePtr Pt) // Note CBV required

{

if(Pt != Null)

{

if(Pt->Left != 0) InOrder(Pt->Left);

cout << "In order traversal: " << Pt->aChar <<"\n";

if(Pt->Right != 0) InOrder(Pt->Right);

}

}

void main() l

{ char Dummy;

struct Node \*Root = NULL;

cout << "hello\n";

Insert('f', Root);

Insert('e', Root);

Insert('b', Root);

Insert('d', Root);

Insert('a', Root);

Insert('c', Root);

Insert('g', Root);

InOrder(Root);

cin >> Dummy;

}

#include <iostream.h> // Builds and traverses a binary search tree.

#define Null 0 // in file BtreeCla.cpp

**class BinarySearchTree {**

private:

struct Node

{

char aChar;

struct Node \*Left;

struct Node \*Right;

};

typedef struct Node \*NodePtr;

struct Node \*Root;

struct Node \*NewNode(const char Char)

{

struct Node \*Point;

Point = new Node;

Point->aChar = Char;

Point->Left = Null;

Point->Right = Null;

return Point;

}

void InsertNode(const char NewChar, NodePtr &Pt) // CBR required.

{ cout << NewChar << " in insert\n";

if (Pt == Null)

{ cout << "insert first node " << NewChar << "\n";

Pt = NewNode(NewChar); return;

}

if(NewChar < Pt->aChar)

if (Pt->Left == 0)

Pt->Left = NewNode(NewChar);

else

InsertNode(NewChar, Pt->Left);

else if(NewChar > Pt->aChar)

if(Pt->Right == 0)

Pt->Right = NewNode(NewChar);

else

InsertNode(NewChar, Pt->Right);

else

cerr << "\n#### Insert: " << NewChar << " is already in tree";

}

void PrtInOrder(NodePtr Pt) // CBV required

{

if(Pt != Null)

{

if(Pt->Left != 0) PrtInOrder(Pt->Left);

cout << "In order traversal: " << Pt->aChar <<"\n";

if(Pt->Right != 0) PrtInOrder(Pt->Right);

}

}

public:

BinarySearchTree() { Root = Null;}

void Insert(const char NewChar){ InsertNode(NewChar, Root);}

void InOrder(){PrtInOrder(Root);}

}; // End class definition

// #include BinarySearchTree;

void main()

{

char Dummy;

BinarySearchTree BSTree;

BSTree.Insert('f'); BSTree.Insert('e');;

BSTree.Insert('b'); BSTree.Insert('d');

BSTree.Insert('a'); BSTree.Insert('c');

BSTree.Insert('g'); BSTree.Insert('z');

BSTree.InOrder();

cin >> Dummy;

}

#include <iostream.h> // in file BSTCTmp.cpp

#define Null 0

template <class DataType>

class BinarySearchTree {

private:

struct Node

{

DataType MyData;

struct Node \*Left;

struct Node \*Right;

};

typedef struct Node \*NodePtr;

struct Node \*Root;

struct Node \*NewNode(const DataType MyDataIn)

{

struct Node \*Point;

Point = new Node;

Point->MyData = MyDataIn;

Point->Left = Null;

Point->Right = Null;

return Point;

}

public:

BinarySearchTree() { Root = Null;}

void Insert(const DataType MyData){ InsertNode(MyData, Root);}

void InsertNode(const DataType MyData, NodePtr &Pt)

{ cout << MyData << " in insert\n";

if (Pt == Null)

{ cout << "insert first node " << MyData << "\n";

Pt = NewNode(MyData); return;

}

if(MyData < Pt->MyData)

if (Pt->Left == 0)

Pt->Left = NewNode(MyData);

else

InsertNode(MyData, Pt->Left);

else if(MyData > Pt->MyData)

if(Pt->Right == 0)

Pt->Right = NewNode(MyData);

else

InsertNode(MyData, Pt->Right);

else

cerr << "\n#### Insert: " << MyData << " is already in tree";

}

void InOrder(){PrtInOrder(Root);}

void PrtInOrder(NodePtr Pt)

{

if(Pt != Null)

{

if(Pt->Left != 0) PrtInOrder(Pt->Left);

cout << "In order traversal: " << Pt->MyData <<"\n";

if(Pt->Right != 0) PrtInOrder(Pt->Right);

}

}

}; // End class definition

##############################################

// #include BinarySearchTree;

void main()

{

char Dummy;

BinarySearchTree<char> BSTree;

BSTree.Insert('f'); BSTree.Insert('e');;

BSTree.Insert('b'); BSTree.Insert('d');

BSTree.Insert('a'); BSTree.Insert('c');

BSTree.Insert('g'); BSTree.Insert('z');

cout << "\n\n";

BSTree.InOrder();
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cout << "\n\n";

BinarySearchTree<int> BSTint;

BSTint.Insert(13); BSTint.Insert(10);;

BSTint.Insert(22); BSTint.Insert(6);

BSTint.Insert(3); BSTint.Insert(12);

cout << "\n\n";

BSTint.InOrder();

cin >> Dummy;

}

File Organization

And

Access Methods

Organization:

1. Sequential
2. Indexed
3. Relative

Access Methods:

1. Sequential
2. Random
3. Dynamic

--file: RelativeFiles.doc

Random Access Methods

Records are stored and retrieved on the basis of a predictable relationship between the key of the desired record and the location where the record is stored.

Methods

1. Direct: The user supplies either the direct address on the storage device of the desired record (e.g., on a disk the cylinder, track, and sector) or a virtual address that can be transformed easily to the actual address either by the system software or device hardware (e.g., a relative record number for conversion).
2. Dictionary Look-up.
3. Hashing or Calculation.

Relative Files

Traditional – Fixed Length Records

All space for file is typically allocated as a contiguous unit at the time the file is created.

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |
|  | Betty | Adam |  | Sue |  | Tom | ••• |
| Record  Number | 0 | 1 | 2 | 3 | 4 | 5 |  |
| Device  Address | 0 | 50 | 100 | 150 | 200 | 250 |  |

Loc[RECJ ] = Base + Offset

Offset = J \* number of characters in record

**Example:** Find relative record 3 assuming 50 characters per record starting at a base address of zero on the storage device.

**LOC[ REC3 ] = 0 + 3 \* 50 = 150**.

&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&&

**Relative files may be based on a table lookup.** This is particularly attractive for:

1. variable length records,
2. in situations where dynamic storage allocation is desirable.

Storage Device Address

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  |  | Index |  |  |  |  |
|  | 0 | 336 |  | Adam | 105 |  |
|  | 1 | 105 |  |  |  |  |
|  | 2 |  |  |  |  |  |
|  | 3 | 768 |  | Betty | 336 |  |
|  | 4 |  |  |  |  |  |
|  | 5 |  |  |  |  |  |
|  | ••• |  |  | Sue | 768 |  |
|  |  |  |  |  |  |  |

-- Demonstrate sequential I/O of records in Ada.

with Ada.Text\_IO;

**with sequential\_io;**

procedure seqio is

type rec is record

i:integer;

a:string(1..5);

end record;

**package hope is new sequential\_io(rec);**

**use hope;**

**f1: file\_type;**

rec1: rec;

begin

**hope.create(f1,out\_file,"joe");**

rec1.a := "joeis";

rec1.i := 99;

**hope.write(f1,rec1);**

rec1.a := "samis";

rec1.i := 23;

**hope.write(f1,rec1);**

**hope.close(f1);**

**hope.open(f1,in\_file,"joe");**

while not **end\_of\_file(f1)** loop

**hope.read(f1,rec1);**

**-- process record**

end loop;

Ada.Text\_IO.put("hi there");

**hope.close(f1);**

end;

**with direct\_io;** //in file mkdirect.ada & directio.doc

with text\_io;

procedure mkdirect is

**type rec is record**

**i:integer;**

**a:string(1..5);**

**end record;**

package iio is new text\_io.integer\_io(integer);

use iio;

**package io\_direct is new direct\_io(rec);**

**use io\_direct;**

**pt: positive\_count;**

**f1:file\_type;**

**rec1: rec;**

j: integer := 0;

begin

**create(f1,inout\_file,"joedir");**

rec1.a := "abcde";

**reset(f1);**

-- COUNT and POSITIVE\_COUNT are defined in package direct\_io;

for pt in positive\_count range 1..10 loop

j := j + 1;

rec1.i := j;

**write(f1, rec1, pt);**

end loop;

**close(f1);**

**open(f1,inout\_file,"joedir");**

**reset(f1);**

for pt in positive\_count range 1..10 loop

**read(f1, rec1, pt);**

text\_io.put(rec1.a); iio.put(rec1.i); text\_io.new\_line;

end loop;

**close(f1);**

end;

with Ada.Text\_IO; use Ada.Text\_IO;

with Ada.Unchecked\_Deallocation;

procedure LinkQ is

type JobType is (Programmer, Manager, Accountant, Analysist,

Sales, Manufacturing, Inventory, SoftwareEngineer);

package JobTypeIO is new Ada.Text\_IO.Enumeration\_IO(JobType); use JobTypeIO;

type EmpName is (David, Kevin, Sam, Mary, Bob, Marty, Betty,

Tom, Teddy, Jerry, Ben, Sara, Donald, Damon, Darlene,

Dustin);

package EmpNameIO is new Ada.Text\_IO.Enumeration\_IO(EmpName); use EmpNameIO;

type LegalResponce is (yup, affirmative, Yes, nope, negative, No);

subtype PositiveResponce is LegalResponce range yup..Yes;

package LegalIO is new Ada.Text\_IO.Enumeration\_IO(LegalResponce); use LegalIO;

package IntIO is new Ada.Text\_IO.Integer\_IO(Integer); use IntIO;

type Emp;

type EmpPt is access Emp;

type Emp is record

Name: EmpName;

Job: JobType;

Next: EmpPt;

end record;

procedure Free is new Ada.Unchecked\_Deallocation(Emp, EmpPt);

procedure InsertQ(NameIn: EmpName; Job: JobType;

Rear: in out EmpPt; Inserted: out Boolean) is

Pt: EmpPt;

begin

Pt := new Emp'(NameIn, Job, null);

if Pt /= null then

Inserted := true;

Rear.Next := Pt;

Rear := Pt;

else

Inserted := false;

end if;

end InsertQ;

procedure DeleteQ(NameOut: out EmpName; JobOut: out JobType;

Front, Rear: in out EmpPt; Removed: out Boolean) is

Pt: EmpPt;

begin

if Front.Next = null then

Removed := false;

else

Removed := true;

Pt := Front.Next;

Front.Next := Pt.Next;

NameOut := Pt.Name; JobOut := Pt.Job;

Free(Pt); -- Prevent memory hemmoraging.

if Front.Next = null then

Rear := Front;

end if;

end if;

end DeleteQ;

Front: EmpPt := new Emp; -- Front.Next is the actual "front" of queue.

Rear: EmpPt := Front; -- Set the queue empty initially.

OperationCompleted: Boolean;

Again: LegalResponce := affirmative;

TName: EmpName;

TJob: JobType;

begin

while (Again in PositiveResponce) loop

put("Enter name: "); get(TName); --Get emp info.

put("Enter Job type: "); get(TJob);

-- Insert in appropriate list (by job).

InsertQ(TName, TJob, Rear, OperationCompleted);

put("Enter another name (yup or nope): "); get(Again);

end loop;

while Front.Next /= null loop

new\_line; put("Employee is = ");

DeleteQ(TName, TJob, Front, Rear, OperationCompleted);

if OperationCompleted then -- This test is not really necessary.

put(Tname); put(" "); put(TJob); new\_line;

end if;

end loop;

end LinkQ;

-- Sort a group of 200 employee records by our 8 job categories. You may

-- not look at any record more than once while placing them in sorted

-- order. Print the sorted list but do not destroy the sort sequence.

with Ada.Text\_IO; use Ada.Text\_IO;

procedure LinkSort2 is

type JobType is (Pgmr, Mgr, Acct, Anal, Sales, Manuf, Inven, SoftwareEnginner);

package JobTypeIO is new Ada.Text\_IO.Enumeration\_IO(JobType); use JobTypeIO;

type EmpName is (David, Kevin, Sam, Mary, Bob, Marty, Sable, Betty,

Tom, Teddy, Jerry, Ben, Sara, Donald, Damon, Darlene,

Dustin, Desire);

package EmpNameIO is new Ada.Text\_IO.Enumeration\_IO(EmpName); use EmpNameIO;

type LegalResponce is (yup, affirmative, nope, negative);

subtype PositiveResponce is LegalResponce range yup..affirmative;

package LegalIO is new Ada.Text\_IO.Enumeration\_IO(LegalResponce); use LegalIO;

package IntIO is new Ada.Text\_IO.Integer\_IO(Integer); use IntIO;

type Emp;

type EmpPt is access Emp;

type Emp is record Name: EmpName; Job: JobType; Next: EmpPt; end record;

SortByJob: Array(JobType) of EmpPt;

TempName: EmpName;

TempJob: JobType;

Pt: EmpPt;

Again: LegalResponce := affirmative;

begin

while (Again in PositiveResponce) loop

put("Enter name (David, Kevin, Sam, Mary, or Bob): "); get(TempName);

put("Enter Job type (Pgmr, Mgr, Acct, Anal, Sales: "); get(TempJob);

-- Insert in appropriate list (by job).

SortByJob(TempJob):= new Emp'(TempName, TempJob, SortByJob(TempJob));

put("Enter another name (yup or nope): "); get(Again);

end loop;

for I in JobType loop -- Traverse.

new\_line; put("Job Type = "); put (I); new\_line;

Pt := SortByJob(I); -- Point to first node in job list.

while Pt /= null loop

put(Pt.Name); put(" "); put(Pt.Job); new\_line; Pt := Pt.Next; -- Move down list.

end loop;

end loop;

end LinkSort2;

-- Sort a group of 200 employee records by our 8 job categories. You may

-- not look at any record more than once while placing them in sorted

-- order. Print the sorted list but do not destroy the sort sequence.

with Ada.Text\_IO; use Ada.Text\_IO;

procedure LinkSort is

type JobType is (Programmer, Manager, Accountant, Analysist,

Sales, Manufacturing, Inventory, SoftwareEnginner);

package JobTypeIO is new Ada.Text\_IO.Enumeration\_IO(JobType); use JobTypeIO;

type EmpName is (David, Kevin, Sam, Mary, Bob, Marty, Sable, Betty,

Tom, Teddy, Jerry, Ben, Sara, Donald, Damon, Darlene, Dustin, Desire);

package EmpNameIO is new Ada.Text\_IO.Enumeration\_IO(EmpName); use EmpNameIO;

type LegalResponce is (yup, affirmative, nope, negative);

subtype PositiveResponce is LegalResponce range yup..affirmative;

package LegalIO is new Ada.Text\_IO.Enumeration\_IO(LegalResponce); use LegalIO;

package IntIO is new Ada.Text\_IO.Integer\_IO(Integer); use IntIO;

type Emp is record

Name: EmpName; Job: JobType; Next: integer;

end record;

SortByJob: Array(JobType) of integer := (others => 0);

SortSpace: Array(1..200) of Emp;

Avail: integer := 1; -- Dynamic storage allocator.

Pt: integer;

Again: LegalResponce := affirmative;

begin

while (Again in PositiveResponce) loop

put("Enter name: "); get(SortSpace(Avail).Name); --Get emp info.

put("Enter Job type: "); get(SortSpace(Avail).Job);

-- Insert in appropriate list (by job).

SortSpace(Avail).Next := SortByJob(SortSpace(Avail).Job);

SortByJob(SortSpace(Avail).Job) := Avail;

-- Prepare for next dynamically allocated node.

Avail := Avail + 1;

put("Enter another name (yup or nope): "); get(Again);

end loop;

for I in JobType loop -- Traverse.

new\_line; put("Job Type = "); put (I); new\_line;

Pt := SortByJob(I); -- Point to first node in job list.

while Pt /= 0 loop

put(SortSpace(Pt).Name); put(" "); put(SortSpace(Pt).Job);

put(" link = "); put(SortSpace(Pt).Next,4); new\_line;

Pt := SortSpace(Pt).Next; -- Move down list.

end loop;

end loop;

end LinkSort;

with unchecked\_conversion; with system; use system;

with Ada.Text\_IO; use Ada.Text\_IO;

procedure uncheck2Address is

type ptr is access long\_integer;

pt: ptr:= new long\_integer'(46);

b: array(1..4) of long\_integer := (1,2,3,4);

c: address;

a: long\_integer := 1;

package long\_int\_io is new Ada.Text\_IO.Integer\_IO(long\_integer);

use long\_int\_io;

function integer\_to\_address is new unchecked\_conversion(long\_integer, address);

function address\_to\_integer is new unchecked\_conversion(address, long\_integer);

function integer\_to\_ptr is new unchecked\_Conversion(long\_integer, ptr);

begin

c := b'address;

for i in 1.. 3 loop

a := address\_to\_integer(c);

put(a); put(" ");

pt := integer\_to\_ptr(a);

put(pt.all); new\_line;

a := a + 4;

c := integer\_to\_address(a);

end loop;

end uncheck2Address;

415977414 1

415977418 2

415977422 3

--This is not the only way to do XOR etc on pointers. Package system

-- comes with the data type "address" which allows you to

-- obtain address at run time.

-- This solution utilizes "modular types" and the fact that the

-- current PC architecture is 32 bit. Since XOR is commutative,

-- m1 xor m2 xor m1 = m2 or Mary in the example. The output is

-- joe

-- Mary

-- Mary

with Ada.Text\_IO; use Ada.Text\_IO;

with unchecked\_conversion;

procedure XOREx is

type Cell;

type CellPt is access Cell;

type Cell is record

Name: String(1..4);

next: CellPt;

end record;

type Modular32 is mod 2\*\*32;

function CellPtToModular is new Unchecked\_Conversion(CellPt, Modular32);

function ModularToCellPt is new Unchecked\_Conversion(Modular32, CellPt);

p1, p2, p3: CellPt;

m1, m2, m3: Modular32;

begin

p1 := new Cell'("joe ", null);

put( p1.Name ); new\_line;

p2 := new Cell'("Mary", null);

put( p2.Name ); new\_line;

m1 := CellPtToModular(p1);

m2 := CellPtToModular(p2);

m3 := m1 xor m2 xor m1;

p3 := ModularToCellPt( m3 );

put( p3.Name );

end;