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# Introduction: Simulating data

The ability generate simulated data is very useful in a lot of research contexts. Simulated data can be used to [better understand statistical methods](https://stirlingcodingclub.github.io/linear_modelling/#makeup), or in some cases to actually [run statistical analyses](https://stirlingcodingclub.github.io/randomisation/randomisation_notes.html#rand_m) (e.g., simulating a null distribution against which to compare a sample). Here I want to demonstrate how to simulate data in R. This can be accomplished with base R functions including [rnorm](#rnorm), [runif](#runif), [rbinom](#rbinom), [rpois](#rpois), or rgamma; all of these functions sample univariate data (i.e., one variable) from a specified distribution. The function [sample](#sample) can be used to sample elements from an R object with or without replacement. Using the [MASS](https://cran.r-project.org/web/packages/MASS/MASS.pdf) library, the [mvtnorm](#mvtnorm) function will sample multiple variables with a known correlation structure (i.e., we can tell R how variables should be correlated with one another) and normally distributed errors.

Below, I will first demonstrate how to use some common functions in R for simulating data. Then, I will illustrate how these simulated data might be used to better understand common statistical analyses and data visualisation.

# Univariate random numbers

Below, I introduce some base R functions that simulate (pseudo)random numbers from a given distribution. Note that most of what follows in this section is a recreation of a similar section in the notes for [randomisation](https://stirlingcodingclub.github.io/randomisation/randomisation_notes.html) analysis in R.

**Sampling from a uniform distribution**

Like the rnorm function, the runif function returns some number (n) of random numbers, but from a [uniform distribution](https://en.wikipedia.org/wiki/Uniform_distribution_(continuous)) with a range from (min) to (max) such that , where . The default is to draw from a standard uniform distribution (i.e., and ).

rand\_unifs\_10 <- runif(n = 10, min = 0, max = 1);

The above code stores a vector of ten numbers rand\_unifs\_10, shown below.

## [1] 0.3483086 0.5185688 0.3694390 0.9461924 0.6466858 0.9857185 0.3296636  
## [8] 0.3127385 0.6657488 0.9957011

We can visualise the standard uniform distribution that is generated by plotting a histogram of a very large number of values created using runif.

rand\_unifs\_10000 <- runif(n = 10000, min = 0, max = 1);  
hist(rand\_unifs\_10000, xlab = "Random value (X)", col = "grey",  
 main = "", cex.lab = 1.5, cex.axis = 1.5);
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The random uniform distribution is special in some ways. The algorithm for generating random uniform numbers is the starting point for generating random numbers from other distributions using methods such as [rejection sampling](https://en.wikipedia.org/wiki/Rejection_sampling), [inverse transform sampling](https://en.wikipedia.org/wiki/Inverse_transform_sampling), or the [Box Muller](https://en.wikipedia.org/wiki/Box%E2%80%93Muller_transform) method (Box and Muller 1958).

**Sampling from a normal distribution**

The rnorm function returns some number (n) of randomly generated values given a set mean (; mean) and standard deviation (; sd), such that . The default is to draw from a standard [normal (a.k.a., “Gaussian”) distribution](https://en.wikipedia.org/wiki/Normal_distribution) (i.e., and ).

rand\_norms\_10 <- rnorm(n = 10, mean = 0, sd = 1);

The above code stores a vector of 10 numbers, shown below.

## [1] 1.17671190 0.90023495 1.11026872 -1.76899133 -0.63446729 -1.88246810  
## [7] 0.05246716 0.82688295 1.10053697 0.93490105

We can verify that a standard normal distribution is generated by plotting a histogram of a very large number of values created using rnorm.

rand\_norms\_10000 <- rnorm(n = 10000, mean = 0, sd = 1);  
hist(rand\_norms\_10000, xlab = "Random value (X)", col = "grey",  
 main = "", cex.lab = 1.5, cex.axis = 1.5);
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Generating a histogram using data from a simulated distribution like this is often a useful way to visualise distributions, or to see how samples from the same distribution might vary. For example, if we wanted to compare the above distribution with a normal distribution that had a standard deviation of 2 instead of 1, then we could simply sample 10000 new values in rnorm with sd = 2 instead of sd = 1 and create a new histogram with hist. If we wanted to see what the distribution of sampled data might look like given a low sample size (e.g., 10), then we could repeat the process of sampling from rnorm(n = 10, mean = 0, sd = 1) multiple times and looking at the shape of the resulting histogram.

**Sampling from a poisson distribution**

Many processes in biology can be described by a [Poisson distribution](https://en.wikipedia.org/wiki/Poisson_distribution). A Poisson process describes events happening with some given probability over an area of time or space such that , where the rate parameter is both the mean and variance of the Poisson distribution (note that by definition, , and values are always integers, as with count data). Sampling from a Poisson distribution can be done in R with rpois, which takes only two arguments specifying the number of values to be returned (n) and the rate parameter (lambda).

rand\_poissons <- rpois(n = 10, lambda = 1);  
print(rand\_poissons);

## [1] 1 3 0 1 0 0 0 0 0 1

There are no default values for rpois. We can plot a histogram of a large number of values to see the distribution when below.

rand\_poissons\_10000 <- rpois(n = 10000, lambda = 4);  
hist(rand\_poissons\_10000, xlab = "Random value (X)", col = "grey",  
 main = "", cex.lab = 1.5, cex.axis = 1.5);
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**Sampling from a binomial distribution**

Sampling from a binomial distribution in R with rbinom is a bit more complex than using runif, rnorm, or rpois. Like those previous functions, the rbinom function returns some number (n) of random numbers, but the arguments and output can be slightly confusing at first. Recall that a [binomial distribution](https://en.wikipedia.org/wiki/Binomial_distribution) describes the number of ‘successes’ for some number of independent trials (). The rbinom function returns the number of successes after size trials, in which the probability of success in each trial is prob. For a concrete example, suppose we want to simulate the flipping of a fair coin 1000 times, and we want to know how many times that coin comes up heads (‘success’). We can do this with the following code.

coin\_flips <- rbinom(n = 1, size = 1000, prob = 0.5);  
print(coin\_flips);

## [1] 501

The above result shows that the coin came up heads 501 times. Note, however, the (required) argument n above. This allows the user to set the number of sequences to run. In other words, if we set n = 2, then this could simulate the flipping of a fair coin 1000 times once to see how many times heads comes up, then repeating the whole process a second time to see how many times heads comes up again (or, if it is more intuitive, the flipping of two separate fair coins 1000 times).

coin\_flips\_2 <- rbinom(n = 2, size = 1000, prob = 0.5);  
print(coin\_flips\_2);

## [1] 497 492

In the above, a fair coin was flipped 1000 times and returned 497 heads, and then another fair coin was flipped 1000 times and returned 492 heads. As with the rnorm and runif functions, we can check to see what the distribution of the binomial function looks like if we repeat this process. Suppose, in other words, that we want to see the distribution of times heads comes up after 1000 flips. We can, for example, simulate the process of flipping 1000 times in a row with 10000 different coins using the code below.

coin\_flips\_10000 <- rbinom(n = 10000, size = 1000, prob = 0.5);

I have not printed the above coin\_flips\_10000 for obvious reasons, but we can use a histogram to look at the results.

hist(coin\_flips\_10000, xlab = "Random value (X)", col = "grey",  
 main = "", cex.lab = 1.5, cex.axis = 1.5);

![](data:image/png;base64,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)

As would be expected, most of the time ‘heads’ occurs around 500 times out of 1000, but usually the actual number will be a bit lower or higher due to chance. Note that if we want to simulate the results of individual flips in a single trial, we can do so as follows.

flips\_10 <- rbinom(n = 10, size = 1, prob = 0.5);

## [1] 1 0 0 0 1 0 1 0 1 1

In the above, there are n = 10 trials, but each trial consists of only a single coin flip (size = 1). But we can equally well interpret the results as a series of n coin flips that come up either heads (1) or tails (0). This latter interpretation can be especially useful to write code that randomly decides whether some event will happen (1) or not (0) with some probability prob.

# Random sampling using sample

Sometimes it is useful to sample a set of values from a vector or list. The R function sample is very flexible for sampling a subset of numbers or elements from some structure (x) in R according to some set probabilities (prob). Elements can be sampled from x some number of times (size) with or without replacement (replace), though an error will be returned if the size of the sample is larger than x but replace = FALSE (default).

**Sampling random numbers from a list**

To start out simple, suppose we want to ask R to pick a random number from one to ten with equal probability.

rand\_number\_1 <- sample(x = 1:10, size = 1);

The above code will set rand\_number\_1 to a randomly selected value, in this case 3. Because we have not specified a probability vector prob, the function assumes that every element in 1:10 is sampled with equal probability. We can increase the size of the sample to 10 below.

rand\_number\_10 <- sample(x = 1:10, size = 10);  
print(rand\_number\_10);

## [1] 6 9 1 2 7 3 8 5 10 4

Note that all numbers from 1 to 10 have been sampled, but in a random order. This is becaues the default is to sample with replacement, meaning that once a number has been sampled for the first element in rand\_number\_10, it is no longer available to be sampled again. To change this and allow for sampling with replacement, we can change the default.

rand\_number\_10\_r <- sample(x = 1:10, size = 10, replace = TRUE);  
print(rand\_number\_10\_r);

## [1] 2 3 3 2 6 6 2 10 9 6

Note that the numbers {2, 3, 6} are now repeated in the set of randomly sampled values above. We can also specify the probability of sampling each element, with the condition that these probabilities need to sum to 1. Below shows an example in which the numbers 1-5 are sampled with a probability of 0.05, while the numbers 6-10 are sampled with a probability of 0.15, thereby biasing sampling toward larger numbers.

prob\_vec <- c( rep(x = 0.05, times = 5), rep(x = 0.15, times = 5) );  
rand\_num\_bias <- sample(x = 1:10, size = 10, replace = TRUE, prob = prob\_vec);  
print(rand\_num\_bias);

## [1] 4 10 8 9 7 10 10 4 7 10

Note that rand\_num\_bias above contains more numbers from 6-10 than from 1-5.

**Sampling random characters from a list**

Sampling characters from a list of elements is no different than sampling numbers, but I am illustrating it separately because I find that I often sample characters for conceptually different reasons. For example, if I want to create a simulated data set that includes three different species, I might create a vector of species identities from which to sample.

species <- c("species\_A", "species\_B", "species\_C");

This gives three possible categories, which I can now use sample to draw from. Assume that I want to simulate the sampling of these three species, perhaps with species\_A being twice as common as species\_B and species\_C. I might use the following code to sample 12 times.

sp\_sample <- sample(x = species, size = 12, replace = TRUE,   
 prob = c(0.5, 0.25, 0.25)   
 );

Below are the values that get returned.

## [1] "species\_C" "species\_A" "species\_A" "species\_A" "species\_A" "species\_B"  
## [7] "species\_A" "species\_A" "species\_A" "species\_A" "species\_C" "species\_A"

# Simulating data with known correlations

We can generate variables and that have known correlations with with one another. The code below does this for two standard normal random variables with a sample size of 10000, such that the correlation between them is 0.3.

N <- 10000;  
rho <- 0.3;  
x1 <- rnorm(n = N, mean = 0, sd = 1);  
x2 <- (rho \* x1) + sqrt(1 - rho\*rho) \* rnorm(n = N, mean = 0, sd = 1);

Mathematically, these variables are generated by first simulating the sample (x1 above) from a standard normal distribution. Then, (x2 above) is calculated as below,

Where is a sample from a normal distribution with the same variance as . A simple call to the R function cor will confirm that the correlation does indeed equal rho.

cor(x1, x2);

## [1] 0.3016727

This is useful if we are only interested in two variables, but there is a much more efficient way to generate any number of variables with different variances and correlations to one another. To do this, we need to use the [MASS](https://cran.r-project.org/web/packages/MASS/MASS.pdf) library, which can be installed and loaded as below.

install.packages("MASS");  
library("MASS");

In the [MASS](https://cran.r-project.org/web/packages/MASS/MASS.pdf) library, the function mvrnorm can be used to generate any number of variables for a pre-specified covariance structure.

Suppose we want to simulate a data set of three measurements from a species of organisms. Measurement 1 () has a mean of 159.54 and variance of 12.68, measurement 2 () has a mean of 245.26 and variance of 30.39, and measurement 3 () has a mean of 25.52 and variance of 2.18. Below is a table summarising.

|  |  |  |
| --- | --- | --- |
| measurement | mean | variance |
| M1 | 159.54 | 12.68 |
| M2 | 245.26 | 30.39 |
| M3 | 25.52 | 2.18 |

Further, we want the covariance between and to equal 13.95, the covariance between and to equal 3.07, and the covariance between and to equal 4.7. We can put all of this information into a [covariance matrix](https://en.wikipedia.org/wiki/Covariance_matrix) with three rows and three columns. The diagonal of the matrix holds the variances of each variable, with the off-diagonals holding the covariances (note also that the variance of a variable is just the variable’s covariance with itself; e.g., ).

In R, we can create this matrix as follows.

matrix\_data <- c(12.68, 13.95, 3.07, 13.95, 30.39, 4.70, 3.07, 4.70, 2.18);  
cv\_mat <- matrix(data = matrix\_data, nrow = 3, ncol = 3, byrow = TRUE);  
rownames(cv\_mat) <- c("M1", "M2", "M3");  
colnames(cv\_mat) <- c("M1", "M2", "M3");

Here is what cv\_mat looks like (note that it is symmetrical along the diagonal).

## M1 M2 M3  
## M1 12.68 13.95 3.07  
## M2 13.95 30.39 4.70  
## M3 3.07 4.70 2.18

Now we can add the means to a vector in R.

mns <- c(159.54, 245.26, 25.52);

We are now ready to use the mvrnorm function in R to simulate some number n of sampled organisms with these three measurements. We use the mvrnorm arguments mu and Sigma to specify the vector of means and covariance matrix, respectively.

sim\_data <- mvrnorm(n = 40, mu = mns, Sigma = cv\_mat);

Here are the example data below.

|  |  |  |
| --- | --- | --- |
| M1 | M2 | M3 |
| 156.7999 | 237.6301 | 23.76884 |
| 158.4109 | 239.1323 | 24.52847 |
| 154.5124 | 244.2650 | 25.78550 |
| 165.5468 | 254.9793 | 26.41293 |
| 156.1780 | 239.3595 | 23.92292 |
| 157.1597 | 239.6884 | 24.88802 |
| 159.0564 | 245.0888 | 24.97877 |
| 156.4170 | 239.2255 | 25.29391 |
| 159.1641 | 249.4468 | 28.32484 |
| 161.8576 | 246.7828 | 27.16455 |
| 158.7202 | 235.7650 | 24.20640 |
| 165.2677 | 248.1581 | 27.90782 |
| 159.9080 | 245.9444 | 25.69184 |
| 157.8584 | 251.4671 | 25.40560 |
| 160.1644 | 249.6938 | 26.25221 |
| 154.1145 | 238.6140 | 23.37118 |
| 156.3118 | 233.9362 | 23.43543 |
| 157.6097 | 247.7627 | 24.26124 |
| 156.8026 | 245.7292 | 26.42285 |
| 167.5281 | 263.4859 | 28.59048 |
| 155.9269 | 237.4287 | 24.75136 |
| 158.0006 | 249.9820 | 26.11238 |
| 161.5973 | 249.5291 | 26.29375 |
| 162.6388 | 250.1094 | 25.09689 |
| 163.1960 | 248.7763 | 24.23409 |
| 161.5163 | 250.7406 | 24.24654 |
| 161.0379 | 239.7254 | 24.57046 |
| 163.0718 | 252.9002 | 25.67310 |
| 158.1829 | 244.8200 | 26.51034 |
| 156.9078 | 240.7932 | 24.91835 |
| 156.5814 | 241.1537 | 25.07142 |
| 161.4002 | 252.5069 | 27.09345 |
| 155.0329 | 242.6161 | 23.94510 |
| 162.0298 | 244.9221 | 26.67841 |
| 159.6927 | 247.7254 | 26.94708 |
| 158.6999 | 240.7109 | 23.92360 |
| 162.6690 | 249.3751 | 27.83585 |
| 163.6575 | 250.1501 | 26.53301 |
| 159.4483 | 247.3285 | 26.52222 |
| 155.7414 | 236.1683 | 25.94123 |

We can check to confirm that the mean values of each column are correct using apply.

apply(X = sim\_data, MARGIN = 2, FUN = mean);

## M1 M2 M3   
## 159.41044 245.34043 25.58781

And we can check to confirm that the covariance structure of the data is correct using cov.

cov(sim\_data);

## M1 M2 M3  
## M1 10.367057 14.935778 2.539578  
## M2 14.935778 38.188322 5.569731  
## M3 2.539578 5.569731 1.879835

Note that the values are not exact, but should become closer to the specified values as increase the sample size n. We can visualse the data too; for example, we might look at the close correlation between and using a scatterplot, just as we would for data sampled from the field.

par(mar = c(5, 5, 1, 1));  
plot(x = sim\_data[,1], y = sim\_data[,2], pch = 20, cex = 1.25, cex.lab = 1.25,  
 cex.axis = 1.25, xlab = expression(paste("Value of ", M[1])),  
 ylab = expression(paste("Value of ", M[2])));
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We could even run an ordination on these simulated data. For example, we could extract the principle components with prcomp, then plot the first two PCs to visualise these data. We might, for example, want to compare different methods of ordination using a data set with different, pre-specified properties (e.g., Minchin 1987). We might also want to use simulated data sets to investigate how different statistical tools perform. I show this in the next section, where I put a full data set together and run [linear models](https://stirlingcodingclub.github.io/linear_modelling/) on it.

# Simulating a full data set

Putting everything together, here I will create a data set of three different species from which three different measurements are taken. We can just call these measurements ‘length’, ‘width’, and ‘mass’. For simplicity, let us assume that these measurements always covary in the same way that we saw with (i.e., cv\_mat) above. But let’s also assume that we have three species with slightly different mean values. Below is the code that will build a new data set of samples with four columns: species, length, width, and mass.

N <- 20;  
matrix\_data <- c(12.68, 13.95, 3.07, 13.95, 30.39, 4.70, 3.07, 4.70, 2.18);  
cv\_mat <- matrix(data = matrix\_data, nrow = 3, ncol = 3, byrow = TRUE);  
mns\_1 <- c(159.54, 245.26, 25.52);  
sim\_data\_1 <- mvrnorm(n = N, mu = mns, Sigma = cv\_mat);  
colnames(sim\_data\_1) <- c("Length", "Width", "Mass");  
# Below, I bind a column for indicating 'species\_1' identity  
species <- rep(x = "species\_1", times = 20); # Repeats 20 times  
sp\_1 <- data.frame(species, sim\_data\_1);

Let us add one more data column. Suppose that we can also sample the number of offspring each organism has, and that the mean number of offspring that an organism has equals one tenth of the organism’s mass. To do this, we can use rpois, and take advantage of the fact that the argument lambda can be a vector rather than a single value. So to get the number of offspring for each organism based on its body mass, we can just insert the mass vector sp\_1$Mass times 0.1 for lambda.

offspring <- rpois(n = N, lambda = sp\_1$Mass \* 0.1);  
sp\_1 <- cbind(sp\_1, offspring);

I have also bound the offspring number to the data set sp\_1. Here is what it looks like below.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| species | Length | Width | Mass | offspring |
| species\_1 | 158.4565 | 243.1370 | 23.38561 | 2 |
| species\_1 | 157.2741 | 244.2342 | 24.94022 | 4 |
| species\_1 | 158.2928 | 248.7526 | 26.38998 | 2 |
| species\_1 | 156.2168 | 245.9917 | 25.96801 | 1 |
| species\_1 | 163.0832 | 245.8923 | 27.57875 | 2 |
| species\_1 | 161.3169 | 242.3061 | 26.32443 | 3 |
| species\_1 | 165.5562 | 251.5265 | 25.69130 | 1 |
| species\_1 | 161.7600 | 248.6971 | 26.86490 | 1 |
| species\_1 | 155.4882 | 241.2396 | 24.70706 | 2 |
| species\_1 | 156.7792 | 244.2795 | 25.65491 | 0 |
| species\_1 | 161.9879 | 243.5086 | 23.84894 | 3 |
| species\_1 | 164.5975 | 255.0058 | 28.28061 | 3 |
| species\_1 | 160.0662 | 244.7753 | 23.87984 | 2 |
| species\_1 | 161.3359 | 239.8836 | 24.38817 | 3 |
| species\_1 | 153.8743 | 237.2926 | 24.18724 | 5 |
| species\_1 | 159.7522 | 244.6814 | 25.89826 | 4 |
| species\_1 | 157.4403 | 246.2192 | 23.86332 | 4 |
| species\_1 | 160.2325 | 250.6766 | 26.15072 | 4 |
| species\_1 | 156.0560 | 241.6316 | 22.26129 | 4 |
| species\_1 | 155.8918 | 243.6194 | 24.50011 | 8 |

To add two more species, let us repeat the process two more times, but change the expected mass just slightly each time. The code below does this, and puts everything together in a single data set.

# First making species 2  
mns\_2 <- c(159.54, 245.26, 25.52 + 3); # Add a bit  
sim\_data\_2 <- mvrnorm(n = N, mu = mns, Sigma = cv\_mat);  
colnames(sim\_data\_2) <- c("Length", "Width", "Mass");  
species <- rep(x = "species\_2", times = 20); # Repeats 20 times  
offspring <- rpois(n = N, lambda = sim\_data\_2[,3] \* 0.1);  
sp\_2 <- data.frame(species, sim\_data\_2, offspring);  
# Now make species 3  
mns\_3 <- c(159.54, 245.26, 25.52 + 4.5); # Add a bit more  
sim\_data\_3 <- mvrnorm(n = N, mu = mns, Sigma = cv\_mat);  
colnames(sim\_data\_3) <- c("Length", "Width", "Mass");  
species <- rep(x = "species\_3", times = 20); # Repeats 20 times  
offspring <- rpois(n = N, lambda = sim\_data\_3[,3] \* 0.1);  
sp\_3 <- data.frame(species, sim\_data\_3, offspring);  
# Bring it all together in one data set  
dat <- rbind(sp\_1, sp\_2, sp\_3);

Our full data set now looks like the below.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| species | Length | Width | Mass | offspring |
| species\_1 | 158.4565 | 243.1370 | 23.38561 | 2 |
| species\_1 | 157.2741 | 244.2342 | 24.94022 | 4 |
| species\_1 | 158.2928 | 248.7526 | 26.38998 | 2 |
| species\_1 | 156.2168 | 245.9917 | 25.96801 | 1 |
| species\_1 | 163.0832 | 245.8923 | 27.57875 | 2 |
| species\_1 | 161.3169 | 242.3061 | 26.32443 | 3 |
| species\_1 | 165.5562 | 251.5265 | 25.69130 | 1 |
| species\_1 | 161.7600 | 248.6971 | 26.86490 | 1 |
| species\_1 | 155.4882 | 241.2396 | 24.70706 | 2 |
| species\_1 | 156.7792 | 244.2795 | 25.65491 | 0 |
| species\_1 | 161.9879 | 243.5086 | 23.84894 | 3 |
| species\_1 | 164.5975 | 255.0058 | 28.28061 | 3 |
| species\_1 | 160.0662 | 244.7753 | 23.87984 | 2 |
| species\_1 | 161.3359 | 239.8836 | 24.38817 | 3 |
| species\_1 | 153.8743 | 237.2926 | 24.18724 | 5 |
| species\_1 | 159.7522 | 244.6814 | 25.89826 | 4 |
| species\_1 | 157.4403 | 246.2192 | 23.86332 | 4 |
| species\_1 | 160.2325 | 250.6766 | 26.15072 | 4 |
| species\_1 | 156.0560 | 241.6316 | 22.26129 | 4 |
| species\_1 | 155.8918 | 243.6194 | 24.50011 | 8 |
| species\_2 | 160.0025 | 241.9459 | 26.77441 | 4 |
| species\_2 | 154.1757 | 235.3846 | 26.08901 | 3 |
| species\_2 | 163.9573 | 249.7366 | 26.30147 | 2 |
| species\_2 | 159.1799 | 246.0470 | 24.84603 | 1 |
| species\_2 | 151.9027 | 237.7081 | 21.92144 | 3 |
| species\_2 | 159.2292 | 242.9459 | 25.02942 | 3 |
| species\_2 | 164.1135 | 249.8544 | 26.02879 | 4 |
| species\_2 | 156.9236 | 241.4771 | 24.64972 | 3 |
| species\_2 | 156.5620 | 234.3267 | 24.28750 | 0 |
| species\_2 | 161.8048 | 241.4408 | 25.28024 | 1 |
| species\_2 | 163.8265 | 251.2648 | 25.94367 | 4 |
| species\_2 | 160.3772 | 243.2569 | 26.59856 | 0 |
| species\_2 | 153.9088 | 245.3636 | 23.04643 | 2 |
| species\_2 | 160.3276 | 247.8055 | 26.30887 | 2 |
| species\_2 | 159.9237 | 247.4858 | 23.85211 | 4 |
| species\_2 | 157.1908 | 248.8533 | 27.05069 | 2 |
| species\_2 | 168.5553 | 250.9182 | 26.22410 | 1 |
| species\_2 | 157.2060 | 240.2435 | 24.49341 | 2 |
| species\_2 | 164.7081 | 257.1248 | 26.20848 | 2 |
| species\_2 | 158.0917 | 245.9145 | 25.05511 | 2 |
| species\_3 | 156.9107 | 236.0195 | 24.19059 | 4 |
| species\_3 | 159.0342 | 245.3388 | 26.45779 | 3 |
| species\_3 | 156.9186 | 246.1912 | 25.74907 | 2 |
| species\_3 | 155.7678 | 239.6978 | 22.88479 | 5 |
| species\_3 | 158.0937 | 242.3673 | 24.19582 | 3 |
| species\_3 | 155.0716 | 238.4135 | 22.99116 | 2 |
| species\_3 | 166.7306 | 256.9142 | 27.77511 | 3 |
| species\_3 | 161.4738 | 244.1493 | 26.26333 | 2 |
| species\_3 | 155.7215 | 238.2564 | 24.26026 | 2 |
| species\_3 | 163.3106 | 248.7752 | 23.87138 | 2 |
| species\_3 | 162.1702 | 247.7806 | 26.62700 | 3 |
| species\_3 | 161.5203 | 250.1563 | 25.92316 | 2 |
| species\_3 | 157.5109 | 241.0652 | 24.17754 | 2 |
| species\_3 | 155.5164 | 243.9490 | 24.30092 | 2 |
| species\_3 | 162.1374 | 246.5908 | 25.70360 | 2 |
| species\_3 | 159.7511 | 236.9142 | 25.24058 | 2 |
| species\_3 | 163.8569 | 253.2958 | 26.78874 | 3 |
| species\_3 | 158.9074 | 250.1859 | 25.19471 | 6 |
| species\_3 | 162.7958 | 254.1816 | 27.83501 | 2 |
| species\_3 | 162.8978 | 256.9045 | 26.69767 | 1 |

To summarise, we now have a simulated data set of measurements from three different species, all of which have known variances and covariances of length, width, and mass. Each species has a slightly different mean mass, and for all species, each unit of mass increases the expected number of offspring by 0.1. Because we know these properties of the data for certain, we can start asking questions that might be useful to know about our data analysis. For example, given this covariance structure and these small differences in mass, is a sample size of 20 really enough to even get a significant difference among species masses using an ANOVA? What if we tried to test for differences among masses using some sort of [randomisation approach](https://stirlingcodingclub.github.io/randomisation/randomisation_notes.html#rand_h) Instead? Would this give us more or less power? Let us run an ANOVA to see if the difference between group means (which we know exists) is recovered.

aov\_result <- aov(Mass ~ species, data = dat);  
summary(aov\_result);

## Df Sum Sq Mean Sq F value Pr(>F)  
## species 2 0.14 0.0699 0.034 0.966  
## Residuals 57 116.44 2.0428

It appears not! What about the relationship between body mass and offspring production that we know exists? Below is a scatterplot of the data for the three different species.
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This looks like there might be a postive relationship. We can use a generalised linear model to test it with species as a random effect, as we might do if these were data sampled from the field.

library(lme4);

## Loading required package: Matrix

mod <- glmer(offspring ~ Mass + (1 | species), data = dat, family = "poisson");

## boundary (singular) fit: see ?isSingular

summary(mod);

## Generalized linear mixed model fit by maximum likelihood (Laplace  
## Approximation) [glmerMod]  
## Family: poisson ( log )  
## Formula: offspring ~ Mass + (1 | species)  
## Data: dat  
##   
## AIC BIC logLik deviance df.resid   
## 213.5 219.8 -103.8 207.5 57   
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -1.6730 -0.4985 -0.2223 0.4981 3.1630   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## species (Intercept) 0 0   
## Number of obs: 60, groups: species, 3  
##   
## Fixed effects:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 2.94915 1.43294 2.058 0.0396 \*  
## Mass -0.07905 0.05690 -1.389 0.1648   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Correlation of Fixed Effects:  
## (Intr)  
## Mass -0.998  
## convergence code: 0  
## boundary (singular) fit: see ?isSingular

There does not appear to be any effect here either! To get one, it appears that we will need to simulate a larger data set (or a bigger effect size – or just get lucky when re-simulating a new data set).

Note that I have run a linear model that might be reasonable given the structure of our data. But the advantage of working with simulated data and knowing for certain what the relationship is between the underlying variables is that we can explore different statistical techniques. For example, we know that our response variable offspring is count data, so we are supposed to specify a Poisson error structure using the family = "poisson" argument above, right? But what would happen if we just used a normal error structure anyway? Would this really be so bad? Now is the opportunity to test because we *know* what the correct answer is supposed to be! Trying statistical methods that are normally ill-advised can actually be useful here, as it can help us see for ourselves when a technique is bad – or perhaps when it really is not (e.g., Ives 2015).

# Conclusions

Simulating data can be a powerful tool for learning and investigating different statistical analyses. The main benefits of using simulated data are flexibility and certainty. Simulation gives us the flexibility to explore any number of hypotheticals, including different sample sizes, effect sizes, relationships between variables, and error distributions. It also works from a point of certainty; we know what the real relationship is between variables, and what the actual effect sizes are because we define them when generating random samples. So if we want to better understand what would happen if we were unable to sample an important variable in our system, or if we were to use a biased estimator, or if we we were to violate key model assumptions, simulated data is a very useful tool.
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