## Making Predictions with Simple Linear Regression Model

Needed libraries

library(tidyverse)

## Warning: package 'tidyverse' was built under R version 3.5.2

## -- Attaching packages ----------------------------------------------------------------- tidyverse 1.2.1 --

## v ggplot2 3.1.0 v purrr 0.2.5  
## v tibble 1.4.2 v dplyr 0.7.7  
## v tidyr 0.8.2 v stringr 1.3.1  
## v readr 1.1.1 v forcats 0.3.0

## -- Conflicts -------------------------------------------------------------------- tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()

Read-in the data. Before doing this make sure that you have placed the CreditData.csv file (downloadable from Canvas) in your project’s working directory.

credit = read\_csv("CreditData.csv")

## Parsed with column specification:  
## cols(  
## AnnualIncome = col\_double(),  
## HouseholdSize = col\_integer(),  
## YrsEdAfterHS = col\_integer(),  
## HrWkTV = col\_integer(),  
## AnnualCharges = col\_double()  
## )

Get rid of missing data rows

credit = credit %>% drop\_na() #delete any row with an NA value

Build a regression model with AnnualIncome to predict AnnualCharges.

mod1 = lm(AnnualCharges ~ AnnualIncome, credit) #create linear regression model  
summary(mod1) #examine the model

##   
## Call:  
## lm(formula = AnnualCharges ~ AnnualIncome, data = credit)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -12284.4 -3938.1 14.4 3947.9 13232.5   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 3146.361 185.193 16.99 <2e-16 \*\*\*  
## AnnualIncome 121.355 2.529 47.98 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 5027 on 4998 degrees of freedom  
## Multiple R-squared: 0.3153, Adjusted R-squared: 0.3152   
## F-statistic: 2302 on 1 and 4998 DF, p-value: < 2.2e-16

Prediction for AnnualIncomes of 75 and 100?

#Manually  
3146.361 + 121.355\*75

## [1] 12247.99

3146.361 + 121.355\*100

## [1] 15281.86

#Using predict function  
testdata = data.frame(AnnualIncome = c(75,100))  
predict(mod1, newdata = testdata, interval = "predict")

## fit lwr upr  
## 1 12247.98 2392.131 22103.82  
## 2 15281.85 5424.762 25138.93

#Prediction intervals  
temp\_var = predict(mod1, interval = "prediction")

## Warning in predict.lm(mod1, interval = "prediction"): predictions on current data refer to \_future\_ responses

new\_df = cbind(credit, temp\_var)  
  
ggplot(new\_df, aes(x = AnnualIncome, y = AnnualCharges)) +   
 geom\_point() +   
 geom\_smooth(method = "lm", se = FALSE, color = "red") +  
 geom\_line(aes(y=lwr), color = "red", linetype = "dashed") +  
 geom\_line(aes(y=upr), color = "red", linetype = "dashed") +  
 theme\_bw()

![](data:image/png;base64,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)