## Stuart Broach

## Neural Networks

#install.packages("nnet")  
library(tidyverse)

## Warning: package 'tidyverse' was built under R version 3.5.2

## -- Attaching packages -------------------------------------------------------------------------------- tidyverse 1.2.1 --

## v ggplot2 3.1.0 v purrr 0.2.5  
## v tibble 1.4.2 v dplyr 0.7.7  
## v tidyr 0.8.2 v stringr 1.3.1  
## v readr 1.1.1 v forcats 0.3.0

## -- Conflicts ----------------------------------------------------------------------------------- tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()

library(caret)

## Warning: package 'caret' was built under R version 3.5.2

## Loading required package: lattice

##   
## Attaching package: 'caret'

## The following object is masked from 'package:purrr':  
##   
## lift

library(nnet)

## Warning: package 'nnet' was built under R version 3.5.2

parole = read\_csv("parole.csv")

## Parsed with column specification:  
## cols(  
## male = col\_integer(),  
## race = col\_integer(),  
## age = col\_double(),  
## state = col\_integer(),  
## time.served = col\_double(),  
## max.sentence = col\_integer(),  
## multiple.offenses = col\_integer(),  
## crime = col\_integer(),  
## violator = col\_integer()  
## )

parole = parole %>% mutate(male = as\_factor(as.character(male))) %>%  
mutate(male = fct\_recode(male,  
"male" = "1",  
"female" = "0"))  
parole = parole %>% mutate(race = as\_factor(as.character(race))) %>%  
mutate(race = fct\_recode(race,  
"white" = "1",  
"otherwise" = "2"))  
parole = parole %>% mutate(state = as\_factor(as.character(state))) %>%  
mutate(state = fct\_recode(state,  
"Kentucky" = "2",  
"Louisiana" = "3",  
"Virginia" = "4",  
"Other" = "1"))  
parole = parole %>% mutate(crime = as\_factor(as.character(crime))) %>%  
mutate(crime = fct\_recode(crime,  
"larceny" = "2",  
"drug-related" = "3",  
"driving-related" = "4",  
"other" = "1"))  
parole = parole %>% mutate(multiple.offenses = as\_factor(as.character(multiple.offenses))) %>%  
mutate(multiple.offenses = fct\_recode(multiple.offenses,  
"multiple-offenses" = "0",  
"single-offense" = "1"))  
parole = parole %>% mutate(violator = as\_factor(as.character(violator))) %>%  
mutate(violator = fct\_recode(violator,  
"violated" = "1",  
"completed" = "0"))  
set.seed(12345)  
train.rows = createDataPartition(y = parole$violator, p=0.7, list = FALSE)  
train = parole[train.rows,]  
test = parole[-train.rows,]

start\_time = Sys.time()  
fitControl = trainControl(method = "cv",  
 number = 10)  
  
nnetGrid <- expand.grid(size = 12, decay = 0.1)  
  
set.seed(1234)  
nnetBasic = train(violator ~ .,  
 train,  
 method = "nnet",  
 tuneGrid = nnetGrid,  
 trControl = fitControl,  
 verbose = FALSE,  
 trace = FALSE)  
  
end\_time = Sys.time()  
end\_time-start\_time

## Time difference of 2.205235 secs

nnetBasic

## Neural Network   
##   
## 473 samples  
## 8 predictor  
## 2 classes: 'completed', 'violated'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 427, 425, 426, 425, 425, 426, ...   
## Resampling results:  
##   
## Accuracy Kappa   
## 0.8729321 0.2839906  
##   
## Tuning parameter 'size' was held constant at a value of 12  
##   
## Tuning parameter 'decay' was held constant at a value of 0.1

predNetBasic = predict(nnetBasic, train)

confusionMatrix(predNetBasic, train$violator, positive = "violated")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction completed violated  
## completed 414 16  
## violated 4 39  
##   
## Accuracy : 0.9577   
## 95% CI : (0.9355, 0.974)  
## No Information Rate : 0.8837   
## P-Value [Acc > NIR] : 1.25e-08   
##   
## Kappa : 0.7727   
## Mcnemar's Test P-Value : 0.01391   
##   
## Sensitivity : 0.70909   
## Specificity : 0.99043   
## Pos Pred Value : 0.90698   
## Neg Pred Value : 0.96279   
## Prevalence : 0.11628   
## Detection Rate : 0.08245   
## Detection Prevalence : 0.09091   
## Balanced Accuracy : 0.84976   
##   
## 'Positive' Class : violated   
##

This model came in extremly high at .957 accuracy.

start\_time = Sys.time()  
fitControl = trainControl(method = "cv",  
 number = 10)  
  
nnetGrid <- expand.grid(size = seq(from = 1, to = 12, by = 1),  
 decay = seq(from = 0.1, to = 0.5, by = 0.1))  
  
set.seed(1234)  
nnetFit = train(violator ~ .,  
 train,  
 method = "nnet",  
 tuneGrid = nnetGrid,  
 trControl = fitControl,  
 verbose = FALSE,  
 trace = FALSE)  
  
end\_time = Sys.time()  
end\_time-start\_time

## Time difference of 51.70089 secs

plot(nnetFit)
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predNet = predict(nnetFit, train)

confusionMatrix(predNet, train$violator, positive = "violated")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction completed violated  
## completed 409 29  
## violated 9 26  
##   
## Accuracy : 0.9197   
## 95% CI : (0.8914, 0.9425)  
## No Information Rate : 0.8837   
## P-Value [Acc > NIR] : 0.006833   
##   
## Kappa : 0.5358   
## Mcnemar's Test P-Value : 0.002055   
##   
## Sensitivity : 0.47273   
## Specificity : 0.97847   
## Pos Pred Value : 0.74286   
## Neg Pred Value : 0.93379   
## Prevalence : 0.11628   
## Detection Rate : 0.05497   
## Detection Prevalence : 0.07400   
## Balanced Accuracy : 0.72560   
##   
## 'Positive' Class : violated   
##

This model came in lower wth an accuracy at .919, but still great nonetheless.

start\_time = Sys.time()  
fitControl = trainControl(method = "cv",  
 number = 10)  
  
nnetGrid <- expand.grid(size = 12, decay = 0.1)  
  
set.seed(1234)  
nnetBasic2 = train(violator ~ .,  
 test,  
 method = "nnet",  
 tuneGrid = nnetGrid,  
 trControl = fitControl,  
 verbose = FALSE,  
 trace = FALSE)  
  
end\_time = Sys.time()  
end\_time-start\_time

## Time difference of 1.097686 secs

nnetBasic2

## Neural Network   
##   
## 202 samples  
## 8 predictor  
## 2 classes: 'completed', 'violated'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 182, 182, 182, 182, 181, 182, ...   
## Resampling results:  
##   
## Accuracy Kappa   
## 0.8469048 0.05431235  
##   
## Tuning parameter 'size' was held constant at a value of 12  
##   
## Tuning parameter 'decay' was held constant at a value of 0.1

predNetBasic2 = predict(nnetBasic2, test)

confusionMatrix(predNetBasic2, test$violator, positive = "violated")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction completed violated  
## completed 179 11  
## violated 0 12  
##   
## Accuracy : 0.9455   
## 95% CI : (0.9047, 0.9725)  
## No Information Rate : 0.8861   
## P-Value [Acc > NIR] : 0.002921   
##   
## Kappa : 0.6591   
## Mcnemar's Test P-Value : 0.002569   
##   
## Sensitivity : 0.52174   
## Specificity : 1.00000   
## Pos Pred Value : 1.00000   
## Neg Pred Value : 0.94211   
## Prevalence : 0.11386   
## Detection Rate : 0.05941   
## Detection Prevalence : 0.05941   
## Balanced Accuracy : 0.76087   
##   
## 'Positive' Class : violated   
##

This model has a high accuracy of .945 which is of great quality.

start\_time = Sys.time()  
fitControl = trainControl(method = "cv",  
 number = 10)  
  
nnetGrid <- expand.grid(size = seq(from = 1, to = 12, by = 1),  
 decay = seq(from = 0.1, to = 0.5, by = 0.1))  
  
set.seed(1234)  
nnetFit2 = train(violator ~ .,  
 test,  
 method = "nnet",  
 tuneGrid = nnetGrid,  
 trControl = fitControl,  
 verbose = FALSE,  
 trace = FALSE)  
  
end\_time = Sys.time()  
end\_time-start\_time

## Time difference of 24.52789 secs

plot(nnetFit2)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAApVBMVEUAAAAAADoAAGYAOjoAOmYAOpAAZAAAZpAAZrYAgP86AAA6ADo6AGY6OgA6Ojo6OpA6ZmY6kLY6kNtmAABmADpmAGZmOgBmOpBmZmZmkJBmtrZmtv+QOgCQOjqQOmaQZgCQkGaQtpCQ27aQ2/+2ZgC2Zma2kDq2tma225C2///bkDrbtrbb/9vb///m5ub/AAD/AP//pQD/tmb/25D//7b//9v///80SQ+iAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAatElEQVR4nO2dCXvjOHKG3b2xYnqSmcTuydXeI9vazY52LVG0zP//00IAPHATKIIkUKrvcesgWQQar3CjwIeWhFoPe0eAtK4IMHIRYOQiwMhFgJGLACMXAUYuAoxcBBi5CDByEWDkIsDIRYCRiwAjFwFGLgKMXAQYuQgwchFg5CLAyEWAkYsAIxcBRi6EgI+P793r6eGle/18exqP316/t+aXpn8/PnBJl+AQQsCnr791r8f/Ypxvry/2iwbAI2jxs/h4frJfX6wQAv547pjdvv3vTz+6z+zFJgfgtvniMChVCAHzXNs8/uPte5+bT13R+zKw7IriL3/68uP2+t/PXYH80b0Isj1gUab3FuLDk7BipfeRnywqkyMEzDF0FNgb/9hlyo/nFwH42BFvHhjg7uiJvas5mL8PFvwD+70Mt2k668+3ouppjICbx3dGoX8T1XCHhrHkxXd7ZGBfeGFuAD6xC0cLUYPfvv0QJT+/havUz1MYAXcIGJLujcEQtWrPsuENsKbPud2LDfBoIX4OQs1QRp/6CwsRRsBdvu1y7/DWPPQdIMbyNAu4ex8txszaVcVf/8Zodz+Qo6NdnqkwAm6PL7whdHxib2O7OCgHs0bWaDHkYP7eN87//K2oEhon4OafeUOo+af/+C51hKY6+OQG3PBm1Wghciv/WTSsiP58+7msEhon4I+ffxK1KM+KrPkr2lVKK3oA3Je4w0DHi2TBP3R5WrSveMdJDJAVJJSAP984rf6Nd2Y7rmM/+Ov/iSY1P3Ic+sHyUGVvMfaDu7cvPxjx0trQSAHPSdTEIH38UlYJfW+ARUvJNUAdoFNhJfS9ARadJvBQ1MdzYU2s+wN8dyLAyEWAkYsAIxcBRi4CjFz7Am7YCNHw5SR/2V9y3G6vD/3SjuK0K2A2sj9O3bCZvIxWRClxK26AcpIMuKq2DfvzjQ0LHUXG4MNL8ipXRYfDdtHiUuLmHdu8XreJEVAS4Ir/bah+7k5KPBfgA//bUmrcPOvsrvwvX02Aq/FlK4mCT84dJ3sRfRhfNpMat+PPwzJLXdfxJVPNA66iFBO2qOKmerdxJKIT8CFKMVFT43Z7ZUPQ1rU6TsDXKEXFLUp7FtE64GkGV9f2RbQZN0dFXE4RvX0jyyyinc3ozRtZlrjJaywlldPI2lxmI8uViNvLFrci+0p7Ala6IiJFF6y1SKuc4xalfAY6jnwpczYLJtS48VW42cQtRvsOVfajk6L7e8zLPTfnuEWIJhuQiwAjFwFGLgKMXAQYuTKa8G8nH05SMuXTD2bfHwhwasmA63rbsNVJdb4wxgX4ctkoTugkAa7534bSx3tPj390AL7wPxJAE+B6fNlK2oxN99VRB1/GF1Ks5gHXUYoJW51zZQV2JOBLlGKihkd7FtEqYLZ7jasVTUU0WHs2spQimn9xdpPuNf8tVzYT/qcHeQ8FUiplM+HPRQMdyZXVQAcBTq+MJvxbAryCaLIBuQgwchFg5CLAyEWAkYsAIxcBRi4CjFwEGLkIMHIRYOQiwMhFgJGLACMXAUYuAoxcBBi5CDByEWDkIsDIRYCRiwAjFwFGLgKMXLsDhkeALNe3TqCykqwsy+XWCVRWkpVludw6gcpKsrIsl1snUFlJVpblcusEKivJyrJcbp1AZSVZWZbLrROorCQry3K5tX4z0obaAzDA5gwO7c4tCTBySwKM3JIAI7eEAG766hu6GRkB3tAyGvDtdXiG+efbA+whXwR4Q8tYwLdfZabqt1AR4A0tqQ5GbkmAkVtCAHeVLxf0MZsAwN4tjP2bCGeU2HtYQgAfFz5ANR5w3Z7dhGe2Ac8osfewBAC+vS58gGo04JpF30V47kkNGSX2HpYgwAt344YArn2ALwQ4JeBxV19DUs/445nvANy9mVv/Aoro2ldEe/nmlNh7WMJGshxZ+Pg0bMzOcvnp62+sND8ZPwcIYE8r6+InnFFi72EJKqIf7K3o27cf7ce/iGdndG/d1/4NFuak+TrYQzijxN7DMmU/WML5+fa9bR7fNcDDHPQ5TrX0auiivZNUBc77xwJm1XFX+fKS2ijQI3Mwz7pn19OaLtq7oYxy0x6WoBzcNZ20B76KwxNgXvl2RXh35b+/JQJsJXyxfFKVUWLvYQlrZLGOsJkzJcAy64V1sMDqAHxxfJaUUWLvYQnqJomBjpPeATIbWcNHUJhCPdWz9HnSxfNtUEaJvYflgoGOxhixnLpJ7EfAukkd4+OibtLA1ApYJ2olnFFi72GZMgezDhSDfnwZBzqah2UDHSPSs/qVy+RpI5xRYu9hmbIODlU44AnoWT9gp2k5llFi72GZshUdqmDAEk4TsL3GNY9mlNh7WOYz4X+96kdqy8np2MU82VoAm7cN1eGwykm/8AK+8j9ZMt/2fNUOSnwVS43wZBmrQ3t2czrwP4jljNACvo4vgxS+XfRVwgpfN2HZMk4HZunidBhfYi3ntDvg2+uLc7IhVA7A15UEBnyAq1zAKeQsouXMV6snp4KWnVBz6YH9SZLPMktYGX043GsRPYw9mgMdgXI1sipp+Vytn5w+1wrBLrewk0q7RiF8BTW0WCZc0sgqOQcPgE/JV1VWHRuRMsagpBT9WuInpbOc5DJhbhlJWNxrUWIDCe8P+Di5FkPX3vkAd5n4YJtWkKJ/Gc9q2Uj6KhEWljGZeLjPfQK2TQ9Fyh0mI9whtkwb2QCbaTgeMQBHIB5vsiyxYYRzALxYnptxwrVlJfsU/Uufwa214HhwusNkGYRYuu3CxAYRzgLw0E9awbOBAebNZD11xuhzcrW7kTOcGAnL//FZwsptlyY2hHAWgI+P76en9uN5jcmGqq9/LxriIfqCW0gDdyCs/Mf9mfhgDzNevSWAcA6A2XKc5vHdMl0YKC/gaSzyYslNnFrHweeqNIC6KJaD3IiNX83yxI4nnAfg73yZhrlUI1C+MOtq+nwx6kPGjB/0A+4vukiWkuyELYVCgsSOJpwDYDbhL63OiZcXcCsTvqgtWs53uG5GI2HzP27LxDYS9wqYj3AcX1YpoutWBiwhZtG/yPlsnvBBELb9x3XE9jo9RWLHEs4CMFtm1a/OAckeZl331BTCPWJR5MocZgEzo4uzPSYQi5OuJluSxI4knAfghbLerB69vCvtTMf1wDBr7eoAwu3hctCb46PYAPb16hly9ra4w0/qt09029CTuQBmuAYHM4NwB+lsDH6EAGaEz07CfB7CmcO8SwXM5Qluy4N2MtwSHuak+PngaSw65UCH4gJsI2yOboUQvrD8f3FM2l5ZBnalmXepgLk8wWd5UE9GWMLDHAVfVdmAV905i+jhs1lId3/m8GUAYWbp1LX7Q6RkgAcHcLMVbXUAN38H7kbWIEs1bFlEGZSFrZa9rl0udp9MV1xqWfjqjJE/zAvEciXPhtEB/Ltl2ng+TB2wYyOdIMI+7/+tGjwH7aQzUu7bdiYgywWeDcd53ySwA7hB2NoJCGpnZbFG2WjKuUA5wpQuj7SEb+FwMspe0wG8fwOEqRO2Rz+EcBaALd1hOyhrmNqlEZbAbhJvSpvjWKYD+PA23CXcw78Kcl93eP3nqIN5KHRTAvO6iO0MVvLw7x3ABz9wwM20LOz4fQZk4TxysHVIy7uwwXNRoCXXSnt0LN+EJQxwAOGMAVtA6ZbORtWsZa+UgNPusqMSLh+wY1RaA3X2nYywHJXUs8FwAO/fYGEqhJ2JPUs4G8CueQcF1Nl1IspSUtKxaNMBPGKgwxA6wM6ZJQnU2XbQLaulolwmG2ySCbsTe45wRoDdc4fmEsEQvHZLVTkDlgl7EnuGcE6APYTVFWRB2ddqqSuX2SSrAgF7dwvPC7Bn/p+DErQi8GqWprLOwRJhL2BvJs4NsHvJL9tV9XyJxStZ2lQ+4FqZaTSVF2Cv42nHyVzYECRmaa+2M/Ns0DUS9jayvFk4L8AHg7C0AoHPbcIAO3dFz82zQddA2N/IKqmI1jcOkM+yghbmtMaWJllP5ObZoCsA8EwrKy/A/r0BeP0L2KPncEjZyFrVs8FQT3gmsYspouf4gfwSfe7quXk2GEIHOMQyKhP3F5fh2WCRIDyXZG7CJQKOQDxemL1ng1Oc8L0BDkQ8766edz+YKwiwm3CpgEOq4gB39fihyoVPxQoPcxQjPJ9kLsJ7Y1pgOZOJ1dMJx6Jdz8UKFQEOtvQg1k8lK6LZs0fhWwlHhDmpCkoyB+EMMC2x9G6XGRAmeFXlggdUxlfo1f0CntlNaDZMaCOrgQ9FQwBXxkp4i+yE88C0xNKgaWWevhWdeK9Kn6rqHEAYK2CNqKNeTp+DoeMckDq4OpveLKashPPBtMRy3ObAWSmXXAdXvJB2FtPTCRvhnDAtsOTzTr7lAiW3olkji0GsRqknx9yNGDAn7OsYF9wPbuVMOnwfUfMzHsJ5YYJbHvrVApGWJYxkMTn/4xLlFjXgmZnkxI2swUdYP6p5+DfWfaWTAlaK6JmdptOFuYtlwEyyqaSADQ9/9tHsTSUG3Eo5GDVgkGVKwNanj1rK9NSAmdyEM0rsPSxTAjY9/FvbVi2rAHYTziix97BcCfDo2v8pP/87wsM/XsOeAAV5/W+hdT38bY+HXikHO7NwRrlpD0vYwveOnmWo0vaI95Ol07wOYFdXKaPE3sMSuPD94/nJfLS3rZF1tBTlKwF2EM4osfewBK6LZjspBTziXa2CI8NUFPQf7wkTYElAwMcOnrk3g+nhb33G0mqArYQzSuw9LEFF9NPt9fH99godk14PcE+YAE8Cehd++TFsSQrQioAthNdJbP8Sk8IBL9WagE3CqyR2Vdc+wgQ4WuH/cfF0PIhleJjs6U4+woUDdvWDQ7UuYJ3wGoldT49oi7SEhwm0TNkPDhUCwB3eCi1gdz84UCsD1givkthdFezzOi8fsL0fHKi1AY/PMI23DA6zw+tBXDbgnPvBvWTC6+RgEUgB/lDY+sG9JMKrAeaEs19sj6+bJFStClh6RJsVMQGOVvR/fCS8QmIPXeB+UCXrdWAgwB/PD0sWv28CeOyorgF4CkP9PmsJDxNqCQEsnnx2ethiI7RBgP94Tzh9Yk9jWOMMdL6LDIDbKDFttMuOEOQ/Xq0OWFonlOsMFrAfzJTtQMcoTjh5ksmD0NLH9WewQJaYc7AopFMnmfIQeoXwusOjQEvEdXArsvDMeFR0mNoskvytDhlc2XgmGW8rmquqfekJ2adWzcD603/q2ZZ7pZvY7B2mkJ8G2n5wr9ozM1+PLxFhGrfTvsuPMreo4qPY7hidfabeXQ7S18FgbZqD67OVcN0rFrBJR//OburGVLFJChcnXqG4TBU/aIvSt6LB2hBwzaduxUdF/dnoItqS/SyE3Zhq5s5ca5crEfMArrYBDO8fxYWpCAq4ahWk+unYHGwrXg3ABjSvVFNvEe2thFPm4K0eqyMJXAdXvpUX/IqIMGtrIWkS9hbRvt+U9xdXbZWDnTI8/PmOLUaNvSXg1r/8sY0FbL2ZWUg771nNROjsiVBlCUqxtCkpYNPDny3f+gn29FFVS/qHUMJGmPYMHPpA+unKmXwIa2YlAyxm+j+ezaa06Xxm9VzJDXD4ugxnB0c/7IqtMs3oDNMRn5kfRyrAbLWO/C7J9PDXvINXdQD3aO558YE+47XzTmEPpB8vg8WnigprULQD+HHgylZHOwH3Hv7N418fzBHNrXPw/C6IQQtvXAU0k3bCHlvLJJQjTGt8Ku3damkoNgdLoxzGZIPp4c9GrRtjTHNzwEDCiQHbJ6HsYVriM/fzSARYGuUwusOmhz/bh8V0Ec4QcMAmiLX3PuoZW2wdc1COMM34zP0+kgGecrAO2GxksTdEgH23Uc7NAQ5oKukRmjVP1ciaHFaORivL9PA/vmywEVqAJYjwWT+/BLBvDspqqUVo1j4V4PGZlJaHU5oe/mygY/9GVgjgmT3y5viqZ83Yzk1RWCzVCGkGpn2yfrCY7m9P8B2jdwAMIpwQ8OwMhcVSic/8DyTldCHrVy3YUzhTwL498ub5Kuf12M7PUNgs5fgEzGHZb4h9wn+0BBCOBCxdcHad8B/TLaX4zP1EnBMcBFiSE3AQXyfgsPFrm6W+wt55B/dSgehu0q9ym1j9FqpsAbt22BpczeY0XpIK8BihuVvwScgkgFlLua9+pcnBOO0CGEA4EeDACQqL5RQh+8Uy4TphEd3049f5L5uVLYMAW5evh/KdLjpbjrmuVWWbopy/B1sncO+NLADhJIBDh69NSyl0/01qn4sOAdZl+CeE8x0vO+sHPNeqigc8ZF0CHE0YALi/LuhHFTpl4FlH3baVHltdBNiQlmRRfNcA7NtyTVrgRYCjCZ+nL8GAxZVhDbvgOSHnImu5+CbA4ZjkWm0J4BmrUMCOTfVqtQuVdF30sofbZQ9Y2vwhlq+4Nmz8OxywhbDULdKqBVWgHHyyPM4sQrsBjiQMA8wuDpyiDJvVrcYISfEzp5oSF9FLGBcAuO33BgDwHQDHjHxNci4V0FxczEuS18EnsPPKfoDjCJ/9A4VOVW3ISk77fUMAm4NW6QE3fKTy8w20i0MhgEc/oUi+LX++cdTI1yT3WpBhNNI6Jul2TANuZdhvFg3zM9wRcBThMywDd2l99jvje2LjWexTT5BtdzrbgwS1opc9ALwMwF1anuu4QY4xiGDA5r29Odjt1cbCtEf0rvrBbVw7uo4cxZqC8Pp5eqPjXs3lnvL1hgkCzBbMNmUtuhsVQfgMq4LdxaXtUk2e5Xpez+KURXS/IDrn/aI9lhGVMJBvO7Mdjnqp9t23HhO0BU/Sne5MB3C24ZLR0t4VcASw8PWYc2G6NQc4NraGlux053l24eAA3thyeVGAIXwLB9zvcWe6gFuePmp7+OjOgMPTbAvA+v2zAOza6c50AP/8fQ4e/pqiAIP4pgMcEfwG04WmA/jt27/KP4S9PPw1xfjIR/rTx8sfwPLg133EO9uAxVw7vXMODs4Wm+RgLQTouFvSHDxslDXvAM6vNjZiKQgwjG/pgLt+8OnJ4j5qe8R7joBD0+1eAbPil+3NYG4IbjiAs67yxy959YPbCMBAvnGxVQIBzn25wwQOdLAcqu2R1NocwE+2OePdAQem3L0CZrlTKo3jVQjgKmLEMSBMdzhOy50AD5tv5P/MBrdl0Hqa4CmDsDA9Idkt44JP2Q/uKtq+NAapCMAxk35hYfqCslruB3ihMgA8n3h3DLikLf2dlgFZuNqqiJYjA1nF7Q1zwXQhWCUArmb2V4eE6Q7Markb4JK29Hdb+pOvWiVMf3C65Y45uKAt/UGA+7y7L+DY8oMaWZqcCTgWzQQYqKwBV9biMlGYTo2B5gAYRxHtSEFXlyVRmLNxORtHFoYJz8Hwpla+gNWG850DljYWjlSugPV+0YaAW73ej++ipQec/wOiZywr71cCbC6bDVSWgC3DGncOuFDPBllTKlpHrbYEPMTlrHxLEOaCVjR0tjA/wI5ByXsFvFjZAO7JulKTAAOVDWD+OE/3nMKmgFt5eDShP9TduY9KqmaW5dwt4KLdRyXNzenfK2C3+2igcgEsCG8cplvTFCVoIjr9io7i+8Fzntr3CtjpPhqqfABnZZkPYJf7qMXDv7WtnibAdlW9JWyp0BbdJNPDvzuWo2dDnpbZA7Y5nzW/oxwcrCoXwI5+sOnh337+4W8S4EwcwLNVJb2mEsQB3NUPNj3829ML1cHhEjkYuFp3g36w6eF/+893Ahwhtk9tYm+KlP1g08P/+J1a0THKA3D4Nkp/frU+IY0Au5QJYGc/2HzEO/WD45TeHyppP9j08CfAcUrvdL4A8Ocfih+Lzs1yBY9GMGDr7hvQm82rJExLuknJfZJhgBt7HRwoAuxQJoDForsin5uUu+UK+4JEAz52cJ/4QAZYBNip9E7nsYD7YSwCXIpldA5uKAcXZQladEd1cDmWsFY0a2dRK7oIS3A/uKF+cBGWS4Yq/0KA87e8a9eVe7AkwMgtCTBySwKM3HIXwKQNtQNgiOARIMv1rROorCQry3K5dQKVlWRlWS63TqCykqwsy+XWCVRWkpVludw6gcpKsrIsl1snUFlJVpblcmtS9iLAyEWAkYsAIxcBRi4CjFwEGLkIMHIRYOTaFzDbUQD6QEzoc8o/36CL+0ff92hDFlVpt8BIyyWptC9g5g/VQNfZW3baC7N7fP/4CRLmtMlftCHfHuEp/nlF3HJRKu0LmO+o9gb7cdp22gvRsN9XvOTdwmJ0evi33jK20BGWS1Jp7yK6BT+0WN1pL0LQkn3a5C9Wf+dbikF+Hn8fNyODP9p5d8An2DNerDvthah5/Cu0Rus3+YsXFPD0cwSmUrs/YODm4/ad9kLEtuKE1Wj9Jn8Ay8WAwVu07w74BGw82HfaCxG8RoPWwcsBQ1OJaV/A0F/mzb7TXohYku0BGNLI6gEvyL87A4Z1VwZjYGvp+AJ86si0yV+seFQh3SSR95ek0r6Aj+B82C4b6IAFuWygo98tMN5yUSrtXQeT1hYBRi4CjFwEGLkIMHIRYOQiwMhFgJGLACMXAUYuAoxcBBi5CDByEWDkIsDIRYCRCyXgz9//aG+//vb5JlZQHB/fp2Wn44I718o7yWo4xK0bsHPBrkIJ+OOXd/bPggoGmAm+MnlfoQTcPPF/BLhFCvj0wv8ZRfTp4eHLnxhX+QPzRLu9/s/rsOxJsRKHO2vmAPb4zh+/WxZofID7JbUdj39ogJm7WsPWzY0f2IJj9jzs22v/pdUAi8PMmv37eGZ1cVmE8QEe21h8/aRA/T7iaY9ffowfxFPAmq+/8Q/isApYHB4Aw5bb7iuMgPs2ll5ECzxd1Tt94Hm2JzjUsnrB3r0MgIUfaFnCCLhvY+moTgPX8UPT5/BQwKJMKKqERgjYWQe7cnDbsx3ayb3/wfGpNQDz4wschXYQPsDcM41Vw3peFHXsaaiD+8YTlwJYZHBW/1oBF9ZfQgiYta/YP6OwZc3ksfE8fhCtLQnw7ZWZHfvNEybAvdspfDeFXYQQ8NDGCu0HSyTFDXhNy4Y5ZMDtsTvEKu2y+GIETJJFgJGLACMXAUYuAoxcBBi5CDByEWDkIsDIRYCRiwAjFwFGLgKMXAQYuQgwchFg5Pp/ux3axPOn2BcAAAAASUVORK5CYII=)

predNet2 = predict(nnetFit2, test)

confusionMatrix(predNet2, test$violator, positive = "violated")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction completed violated  
## completed 178 18  
## violated 1 5  
##   
## Accuracy : 0.9059   
## 95% CI : (0.857, 0.9424)  
## No Information Rate : 0.8861   
## P-Value [Acc > NIR] : 0.2224557   
##   
## Kappa : 0.3124   
## Mcnemar's Test P-Value : 0.0002419   
##   
## Sensitivity : 0.21739   
## Specificity : 0.99441   
## Pos Pred Value : 0.83333   
## Neg Pred Value : 0.90816   
## Prevalence : 0.11386   
## Detection Rate : 0.02475   
## Detection Prevalence : 0.02970   
## Balanced Accuracy : 0.60590   
##   
## 'Positive' Class : violated   
##

This model came in with good results too at a .905 accuracy. I don’t think there appears to be overfitting in either model.