# 5. Первые шаги в Kubernetes

«Kubernetes начинает играть роль операционной системы Linux для облаков Cloud». Джим Землин (Jim Zemlin), директор фонда Linux Foundation

Kubernetes — на данный момент самый гибкий и ставший очень популярным ответ на важнейший вопрос глобальных приложений, способных со временем привлечь миллионы пользователей: как быстро развертывать, обновлять и масштабировать модули и сервисы моего приложения в облаке, эффективно используя всю доступную мне вычислительную мощь? Контейнеры (и их основной инструмент Docker) великолепно справляются с задачей универсальной подготовки и упаковки модулей приложения и сервисов для исполнения на любых серверных версиях Linux. Запуск разнородных приложений становится простой задачей. Остается управлять развертыванием и масштабированием. Неважно, доступен ли вам поначалу лишь один сервер или вообще ваш личный лэптоп, если ваша идея удачна, а реализация хороша, вы привлечете пользователей, и Kubernetes поможет вам развернуть, а затем масштабировать приложение для миллионов практически так же быстро, как если бы им пользовались только несколько человек.

Кстати о произношении слова — произносится примерно как «кюбэрнэтис», ударение на третий слог. Происхождение слова греческое: κυβερνήτης — управляющий, кормчий корабля или командир, — и, между прочим, очень близкое нам: мы заимствовали это слово также и для русского языка — посмотрите на слово «губернатор». Заманчиво было бы назвать всю технологию «Губернатор», но это чересчур.

Итак, давайте начнем с азов, с терминологии Kubernetes, которая на удивление проста и логична — что, без сомнения, является одной из причин успеха всей технологии. Ваше приложение будет работать в *кластере* (cluster) — группе однородных вычислительных ресурсов, если говорить в общих терминах. В большинстве случаев это стойка с Linux/UNIX-серверами одного типа (server rack). В других случаях это может быть набор специализированных ресурсов, например, основанных на чипах GPU (графических процессоров, особенно подходящих для специализированных вычислений — как здесь не вспомнить волну популярности криптовалют или машинного обучения). В любом случае каждому из этих ресурсов надо выделить свою часть работы и запустить ее.

Элемент кластера, то есть сервер Linux или похожий на него ресурс, будет называться *узлом* (node, cluster node, иногда worker node — рабочий узел). Раньше этот узел часто называли подчиненным или ведомым (slave), но в Kubernetes намеренно от этого отказались, так как звучать подобное название может не слишком приятно.

Управление всеми процессами, контейнерами, и масштабированием находится в ведении *плоскости управления* (control plane). Плоскость управления в большинстве кластеров Kubernetes работает на отдельном узле, часто называемом *управляющим* (master node). На волне переосмысления некоторых английских названий от master часто отказываются, так что, по сути, узел, на котором запущена плоскость управления, официально в Kubernetes не имеет специального названия. Впрочем, в русском языке негативной нагрузки это не несет.
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Договоримся для простоты, что в дальнейшем в книге плоскость управления взаимозаменяема с управляющим узлом.

Плоскость управления Kubernetes и будет заведовать распределением задач по доступным ей вычислительным ресурсам подчиненных узлов и держать с ними связь. Коммуникацией между управляющим и остальными узлами заведует небольшой процесс, работающий на каждом узле, — *кублет* (kubelet, формально можно перевести как «мини-управляющий». Мы привыкли подобные слова использовать без перевода — сервлет как мини-сервер, апплет как мини-приложение).

Сама плоскость управления будет получать команды и задачи уже от нас, с помощью предоставляемого ей интерфейса API, работающего в процессе под довольно очевидным названием *apiserver*. Существует множество способов общения с управлением кластера Kubernetes. Самый известный — через командную строку с помощью команды *kubectl* (произносится как *кюб-контрол* или *кюб-каддл* . Часто произносят просто буквы английского алфавита, *кюб-си-ти-эл*). Доступ к управлению кластером также доступен через множество вариантов пользовательских интерфейсов (UI), ну и, наконец, через прямые вызовы точек доступа apiserver. Команды обычно передаются в формате JSON и YAML.

![](data:image/png;base64,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)

Как мы теперь хорошо знаем, запускать и настраивать множество разнородных приложений на одном физическом сервере (или одной виртуальной операционной системе) непросто, и это часто приводит к путанице и ошибкам с версиями, путями, библиотеками и инструментами. Все это блестяще решают контейнеры. Нетрудно догадаться, что вместо того чтобы запускать на своих вычислительных узлах процессы или установку напрямую, в мире Kubernetes все работает исключительно в контейнерах.

Все ваши сервисы, микро или чуть больше, или непосредственно приложения будут работать в контейнерах, размещенных в узлах кластера. Как правило, контейнеры будут работать под управлением Docker или аналогичной системы запуска контейнеров, например containerd или rkt. (Важная деталь: Docker является закрытым коммерческим продуктом и перестанет быть основным способом запуска контейнеров с версии Kubernetes 1.24. Но использовать его для разработки и тестирования по-прежнему можно.)

Есть только одно важное отличие от простого вызова docker run — контейнеры будут работать не в самом узле, а в своем небольшом пространстве, называемом отсеком (pod). В отсеке могут выполняться несколько контейнеров одновременно. Контейнеры внутри отсека имеют более тесную связь и, главное, разделяют пространство своих процессов, память и тома с данными, имеют одинаковый IP-адрес, а также могут связываться через локальный адрес localhost. Отсеки узла отделены друг от друга так же хорошо, как и обычные контейнеры. Можно сразу сказать, что обычно на один отсек приходится один контейнер, и только в некоторых случаях к основному контейнеру с главным сервисом или приложением присоединяют вспомогательный — например, для отправки журналов (logs) или настройки сети.
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## Первые выводы

* Kubernetes работает с кластером — группой серверов или похожих вычислительных ресурсов, с помощью которых он будет исполнять ваши сервисы или приложения.
* Главная единица сервиса или приложения, которая будет исполняться на кластере, — это образ (image) контейнера, в котором содержится полное описание приложения, его зависимости, инструменты и библиотеки, открытые порты и требуемое хранилище, а также команды, необходимые для запуска. Кроме этого образа, Kubernetes ничего не знает про приложение.
* Контейнеры запускаются на узлах кластеров в отдельных пространствах, называемых отсеками (pod).
* Как правило, один из узлов в кластере является управляющим (на нем работает плоскость управления). Он распоряжается запуском и масштабированием контейнеров на всех остальных узлах.
* На каждом узле кластера установлен агент Kubernetes, так называемый кублет. Он получает команды от управляющего узла и запускает, останавливает и проверяет состояние отсеков с контейнерами. Только узлы, на которых работает кублет, доступны для управления Kubernetes.
* Наконец, сам управляющий узел получает команды от вас — с помощью командной строки и команды kubectl или через разнообразные варианты пользовательских интерфейсов, созданных для управления Kubernetes. Командой, как правило, является развертывание образа вашего контейнера с описанием его точек доступа и желаемым уровнем и способом масштабирования — например, автоматическим в зависимости от загрузки или сразу с определенным количеством работающих экземпляров на разных узлах и отсеках.

## Первое развертывание

Пока все достаточно очевидно и логично: Kubernetes — это система развертывания и масштабирования, которая запускает ваши сервисы и приложения из образов, в которые они упакованы, развертывает и запускает их по всему пространству ресурсов, доступных в кластере, и далее следит за работающими экземплярами. Часто говорят, что подобная система занимается оркестровкой контейнеров (orchestration).

Особенно удобно это становится, когда речь идет о приложениях, работающих в облаках и предоставляемых ими кластерах. В своем собственном физическом кластере, который вам полностью принадлежит, вы можете опробовать разные способы развертывания и управления своими сервисами и приложениями, экспериментировать с серверами и их настройками, но на общих, разделенных вычислительных ресурсах облака, к которым у вас весьма ограничен доступ, общая система управления Kubernetes особенно хороша.

Первое, что нам понадобится для работы с любыми ресурсами и API Kubernetes, — интерпретатор команд Kubernetes kubectl. Часто он устанавливается вместе с пакетами для разработки программ (SDK) самых распространенных провайдеров публичных облаков Google, Amazon или Microsoft. Если вы только начинаете и работаете с локальным кластером или предпочитаете установить kubectl определенной версии, зайдите за инструкциями по установке на официальный сайт Kubernetes — kubernetes.io. Установка с помощью менеджера пакетов вашей операционной системы (Homebrew, Chocolatey) или с помощью прямого вызова команды curl не должна вызвать у вас особенных затруднений. Инструмент kubectl очень автономен и не нуждается в большом наборе новых библиотек и зависимостей для вашей системы.

Далее нам нужен будет непосредственно кластер Kubernetes, то есть набор вычислительных ресурсов единого типа, с установленным на них управлением Kubernetes, что, как мы уже успели увидеть, будет включать в себя кублеты, управляющий узел и разнообразные API.

Самый простой вариант на данный момент — предоставляемый Docker минимальный кластер Kubernetes для экспериментов и тестирования. Как правило, вы уже работаете с инструментом Docker для построения и управления контейнерами на своей машине. Если эта машина не Linux (Mac или Windows), это означает, что за кулисами Docker уже запустил минимальную виртуальную машину Linux для поддержки контейнеров. На этой же виртуальной машине Docker запускает кластер Kubernetes, состоящий из одного узла (node). Включить кластер Kubernetes можно в настройках Docker Personal.

Второй распространенный и доступный вариант — попробовать установить локальный кластер Kubernetes под названием minikube на свой собственный сервер или рабочую машину. minikube поддерживает все популярные операционные системы. Это проект Google с открытым исходным кодом. Код и последние версии находятся на Github (kubernetes/minikube), там же вы найдете подробные инструкции по установке. Установка будет чуть сложнее, чем для kubectl, придется еще выбрать драйвер виртуализации для запуска и поддержки виртуальной машины, на которой будет запущен ваш локальный кластер Kubernetes (как и Docker, состоящий из единственного узла). minikube считается эталоном локального кластера Kubernetes.

Альтернативный minikube легкий и быстрый вариант кластера на основе Docker, если по какой-либо причине вы не хотите запускать кластер Docker Desktop - kind. Этот вариант не запускает дополнительной виртуальной машины и изобретательно использует контейнеры Docker для эмуляции Kubernetes. kind известен быстрым запуском кластера и контейнеров в нем.

Вам понадобится некоторое количество вычислительных ресурсов для запуска локального кластера на своем компьютере — этого потребует компактная виртуальная машина Linux, сама плоскость управления Kubernetes, ну и, конечно, ваше приложение, работающее в контейнерах. Не удивляйтесь, если увидите повышенный уровень потребления системных ресурсов при работающем локальном кластере Docker или minikube.

Итак, будем считать, что с первоначальной настройкой кластера мы быстро разобрались и теперь можно получить первую информацию о структуре нашего кластера с помощью команд kubectl config current-context (получить название контекста kubectl, то есть именованного набора адресов, управляющего узла, ключей доступа и остальных данных о текущем кластере), kubectl cluster-info (сетевые адреса управляющего кластера) и kubectl get nodes (список узлов кластера).

Вот что мы получим для кластера minikube (далее мы запускаем довольно много команд - в идеале вы будете запускать их сами параллельно с чтением книги. Если что-то не работает, посмотреть на то, как все эти команды запускаются как часть непрерывной интеграции (CI) c помощью GitHub Actions можно в репозитории с примерами ivanporty/cloud-docker-k8s на GitHub):

$ kubectl config current-context  
minikube  
$ kubectl cluster-info  
Kubernetes master is running at https://127.0.0.1:62614  
CoreDNS is running at https://127.0.0.1:62614/api/v1/namespaces/kube-system/services/kube-dns:dns/proxy  
$ kubectl get nodes  
NAME STATUS ROLES AGE VERSION  
minikube Ready master 6d v1.23.3

Как легко увидеть, по умолчанию minikube запускает единственный узел — он будет и управляющим, и использоваться для размещения всех развертываний, что, конечно, неоптимально, но вполне подходит для локального тестирования и отладки. В столбце version вы увидите версию Kubernetes (1.23/24+ на момент написания).

Если вы используете в качестве кластера виртуальную машину Docker, получится примерно следующее:

$ kubectl config current-context  
docker-desktop  
$ kubectl cluster-info  
Kubernetes master is running at https://kubernetes.docker.internal:6443  
KubeDNS is running at  
https://kubernetes.docker.internal:6443/api/v1/namespaces/kube-system/services/kube-dns:dns/proxy  
$ kubectl get nodes  
NAME STATUS ROLES AGE VERSION  
docker-desktop Ready master 10m v1.19.3

Здесь все похоже на minikube, но, естественно, другое название для контекста kubectl (docker-desktop) и, как видно, Docker использует адрес kubernetes.docker.internal вместо виртуального сетевого адреса, но суть примерно такая же, и по умолчанию под управлением Kubernetes в кластере имеется только один узел. Версия Kubernetes зависит от версии клиента Docker. Если у вас настроено несколько кластеров, переключаться между ними можно командой kubectl config use-context.

Если вы создаете кластер в настоящем облаке, например Google Cloud, назовете проект для него hello-cluster и для начала будете использовать три узла, получится следующая картина:

$ kubectl get nodes  
NAME STATUS ROLES AGE VERSION  
gke-hello-cluster-default-pool-b36cb657-hw5j Ready <none> 20h v1.21.10-gke.2000  
gke-hello-cluster-default-pool-b36cb657-qwff Ready <none> 20h v1.21.10-gke.2000  
gke-hello-cluster-default-pool-b36cb657-r4z2 Ready <none> 20h v1.21.10-gke.2000

Как видно, в нашем кластере три рабочих узла, все они содержат название самого кластера (hello-cluster) как часть своего имени. Версия Kubernetes зависит от настроек во время создания кластера. Вы получите примерно такой же результат в своей консоли и похожие результаты для других провайдеров облака (AWS, Yandex.Cloud, SberCloud и т. п.).

В качестве сервиса, который мы будет развертывать и масштабировать на нашем кластере, возьмем микросервис (скорее даже наносервис в нашем случае, но это простой пример), сообщающий текущее время.

Напишем его на Go (весь исходный код доступен в репозитории с примерами книги ivanporty/cloud-docker-k8s на GitHub):

package main  
  
import (  
 "encoding/json"  
 "log"  
 "net/http"  
 "strconv"  
 "time"  
)  
  
type Time struct {  
 Time string `json:"time,omitempty"`  
 NanoTime string `json:"nanoTime,omitempty"`  
}  
  
func main() {  
 log.Print("Начало работы сервиса time-service")  
  
 http.HandleFunc("/time", serveTime)  
 http.HandleFunc("/nanotime", serveNanoTime)  
 log.Fatal(http.ListenAndServe("0.0.0.0:8080", nil))  
}  
  
func serveTime(w http.ResponseWriter, r \*http.Request) {  
 log.Print("Вызов функции serveTime()")  
 var serverTime Time  
 serverTime.Time = time.Now().String()  
 json.NewEncoder(w).Encode(serverTime)  
}  
  
func serveNanoTime(w http.ResponseWriter, r \*http.Request) {  
 log.Print("Вызов функции serveNanoTime()")  
 var nanoTime Time  
 nanoTime.NanoTime = strconv.FormatInt(time.Now().UnixNano(), 10)  
 json.NewEncoder(w).Encode(nanoTime)  
}

Как видно, мы создаем две точки доступа к нашему сервису — он способен сообщать время в формате строки (формат выбран в реализации Go по умолчанию и довольно подробен) или в виде числа наносекунд стандартного времени эпохи Unix, в стандартной библиотеке Go это время возвращает функция UnixNano(). Для HTTP-сервера Go, который будет работать в контейнере, предпочтительнее указать общий адрес для всех локальных сетевых интерфейсов 0.0.0.0 напрямую, но это малозначительная особенность, которая во многих случаях или в других средах запуска контейнеров может быть и не нужна, но и вредной не будет.

Результат сервис будет возвращать в виде JSON, поддержка этого формата реализована в Go в стандартном пакете encoding/json. Для простоты реализации оба варианта получения времени используют в качестве возвращаемого значения одну и ту же структуру Time, но любое неиспользуемое поле не будет записываться в JSON — это позволит сделать дополнительная аннотация omitempty.

Мы также используем стандартное решение Go для записи журналов (logs) доступа к нашему сервису — пакет log. Без дополнительной настройки журналы будут записываться в стандартный вывод приложения, и, как мы увидим чуть позже, это именно то, что нужно для сбора журналов в Kubernetes.

Далее мы создадим файл сборки образа контейнера Dockerfile, конечно же, применив многоступенчатую сборку для уменьшения размера нашего образа:

# Собирает образ для контейнера с сервисом получения времени  
FROM golang:1.18 as builder  
  
# Изменим рабочую директорию  
WORKDIR /opt/time-service  
  
# Скопируем код программы в файловую систему контейнера  
COPY main.go .  
  
# Соберем программу из исходного кода в файл time-service  
# Необходимо указать дополнительные флаги сборки Go  
RUN CGO\_ENABLED=0 GOOS=linux go build -a -o time-service main.go  
  
# вторая ступень - спартанская версия Linux Alpine  
FROM alpine:3.10  
  
# номер порта, используемого контейнером  
EXPOSE 8080  
# Используем такую же рабочую директорию  
WORKDIR /opt/time-service  
  
# Скопируем собранный бинарный код из первой ступени  
COPY --from=builder /opt/time-service/time-service .  
  
CMD [ "/opt/time-service/time-service" ]

Здесь все совсем просто благодаря отличной поддержке языка и среды Go среди стандартных образов открытого репозитория Docker. По сути, мы следуем уже полученному нами рецепту из прошлой главы.

Нам нужно лишь выбрать версию Go — мы берем последний на момент написания большой выпуск 1.18, используем порт 8080 и копируем наш файл в образ. Директорию мы выбираем с тем же именем, с которым этот файл лежит у нас в Github в репозитории с примерами книги, и именно это имя мы будем использовать как имя образа. Название директории также будет использовано по умолчанию компилятором Go в качестве имени скомпилированного файла. Остается скомпилировать сервис и указать Docker, что при запуске экземпляра контейнера мы запускаем наш сервис, с помощью команды CMD.

Остается только собрать наш образ, указав его метку для последующего хранения в открытом репозитории Docker Hub или любом другом репозитории, и наш сервис готов к развертыванию и запуску. Самое простое — использовать вашу учетную запись в Docker Hub. Применим семантическую версию 0.1.0 — это самый первый вариант сервиса, еще далекий от готовности.

$ docker build . -t {учетная\_запись\_Docker}/time-service:0.1.0

Протестируем наш образ и сервис обычным образом на локальной машине и убедимся, что все собрано и настроено верно (подставляйте свою учетную запись вместо троеточия):

$ docker run -d -p 8080:8080 {...}/time-service:0.1.0  
curl localhost:8080/nanotime  
curl localhost:8080/time

Запустив curl, вы увидите, что именно вам отвечает сервис. Если что-то не срабатывает, дело, как правило, в настройках сетевых портов между локальной машиной и контейнером. Не забудьте остановить запущенный контейнер (docker stop или просто Ctrl-C) после того, как закончите свои тесты.

Теперь наступает самое интересное — развернем наш сервис на новом кластере.

### Упаковка и передача образа (image) контейнера в кластер

Чтобы управляющая среда Kubernetes понимала, откуда ей нужно взять образ контейнера с нашим микросервисом, нужно разместить его в *доступном* ей репозитории образов контейнеров. Для простого тестирования проще и популярнее всего создать аккаунт в открытом репозитории Docker Hub или загрузить его в репозиторий контейнеров, который предоставляют все популярные провайдеры облачных услуг (это будет ваше закрытое личное хранилище образов в облаке — к примеру, Artifact Registry для Google Cloud).

Поступим наиболее простым способом и загрузим образ в репозиторий Docker Hub.

$ docker push {учетная\_запись\_Docker}/time-service:0.1.0

Здесь часть {учетная\_запись\_Docker} нужно будет заменить на свою учетную запись перед исполнением команды docker push. Обратите внимание на *важность доступности* полученного репозитория для кластера Kubernetes. Репозиторий Docker Hub по умолчанию делает образы закрытыми (private), и для доступа к образу в кластере нам нужно либо настроить доступ внутри кластера к этому репозиторию, либо, для нашего простого примера, сделать образ доступным извне (public). Это легко сделать на странице Docker Hub, она также доступна через меню Docker Desktop на вашем компьютере.

Данный способ подходит исключительно для тестовой разработки и экспериментов. Не забывайте, что открытые (public) образы доступны абсолютно всем, и для реальных приложений, в которых есть хоть какая-либо ценность или бизнес-логика, используйте хорошо защищенные закрытые (private) репозитории. Доступ к ним с помощью ключей доступа будет достаточно просто настроить.

Для локальных кластеров (Docker Desktop, minikube) возможно использование образов, собранных также локально, без загрузки в удаленный репозиторий по сети (то есть без вызова команды docker push). Для кластера Kubernetes, предоставляемого Docker, это должно работать автоматически. Для minikube все чуть сложнее - так как это отдельная виртуальная машина с собственными настройками, прямого доступа к образам, построенным командой docker build, у данного кластера нет. В таком случае можно загрузить наш образ в minikube следующим образом:

$ minikube image load {...}/time-service:0.1.0

Повторим еще раз - на данном этапе для нас самым простым станет использование бесплатного хранилища Docker Hub, и использование открытых (public) образов для экспериментов и тестирования, но и полностью локальные образы настроить несложно.

### Развертывание (deployment) Kubernetes

У нас есть работающий кластер, доступ к нему, и собранный микросервис, упакованный в образ (image) контейнера, доступный в хранилище Docker Hub. Дальше нам нужно *развернуть* (deploy) наш микросервис из этого образа, а после развертывания получить его параметры и настроить доступ к его точкам доступа (endpoints), потенциально через внешний адрес в Интернете (если это реальный облачный кластер). Развернуть — по сути то же самое, что запустить приложение, только в масштабе облака — в кластере, возможно, в нескольких экземплярах, под управлением системы администрирования.

Следующая простая команда сделает все, что нам нужно, — нам нужно просто будет напрямую указать, что мы создаем развертывание на основе образа контейнера (create deployment):

$ kubectl create deployment time-service --image {ваша\_учетная\_запись\_Docker}/time-service:0.1.0  
deployment.apps/time-service created

Как мы видим, параметры команды весьма очевидны, это большое преимущество всей инфраструктуры Kubernetes — практически все термины и команды инструментов продуманы и логичны, что делает кривую обучению намного проще. Итак, в нашем случае мы разворачиваем сервис time-service, это же имя будет использовано как название для всего развертывания (deployment) — это первый параметр, и берем для него образ (параметр --image) с контейнером, в котором построен и подготовлен этот сервис.

Управляющий узел и его агенты (кублеты) возьмут на себя всю работу по подготовке окружения для нового сервиса — выберут один из узлов кластера (скорее всего, наименее загруженный, но это особенности внутренней реализации Kubernetes), если необходимо, запустят систему управления контейнерами (к примеру, containerd), настроят сетевые адреса и порты и, наконец, загрузят образ и запустят экземпляр нашего контейнера. Нам, кроме короткой строки в консоли, не потребовалось сделать для этого ничего.

В итоге Kubernetes создает так называемое развертывание (deployment) для нашего сервиса. Это один из основных объектов в среде Kubernetes, описывающий, что именно за образы были запущены в отсеках и какие параметры им были указаны. Чуть позже мы подробнее узнаем об управлении развертываниями. С нашей же точки зрения, Kubernetes взял наш микросервис (или монолитное приложение, это, по сути, не так важно) и развернул его на вычислительных ресурсах кластера, находящегося под его управлением.

После запуска посмотреть состояние развертывания (deployment) можно столь же логичной командой kubectl get:

$ kubectl get deployments  
NAME READY UP-TO-DATE AVAILABLE AGE  
time-service 1/1 1 1 18s

Мы увидим, что наше развертывание существует, запущен 1 контейнер (1/1 означает, что максимум необходимо запустить 1 контейнер), он же последней версии и он доступен.

Наш микросервис для получения времени был развернут простой командой kubectl, поэтому по умолчанию он работает в единственном экземпляре, в созданном для него отсеке (pod). Посмотреть детали работающих на данный момент отсеков в кластере можно следующим образом (вывод указан для локального кластера minikube):

$ kubectl get pods -o wide  
NAME READY STATUS RESTARTS AGE IP NODE  
time-service-7c886f94bf-gwk4x 1/1 Running 0 6m 172.17.0.4 minikube

Мы использовали расширенную форму команды (-o wide), чтобы увидеть, на каком узле развернут наш отсек. Легко видеть, что отсек создан для нашего сервиса — его имя содержит названия сервиса (time-service). Чтобы убедиться, что именно в этом отсеке работает наш контейнер, и получить полную информацию о нем, выполним команду describe, указав имя отсека:

$ kubectl describe pod time-service-7c886f94bf-gwk4x  
  
Name: time-service-7c886f94bf-gwk4x  
Namespace: default  
Node: minikube/192.168.64.3  
  
...  
 Image: {ваша\_учетная\_запись\_Docker}/time-service:0.1.0  
 State: Running  
 Ready: True  
...

Как легко убедиться, мы видим, на каком узле работает отсек, и увидим список контейнеров и использованных для их запуска образов — в нашем случае это будет единственный контейнер с сервисом получения времени, запущенный на основе созданного нами чуть ранее образа time-service:0.1.0.

Итак, несколькими простыми командами мы развернули наш микросервис в облачном кластере. Микросервис работает в контейнере из предоставленного и собранного нами образа, и внутри этого контейнера мы управляем всеми настройками и окружением. В случае проблем с кластером, любыми его узлами, оборудованием или дисками, отказом сетей, ошибкой в самом сервисе и контейнере управляющий узел Kubernetes немедленно запустит новый контейнер, передаст их в наш кластер, при необходимости запустит контейнер на другом (здоровом) узле кластера.

Kubernetes также сможет создать новые отсеки при превышении целевой загрузки приложения и запустит столько контейнеров с сервисами, сколько необходимо будет для удовлетворения наших требований к системе. Если вспомнить, что сервис умещается в несколько строк кода и при разработке мы ни на секунду не задумывались о любых из описанных сценариев распределенных микросервисов, популярность Kubernetes становится оправданной. Более того, если вспомнить, что провайдер облака, такой как Amazon или Google, также обеспечит безопасность и постоянное обновление сервера для вашего сервиса, отказоустойчивость, автоматическое добавление новых узлов кластера при недостатке ресурсов и поддержку команды инженеров, работа в облаке выглядит более чем привлекательной.

### Отладка развертывания

Вполне может быть, что развернуть наш микросервис вам по какой-либо причине не удасться - и вместо заветных цифр (1/1 - все отсеки развернуты и готовы) вы увидите 0/1. Лучший способ понять, что происходит - все та же команда describe:

$ kubectl describe deployment time-service  
...  
$ kubectl describe pod time-service-{...}

Команда describe содержит подробное описание всех свойств развертывания или отсека (pod) - в том случае если отсек был создан. Более того, в конце команды вы найдете список событий (events) Kubernetes - своеобразный журнал всех управляющих команд, выполненных для создания вашего развертывания. Как правило, в нашем простом случае ошибка может быть в доступе к образу time-service - поищите в выводе команды статус ошибки ErrImagePull. Если вы видите такую ошибку, проверьте имя образа, его метку (версию), проверьте, что образ свободно доступен через Docker Hub. В случае использования minikube, загрузите локальный образ в minikube c помощью команды image load.

Еще один способ проверить, что происходит в кластере в целом - получить список событий целиком.

$ kubectl get events

Для большого кластера информации здесь будет слишком много, но для наших начальных экспериментов полный список событий даст крайне полезную картину всего происходящего в кластере.

Посмотреть, как все команды, использованные нами в данной главе, работают на практике, всегда можно на репозитории с примерами книги GitHub ivanporty/cloud-docker-k8s. В репозитории настроена ежедневная сборка и запуск всех команд и примеров с помощью GitHub Actions - откройте скрипты сборки time-service, и посмотрите, какие команды запускаются, и каков их результат. Это поможет вам найти ошибки в собственных командах.

## Сервисы Kubernetes — точка доступа к масштабируемому приложению

После этого этапа наш микросервис запущен, но никакого доступа к его портам у нас нет. Мы запустили в своем приложении минимальный веб-сервер для обработки запросов по получению времени и используем для него порт 8080 — но по умолчанию при развертывании контейнера любые открытые и используемые порты доступны лишь внутри пространства самого отсека (pod), который изолирован и от самого сервера, на котором он работает (то есть узла в терминологии Kubernetes), и даже от других отсеков на этом узле.

В мире Kubernetes доступ к портам работающих приложений открывается и управляется через сервисы (services). Сервис — это служебный объект Kubernetes с настройками, которые позволяют управляющей системе кластера понять, какие порты открываются приложением, как обеспечить к ним доступ и в каких отсеках находятся работающие экземпляры приложения, особенно в том случае, когда приложение масштабировано и работает во множественных экземплярах, каждый из которых находится в своем отсеке.

Для создания сервиса, с помощью которого мы будем получать доступ к нашему развертыванию и портам своего приложения, вызовем команду expose. Ей достаточно указать, какое развертывание мы собираемся открывать и какой порт нужно будет открыть. По умолчанию сервис будет доступен только внутри кластера (что, конечно же, имеет смысл для взаимодействия множественных сервисов, работающих в одном кластере), но нам хотелось бы попробовать его в деле прямо сейчас. В этом нам поможет более расширенная версия сервиса Kubernetes с названием NodePort, создадим мы ее следующим образом:

$ kubectl expose deployment time-service --port=8080 --type=NodePort  
service "time-service" exposed

Сервис с типом NodePort создает прокси-доступ к нашему сервису и его открытому порту 8080 на каждом узле кластера, так что мы можем отправить к нему запрос, если у нас есть доступ к какому-либо узлу. Прежде чем сделать это, давайте посмотрим, какой порт теперь будет использоваться для нашего сервиса, посмотрев краткий список сервисов (конечно же, снова пригодится команда get):

$ kubectl get services  
NAME TYPE CLUSTER-IP EXTERNAL-IP PORT(S) AGE  
kubernetes ClusterIP 10.96.0.1 <none> 443/TCP 1d  
time-service NodePort 10.110.186.179 <none> 8080:30130/TCP 3m

Команда get services получит список всех доступных в кластере сервисов, включая сам управляющий сервис Kubernetes. Мы увидим, что наш сервис был создан с таким же именем, как и само развертывание (time-service), и в колонке портов указан порт, через который мы теперь можем получить доступ к нашему сервису, — 30130 (в вашем случае номер может быть другим, по умолчанию из диапазона, который вы можете найти в документации или исходном коде Kubernetes).

Для локальных кластеров minikube и docker у нас есть прямой доступ к нашему виртуальному кластеру, и мы сможем вызвать свой сервис через полученный прокси-порт. Для локального кластера Docker управляющий узел доступен прямо на локальном адресе localhost:

$ curl localhost:30130/time  
{"time":"2021-09-26 16:26:10.4901133 +0000 UTC m=+227950.182386538"}

В случае minikube виртуальная машина имеет отдельный сетевой адрес, и узнать его адрес проще всего, используя встроенную команду minikube service --url, указав имя сервиса, доступ к которому мы хотели бы получить:

$ minikube service --url time-service  
http://192.168.64.3:30130  
$ curl http://192.168.64.3:30130/time  
{"time":"2021-09-26 16:28:12.6901133 +0000 UTC m=+227950.182386538"}

## Отладка сервисов — переадресация портов

Если вы развернули сервисы вашего приложения на публичных облаках, в удаленных центрах данных, прямого доступа к узлам кластера, на которых развернуты отсеки Kubernetes и контейнеры с вашими сервисами, у вас нет, если только вы не запросите для этих узлов публичные IP-адреса, что, как правило, связано с дополнительными затратами. Тем не менее необходимость проверить работоспособность сервисов и отладить (debug) их функциональность в реальном кластере, а не локальной версии minikube или Docker, возникает постоянно. Использование балансировщика нагрузки для отладки своих сервисов также связано с вопросами безопасности и стоимости — доступный в Интернете IP-адрес, даже кратковременно и для отладки, неминуемо привлечет внимание, и незащищенный доступ к сервису, обладающему доступом к чувствительным данным, особенно опасен. Балансировщики нагрузки основных провайдеров облака (Amazon, Azure и Google) к тому же, как правило, довольно дороги.

Как раз для такого случая в Kubernetes предусмотрена временная переадресация портов, с помощью все той же команды kubectl. Вместо того чтобы открывать сервис всем опасностям Интернета, вы можете временно получить доступ к любому порту любого сервиса через управляющий узел (плоскость управления), к которому у вас всегда есть доступ (иначе управлять кластером просто не получится). Делается это простой командой:

$ kubectl port-forward service/time-service 8080  
Forwarding from 127.0.0.1:8080 -> 8080  
Forwarding from [::1]:8080 -> 8080  
.. оставляем команду запущенной  
.. вызываем сервис time-service через curl localhost:8080/time ..  
Handling connection for 8080  
...

Обратите внимание, команда port-forward должна продолжать работать в отдельном процессе (можно запустить ее с амперсандом (&) в конце, чтобы она работала в фоновом режиме и не блокировала терминал).

Как видно, мы просто указываем, какой порт (оригинальный порт, открытый контейнером, в котором находится наш сервис) нужно переадресовать на нашу локальную машину. По умолчанию порт на локальной машине будет совпадать с портом контейнера. Каждый раз при доступе к порту через переадресацию команда будет печатать диагностическое сообщение.

Если часто используемые порты на вашей машине уже заняты (как используемый нами 8080), можно указать, на какой порт будет осуществляться переадресация — просто укажите его еще одним параметром, перед портом контейнера, через двоеточие:

$ kubectl port-forward service/time-service 9999:8080  
Forwarding from 127.0.0.1:9999 -> 8080  
.. вызываем сервис time-service через порт 9999

Вызвать наш микросервис теперь проще простого, даже если он работает в удаленном кластере в центре данных в Сибири (впрочем, то же самое будет работать, если это просто minikube):

$ curl localhost:9999/time  
{"time":"2022-05-20 02:07:49.356305898 +0000 UTC m=+1843.034870684"}

Переадресация работает, пока активен запущенный процесс kubectl port-forward. Как только процесс заканчивает работу, заканчивается и переадресация.

## Доступ к сервису из Интернета — балансировщик нагрузки

Если вы используете кластер одного из публичных провайдеров облака и все ваши отсеки и развертывания находятся на удаленных серверах и виртуальных машинах, получить доступ к узлам этого кластера из Интернета не получится, если только вы не используете дополнительную аутентификацию. Для получения доступа к сервису извне, из «большого Интернета», например, чтобы предоставить доступ к сервису всем пользователям или внешним элементам нашей системы (чаще всего это пользовательский интерфейс UI), мы можем использовать доступный во всех провайдерах облака балансировщик нагрузки (load balancer):

$ kubectl expose deployment time-service --type "LoadBalancer"

Команда здесь также проста — мы просим открыть во внешний Интернет (expose) наш сервис и указываем, что все запросы к нему должны будут проходить через встроенный в Kubernetes балансировщик нагрузки — мы мгновенно получаем самую распространенную схему распределения вычислительной нагрузки и потенциальных запросов к нашему сервису в кластере, не заботясь о мелочах и деталях. Балансировщик нагрузки требует публичного IP-адреса, поэтому в локальных кластерах недоступен.

К этому моменту у нас окончательно все развернуто и готово, мы можем показать параметры и внешний адрес сервиса:

$ kubectl get service time-service  
NAME TYPE CLUSTER-IP EXTERNAL-IP PORT(S) AGE  
time-service LoadBalancer 10.63.254.246 <внешний адрес> 8080:30875/TCP 18h

Через некоторое время в столбце EXTERNAL-IP появится внешний адрес нашего сервиса, и мы сможем получить к нему доступ из любой точки мира. Конечно, большая часть микросервисов стандартных приложений будет исключительно для внутреннего использования и вспомогательными, и во внешний мир мы будем выставлять конечную точку вводных данных от пользователей или других приложений, как правило, веб-сервер, такой как nginx, или доступную для внешних потребителей версию доступа к интерфейсу REST, со всеми предосторожностями и соображениями безопасности, обязательными для сервисов, напрямую доступных через Интернет.

И еще одно: если вы экспериментируете с коммерческим облаком, не забывайте, что балансировщик нагрузки и внешний IP-адрес довольно дороги, удалите их сразу после экспериментов.

## Доступ к журналам (logs)

После начала работы приложения или сервиса основным способом узнать о его состоянии и об истории проделанных им операций являются журналы (logs), названные так по сходству с судовыми журналами, в которых команда отслеживала свой путь и встречи. Даже если приложение выглядит простым и идеальным, и пусть даже оно полностью покрыто тестами всех возможных видов (хотя, вероятно, это фантастика), встреча с суровой действительностью при работе систем под реальной нагрузкой приводит к неожиданным результатам. Отследить, что произошло с приложением, позволяют подробные журналы.

Классические приложения и веб-серверы, до мира контейнеров и облака, тщательно записывали свои приключения в файлы журналов, разбивали их по размерам и датам, чтобы избежать появления гигантских файлов, не помещающихся в память; иногда сжимали в архивы. В мире контейнеров этот подход работать не будет, по крайней мере без серьезных манипуляций и настроек. Как мы помним, контейнер запускается из предварительно созданного и настроенного образа, в котором нет воспоминаний о предыдущих запусках и нет места для уже собранных ранее журналов. Файловая система контейнера исчезает вместе с завершением его работы, если только не был настроен том для данных. Мир Kubernetes подразумевает динамику и простое управление развертываниями, в том числе увеличение и уменьшение количества работающих контейнеров. Их перезапуск также происходит в случае обновления образа до новой версии, отказа или фатальной ошибки. Во всех этих часто случающихся в Kubernetes ситуациях записанные в файлы журналы исчезнут без следа.

Основным решением для журналов в Kubernetes и по большому счету в контейнерах в целом является запись в стандартный вывод приложения (standard output). При запуске приложения из командной строки или терминала стандартный вывод обычно выводится на консоль (console). Все, что записывается в стандартный вывод контейнером в своем отсеке, далее можно получить простой и логичной командой kubectl logs, указав или развертывание, или индивидуальный отсек, или даже контейнер в нем, в случае если их там несколько. Наш сервис разумно поддерживает журналирование для каждого вызова, используя стандартный пакет Go log, и по умолчанию журналы попадают именно в стандартный вывод. Проверим:

$ kubectl logs deployment/time-service  
2021/11/11 22:12:26 Вызов функции serveTime()  
2021/11/11 22:15:44 Вызов функции serveNanoTime()

Если вызвать функции микросервиса, а затем получить его журналы (указав, что мы получаем журналы своего развертывания deployment/time-service), мы увидим историю вызовов. Если вы хотите не просто посмотреть последние записи, а отследить журнал в динамике, используйте ключ -f, --follow, чтобы оставить команду kubectl logs работающей в терминале и немедленно печатающей все журналы по мере их поступления:

$ kubectl logs deployment/time-service -f  
…

Получение журналов контейнеров выглядит просто, но вызывает вопросы. Как собирать и анализировать журналы в течение длительного времени? Где они хранятся, если не в файловой системе, и насколько хватает этого хранилища? Что, если мы хотим получать журналы не с одного контейнера, а с нескольких одновременно?

Журналы хранятся в отсеках (pods) Kubernetes, во временных файлах JSON, именно их содержимое мы получаем, когда вызываем команду logs. Для удобства обнаружения ошибок или диагностирования отказа контейнера (который обычно происходит из-за проблем приложения или микросервиса, работающего в нем) предыдущий журнал контейнера также сохраняется — мы можем получить его, указав ключ -p, --previous. Однако на этом преимущества стандартного способа работы с журналами заканчиваются — если с отсеком или узлом что-то произойдет, все журналы будут потеряны. Проблемой является и избыточное журналирование, к примеру, при работе приложения в режиме отладки — может закончиться все выделенное на отсеки и контейнеры дисковое пространство.

Сбор и управление журналами всегда непросты, поэтому Kubernetes оставляет детали и более функциональные решения внешним сервисам. Одни из самых широко распространенных решений для сбора и анализа журналов — Fluentd и набор решений ELK (Elasticsearch, Logstash и Kibana).

Впрочем, для этапа разработки и знакомства с Kubernetes и, по большому счету, для маленьких приложений обычной работы с журналами вполне хватает, и мы будем ими пользоваться.

## Простое горизонтальное масштабирование

Мы можем перейти к одной из самых впечатляющих функций Kubernetes — легкому масштабированию. Простейшим способом горизонтального масштабирования является увеличение количества экземпляров сервиса — в случае Kubernetes увеличение количества отсеков с запущенными контейнерами, разумно распределенными по всему кластеру. Если мы точно знаем, сколько экземпляров сервиса нас устроит, этот способ достаточно хорош. Давайте увеличим количество экземпляров до трех:

$ kubectl scale --replicas=3 deployment/time-service  
deployment "time-service" scaled

Как в общем случае с Kubernetes, необходимая команда логична — мы проводим «ручное» масштабирование, указываем, что нам нужны три экземпляра сервиса (--replicas=3), и указываем наше развертывание (deployment/time-service). В случае с масштабированием мы обращаемся к развертыванию (deployment), а не к сервису — именно развертывание следит за количеством отсеков и их работой.

Все команды, связанные с масштабированием, приводят к изменению желаемого состояния (desired state). Как мы знаем, главная задача управляющих механизмов Kubernetes — поддерживать желаемое состояние. Сразу после этой команды плоскость управления Kubernetes проведет все операции, необходимые для достижения нового желаемого состояния: запустит систему управления контейнерами на узлах кластера, создаст новые отсеки и приведет количество экземпляров сервиса к востребованному нами. Как мы уже видели, получить описание отсеков очень легко:

$ kubectl get pods -o wide  
NAME READY STATUS RESTARTS AGE IP NODE  
time-service-7c886f94bf-5nvnb 1/1 Running 0 10s 172.17.0.5 minikube  
time-service-7c886f94bf-gwk4x 1/1 Running 0 9m 172.17.0.4 minikube  
time-service-7c886f94bf-kxwc4 1/1 Running 0 10s 172.17.0.6 minikube

Результат именно тот, что мы запрашивали, — теперь наш сервис работает в трех отсеках, каждый отсек запущен и выполняет контейнер с сервисом. В случае работы с локальным кластером, в этом случае minikube, все отсеки были запущены на одном узле, и хотя в этом все равно есть смысл (в случае ошибки или сбоя одного контейнера остальные будут работать, можно постепенно увеличивать нагрузку на мощный узел), более наглядно увидеть это на кластере из множества узлов.

Если взять наш кластер в облаке Google Cloud, проделать то же действие масштабирования и сделать так, чтобы на каждом узле кластера работало по экземпляру сервиса — в нашем случае это три узла, — мы можем получить следующее:

$ kubectl get pods -o wide  
NAME READY STATUS RESTARTS AGE IP NODE  
time-service-7f864d67f4-9qdvh 1/1 Running 0 17m 10.60.2.6 gke-hello-cluster-default-pool-b36cb657-hw5j  
time-service-7f864d67f4-fvfhn 1/1 Running 0 17m 10.60.1.7 gke-hello-cluster-default-pool-b36cb657-qwff  
time-service-7f864d67f4-vdnl8 1/1 Running 0 19h 10.60.0.5 gke-hello-cluster-default-pool-b36cb657-r4z2

Результат снова тот, что мы запрашивали, — наш сервис работает в трех отсеках, но в этом случае отсеки запущены и выполняют контейнеры с сервисом на отдельных узлах (то есть отдельных, изолированных и независимых серверах) кластера. Знать что-либо самому сервису для этого совершенно не нужно.

Подобное «ручное» масштабирование может быть очень полезно — к примеру, вы хотите, чтобы сервис гарантированно был запущен на указанном количестве отсеков, и не хотите платить за большее количество в случае увеличения нагрузки. Но в большинстве случаев пригодится еще более впечатляющее оружие от Kubernetes — автоматическое масштабирование развернутого на кластере сервиса. Оно будет доступно в случае, если в кластере Kubernetes включен сервер метрик (metrics-server), который будет поставлять информацию о загрузке процессора и памяти, — обычно он включен в коммерческих облаках. В локальном кластере minikube метрики можно включить так:

$ minikube addons enable metrics-server

Чтобы передать Kubernetes ваше желание автоматически масштабировать сервис в зависимости от нагрузки на него, достаточно очевидных параметров — минимального и максимального количества экземпляров сервиса (и это отличный способ контролировать ваши расходы на вычислительные ресурсы облака) и порога нагрузки на вычислительный ресурс (обычно процент загрузки процессоров CPU), после которого необходимо подготовить и запустить дополнительный экземпляр сервиса. Давайте выполним команду kubectl autoscale:

$ kubectl autoscale deployment/time-service --min=1 --max=3 --cpu-percent=80  
deployment "time-service" autoscaled

Все параметры более чем очевидны, и вновь одной командой мы получили автоматическое горизонтальное масштабирование, причем ограниченное и по нижней, и по верхней границе. Через некоторое время, учитывая, что на наш тестовый микросервис нет особой нагрузки, Kubernetes придет в оптимальное состояние и выключит лишние отсеки, оставив указанное нами минимальное состояние — один отсек с экземпляром микросервиса. Мы сможем легко в этом убедиться, вновь просмотрев список отсеков.

## Удаление развертывания и сервиса

После завершения тестов стоит удалить экспериментальные сервисы и развертывания, особенно если вам нужно платить за ресурсы кластера. Сделать это с помощью kubectl просто. Как и во всех остальных случаях, требуется указать команду (delete), а затем указать ресурс, на который команда будет распространяться. Мы уже поняли, что развертывания и сервисы Kubernetes тесно связаны между собой, но существуют в системе Kubernetes в виде отдельных ресурсов, поэтому и удалять их нужно будет по отдельности. Удаление только развертывания или только сервиса не удалит связанную с ними другую часть.

$ kubectl delete deployment/time-service  
deployment "time-service" deleted  
$ kubectl delete service/time-service  
service "time-service" deleted

Проверьте состояние кластера с помощью команд get и describe, и вы сможете убедиться в том, что нашего микросервиса, включая выделенные для него отсеки и порты, больше нет.

## Визуальное представление кластера

Хотя получать списки развертываний, отсеков и сервисов (в общем называемых ресурсами) кластера под управлением Kubernetes через командную строку легко и быстро, при возрастании их количества проще смотреть на них визуально, в виде дерева или таблицы категорий различных ресурсов. К нашим услугам огромный выбор визуальных помощников. Самое простое — использовать стандартную панель мониторинга (dashboard), встроенную в Minikube, вызвав команду minikube dashboard. Этот же инструмент можно установить на любой кластер Kubernetes обычным вызовом kubectl.

Есть и более удобные инструменты, их легко найти в интернете. К примеру, есть целая «среда разработки» Kubernetes Lens IDE, специально созданная для работы с кластерами и ресурсами Kubernetes. В командной строке неплохо работает инструмент k9s. Если вы работаете и редактируете код в редакторах VSCode или IntelliJ, вы можете развертывать свой код и наблюдать визуальное представление кластеров прямо в своем редакторе, с помощью плагинов Google Cloud Code.

## Версии Kubernetes

Стоит еще раз упомянуть, что Kubernetes — популярнейший проект с открытым исходным кодом на GitHub, один из наиболее распространенных инструментов для работы в облаке, он спонсируется всеми технологическими гигантами. Это означает что скорость изменений в нем велика и версии выпускаются часто, но несовместимые изменения в базовых концепциях встречаются редко. Книга описывает последние на данный момент версии 1.23/1.24. Все примеры и команды книги в репозитории ivanporty/cloud-docker-k8s запускаются ежедневно с помощью непрерывной сборки GitHub Actions, и если какие-то изменения в новых версиях Kubernetes стали несовместимыми с нашими примерами, книга и примеры будут немедленно обновлены — получить свежие версии всегда можно на сайте ipsoftware.ru.

## Простое развертывание с Kubernetes — резюме

* Kubernetes работает в кластере вычислительных ресурсов (обычно серверов Linux). Облачные провайдеры предлагают готовые кластеры произвольных мощностей и размеров для развертывания ваших микросервисов и приложений.
* Все, что требуется от разработчиков микросервисов или приложений, — упаковать приложение со всеми зависимостями в образ (image), на основе которого будут запускаться контейнеры, и подготовить точки доступа к ним через сетевые порты.
* Управляющим системам Kubernetes необходимо передать образ с микросервисом и указать желаемое состояние этого микросервиса — в обычных случаях его имя, количество экземпляров, способ доступа к нему.
* Одной строкой вы можете указать Kubernetes уровень масштабирования вашего микросервиса — простым количеством экземпляров или логично и просто настраиваемым автоматическим масштабированием.
* Одним из основных преимуществ Kubernetes является то, что это открытый проект open source, ко всем деталям которого вы имеете полный доступ. Развернутое и настроенное приложение с легкостью переносится между публичными провайдерами облака, такими как Google, Azure или AWS, и более того, ничто не мешает вам в любой момент настроить Kubernetes на своем собственном кластере, находящемся под вашим полным контролем, к примеру, если речь зайдет об особо важных данных или их географических ограничениях, и немедленно перенести его с открытого облака.
* Kubernetes обеспечит максимизацию вычислительных мощностей и минимальные усилия по сравнению с ручным или полуавтоматическим созданием отдельных виртуальных машин в облаке и развертыванием приложений на них.