**Implementation of splay trees**

1. **Insertion and display in splay tree**

**Aim:**

To implement Splay Tree’s Insertion Operation using Data Structures and algorithms.

**Problem Description:**

A splay tree is a self-balancing binary search tree where the most recently accessed/inserted node becomes the root.

**Insertion Algorithm:**

* Start by performing a standard binary search tree insertion. Compare the value to be inserted with the root node of the tree. If the tree is empty, create a new node with the value and make it the root.
* If the value is smaller than the root, go to the left subtree and repeat step 1. If the value is larger than the root, go to the right subtree and repeat step 1.
* Once you find the appropriate position for the new value, create a new node and insert it as a leaf node in the appropriate subtree.
* After inserting the new node, perform a series of rotations to splay the newly inserted node to the root of the tree. This step helps optimize the tree structure by bringing frequently accessed nodes closer to the root.
* To perform the rotations, start by checking the relationship between the new node and its parent. There are three cases to consider:
* Zig-Zig Case: If both the new node and its parent are left children or both are right children, perform a double rotation (zig-zig rotation) to bring them to the root. This involves rotating the parent with its parent and then rotating the new node with its parent.
* Zig-Zag Case: If the new node is a left child and its parent is a right child (or vice versa), perform a single rotation (zig-zag rotation) to bring them to the root. This involves rotating the new node with its parent.
* Zig Case: If the new node is a left child and its parent is also a left child (or the new node is a right child and its parent is also a right child), perform a single rotation (zig rotation) to bring them to the root. This involves rotating the parent with its grandparent.
* Repeat step 5 until the new node becomes the root of the tree. This ensures that the new node is moved up the tree closer to the root, optimizing the tree structure for future operations.

**Code:**

class Node:

    def \_\_init\_\_(self, data):

        self.data = data

        self.left = None

        self.right = None

        self.parent = None

class SplayTree:

    def \_\_init\_\_(self):

        self.root = None

    def insert(self, Newnode):

        if self.root == None:

          self.root = Newnode

        else:

            last = self.root

            while True:

                if Newnode.data < last.data:

                    if last.left == None:

                        last.left = Newnode

                        last.left.parent = last

                        self.splay(last.left)

                        break

                    else:

                        last = last.left

                else:

                    if last.right == None:

                        last.right = Newnode

                        last.right.parent = last

                        self.splay(last.right)

                        break

                    else:

                        last = last.right

    def left\_rotate(self, root):

        k = root.parent

        if k == self.root:

            m = root.left

            root.left = k

            k.parent = root

            k.right = m

            if m != None:

                m.parent = k

            self.root = root

        else:

            m = root.left

            root.left = k

            root.parent = k.parent

            k.parent = root

            k.right = m

            if m != None:

                m.parent = k

    def right\_rotate(self, root):

        k = root.parent

        if k == self.root:

            m = root.right

            root.right = k

            k.parent = root

            k.left = m

            if m != None:

                m.parent = k

            self.root = root

        else:

            m = root.right

            root.right = k

            root.parent = k.parent

            k.parent = root

            k.left = m

            if m != None:

                m.parent = k

    def splay(self, root):

        k = root.parent

        if k == self.root:

            if k.left == root:

                self.right\_rotate(root)

            else:

                self.left\_rotate(root)

        else:

            if root == k.left and k == k.parent.left:

                self.right\_rotate(k)

                self.right\_rotate(root)

            elif root == k.left and k == k.parent.right:

                self.right\_rotate(root)

                self.left\_rotate(root)

            elif root == k.right and k == k.parent.left:

                self.left\_rotate(root)

                self.right\_rotate(root)

            else:

                self.left\_rotate(k)

                self.left\_rotate(root)

        if root != self.root:

            self.splay(root)

    def inorder(self, root):

        if root:

            self.inorder(root.left)

            print(root.data)

            self.inorder(root.right)

    def find\_max(self, root):

        if root.right == None:

            return root

        else:

            self.find\_max(root.right)

splayTree = SplayTree()

while True:

n = int(input("Enter the no. of nodes:"))

for i in range(n):

splayTree.insert(int(input("\nEnter the value:")))

splayTree.preorder(splayTree.root)

print("\nDone!")

**Output:**
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**Time Complexity And Algorithm Analysis:**

1. **Time Complexity:**

• The time complexity of splay tree insertion is O(log n) in the average case and amortized O(log n) in the worst case, where n is the number of nodes in the tree.

• The amortized complexity takes into account the rebalancing operations performed during the insertion process.

1. **Algorithm Analysis:**

• The splay tree insertion algorithm consists of the following steps:

a) Perform a standard BST insertion to place the new node in the appropriate position based on its key value.

b) Splay the newly inserted node by applying a series of rotations to bring it to the root.

• The splaying process involves zig-zig, zig-zag, or zig operations to restructure the tree and maintain the self-adjusting property.

• The goal of splaying is to move the newly inserted node to the root to optimize future access times.

**Result:**

Thus the Splay tree’s Insertion Operation has been Implemented succesfully.

**b. Searching and deletion in splay tree**

**Aim:**

To implement searching and deletion in the Splay Tree data structure.

**Problem Description:**

A splay tree is a self-balancing binary search tree where the most recently accessed/inserted node becomes the root.

**Algorithm:**

**Searching Algorithm:**

1. Start at the root of the Splay Tree.
2. If the key of the current node matches the search key, perform a splay operation to bring the node to the root and exit.
3. If the search key is less than the current node's key, move to the left child.
4. If the search key is greater than the current node's key, move to the right child.
5. Repeat steps 2-4 until a match is found or the tree is exhausted.
6. If no match is found, perform a final splay operation on the last accessed node.

**Deletion Algorithm:**

1. Start at the root of the Splay Tree.
2. If the key of the node to be deleted matches the current node's key, perform a splay operation to bring the node to the root.
3. If the key of the node to be deleted is less than the current node's key, move to the left child. If the key of the node to be deleted is greater than the current node's key, move to the right child.
4. Repeat steps 2-4 until the node to be deleted is found or the tree is exhausted.
5. If the node to be deleted is not found, exit the algorithm.
6. Perform a splay operation on the node to be deleted, bringing it to the root.
7. If the node to be deleted has no left child, make its right child the new root.
8. If the node to be deleted has no right child, make its left child the new root.
9. If the node to be deleted has both left and right children, find the maximum node in its left subtree (or minimum node in the right subtree).
10. Perform a splay operation on the found node to bring it to the root.
11. Set its right child as the right child of the new root.
12. Set its left child as the left child of the new root.
13. Make the new root the root of the Splay Tree.

**Code:**

class Node:

    def \_\_init\_\_(self, data):

        self.data = data

        self.left = None

        self.right = None

        self.parent = None

class Splay\_Tree:

    def \_\_init\_\_(self):

        self.root = None

    def insert(self, Newnode):

        if self.root == None:

            self.root = Newnode

        else:

            last = self.root

            while True:

                if Newnode.data < last.data:

                    if last.left == None:

                        last.left = Newnode

                        last.left.parent = last

                        self.splay(last.left)

                        break

                    else:

                        last = last.left

                else:

                    if last.right == None:

                        last.right = Newnode

                        last.right.parent = last

                        self.splay(last.right)

                        break

                    else:

                        last = last.right

    def left\_rotate(self, root):

        k = root.parent

        if k == self.root:

            m = root.left

            root.left = k

            k.parent = root

            k.right = m

            if m != None:

                m.parent = k

            self.root = root

        else:

            m = root.left

            root.left = k

            root.parent = k.parent

            k.parent = root

            k.right = m

            if m != None:

                m.parent = k

    def right\_rotate(self, root):

        k = root.parent

        if k == self.root:

            m = root.right

            root.right = k

            k.parent = root

            k.left = m

            if m != None:

                m.parent = k

            self.root = root

        else:

            m = root.right

            root.right = k

            root.parent = k.parent

            k.parent = root

            k.left = m

            if m != None:

                m.parent = k

    def splay(self, root):

        k = root.parent

        if k == self.root:

            if k.left == root:

                self.right\_rotate(root)

            else:

                self.left\_rotate(root)

        else:

            if root == k.left and k == k.parent.left:

                self.right\_rotate(k)

                self.right\_rotate(root)

            elif root == k.left and k == k.parent.right:

                self.right\_rotate(root)

                self.left\_rotate(root)

            elif root == k.right and k == k.parent.left:

                self.left\_rotate(root)

                self.right\_rotate(root)

            else:

                self.left\_rotate(k)

                self.left\_rotate(root)

        if root != self.root:

            self.splay(root)

    def search(self, root, Node):

        if root:

            if root.data == Node.data:

                self.splay(root)

                print("Node found:", self.root.data)

            else:

                self.search(root.left, Node)

                self.search(root.right, Node)

    def inorder(self, root):

        if root:

            self.inorder(root.left)

            print(root.data)

            self.inorder(root.right)

    def find\_max(self, root):

        if root.right == None:

            return root

        else:

            self.find\_max(root.right)

    def delete(self, root, Node):

        if root:

            if root.data == Node.data:

                if root == self.root:

                    if root.left == None:

                        self.root = root.right

                    else:

                        self.splay(self.find\_max(root.left))

                        self.root.right = root.right

                else:

                    self.splay(root)

                    self.splay(self.find\_max(root.left))

                    self.root.right = root.right

            else:

                self.delete(root.left, Node)

                self.delete(root.right, Node)

splayTree = SplayTree()

while True:

    n = int(input("Enter the no. of nodes:"))

    for i in range(n):

            splayTree.insert(int(input("\nEnter the value:")))

            splayTree.preorder(splayTree.root)

    print("Done!")

    print("Serach Operation:")

    splayTree.search(int(input("\nEnter the value to search: ")))

    splayTree.preorder(splayTree.root)

    print("Detion Operation:")

    splayTree.delete(int(input("Enter the value:")))

    splayTree.preorder(splayTree.root)

    print("Done!")

**Output:**
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**Time Complexity And Algorithm Analysis:**

1. **Time Complexity:**

• The time complexity of splay tree insertion is O(log n) in the average case and amortized O(log n) in the worst case, where n is the number of nodes in the tree.

• The amortized complexity takes into account the rebalancing operations performed during the insertion process.

1. **Algorithm Analysis:**

• The splay tree insertion algorithm consists of the following steps:

a) Perform a standard BST insertion to place the new node in the appropriate position based on its key value.

b) Splay the newly inserted node by applying a series of rotations to bring it to the root.

• The splaying process involves zig-zig, zig-zag, or zig operations to restructure the tree and maintain the self-adjusting property.

• The goal of splaying is to move the newly inserted node to the root to optimize future access times.

**Result:**

Thus, insertion, deletion and searching in splay tree has been done successfully.

**Implementation of B+ trees**

**Aim:**

To implement the B+ tree data structure.

**Problem description:**

B+ tree is a data structure that optimizes searching by storing all elements at its leaf nodes.

**Algorithm:**

**Insertion:**

1. Start at the root of the tree and traverse down to a leaf node, following the same steps as in the search algorithm.
2. If the key is already present, update the associated value.
3. If the leaf node has space for the new key-value pair, insert it in the correct sorted position.
4. If the leaf node is full, split it into two and promote the middle key to the parent node.
5. If the parent node is full, recursively split it, promoting the middle key to its parent, and so on.
6. Adjust the pointers accordingly to maintain the tree structure.

**Searching:**

1. Start at the root of the tree.
2. Compare the search key with the keys stored in the current node.
3. If the key is found, return the associated value.
4. If the key is less than the current key, follow the left child pointer.
5. If the key is greater, follow the right child pointer.
6. Repeat the above steps until reaching a leaf node or finding the key.

**Deletion:**

1. Start at the root and traverse down to the leaf node containing the key to delete, following the same steps as in the search algorithm.
2. If the key is found, remove it from the leaf node.
3. If the node underflows (has fewer keys than the minimum allowed), perform the following operations:
4. Borrow a key from its adjacent sibling if the sibling has more than the minimum keys.
5. If borrowing is not possible, merge the node with its sibling, adjusting the pointers.
6. Propagate the underflow condition to the parent node, performing the same operations recursively if necessary.
7. Update the keys in the parent nodes accordingly, if necessary.

**Code:**

import math

class Node:

    def \_\_init\_\_(self, order):

        self.order = order

        self.values = []

        self.keys = []

        self.nextKey = None

        self.parent = None

        self.check\_leaf = False

    def insert\_at\_leaf(self, leaf, value, key):

        if (self.values):

            temp1 = self.values

            for i in range(len(temp1)):

                if (value == temp1[i]):

                    self.keys[i].append(key)

                    break

                elif (value < temp1[i]):

                    self.values = self.values[:i] + [value] + self.values[i:]

                    self.keys = self.keys[:i] + [[key]] + self.keys[i:]

                    break

                elif (i + 1 == len(temp1)):

                    self.values.append(value)

                    self.keys.append([key])

                    break

        else:

            self.values = [value]

            self.keys = [[key]]

class BplusTree:

    def \_\_init\_\_(self, order):

        self.root = Node(order)

        self.root.check\_leaf = True

    def insert(self, value, key):

        value = str(value)

        old\_node = self.search(value)

        old\_node.insert\_at\_leaf(old\_node, value, key)

        if (len(old\_node.values) == old\_node.order):

            node1 = Node(old\_node.order)

            node1.check\_leaf = True

            node1.parent = old\_node.parent

            mid = int(math.ceil(old\_node.order / 2)) - 1

            node1.values = old\_node.values[mid + 1:]

            node1.keys = old\_node.keys[mid + 1:]

            node1.nextKey = old\_node.nextKey

            old\_node.values = old\_node.values[:mid + 1]

            old\_node.keys = old\_node.keys[:mid + 1]

            old\_node.nextKey = node1

            self.insert\_in\_parent(old\_node, node1.values[0], node1)

    def search(self, value):

        current\_node = self.root

        while(current\_node.check\_leaf == False):

            temp2 = current\_node.values

            for i in range(len(temp2)):

                if (value == temp2[i]):

                    current\_node = current\_node.keys[i + 1]

                    break

                elif (value < temp2[i]):

                    current\_node = current\_node.keys[i]

                    break

                elif (i + 1 == len(current\_node.values)):

                    current\_node = current\_node.keys[i + 1]

                    break

        return current\_node

    def find(self, value, key):

        l = self.search(value)

        for i, item in enumerate(l.values):

            if item == value:

                if key in l.keys[i]:

                    return True

                else:

                    return False

        return False

    def insert\_in\_parent(self, n, value, ndash):

        if (self.root == n):

            rootNode = Node(n.order)

            rootNode.values = [value]

            rootNode.keys = [n, ndash]

            self.root = rootNode

            n.parent = rootNode

            ndash.parent = rootNode

            return

        parentNode = n.parent

        temp3 = parentNode.keys

        for i in range(len(temp3)):

            if (temp3[i] == n):

                parentNode.values = parentNode.values[:i] + \

                    [value] + parentNode.values[i:]

                parentNode.keys = parentNode.keys[:i +

                                                  1] + [ndash] + parentNode.keys[i + 1:]

                if (len(parentNode.keys) > parentNode.order):

                    parentdash = Node(parentNode.order)

                    parentdash.parent = parentNode.parent

                    mid = int(math.ceil(parentNode.order / 2)) - 1

                    parentdash.values = parentNode.values[mid + 1:]

                    parentdash.keys = parentNode.keys[mid + 1:]

                    value\_ = parentNode.values[mid]

                    if (mid == 0):

                        parentNode.values = parentNode.values[:mid + 1]

                    else:

                        parentNode.values = parentNode.values[:mid]

                    parentNode.keys = parentNode.keys[:mid + 1]

                    for j in parentNode.keys:

                        j.parent = parentNode

                    for j in parentdash.keys:

                        j.parent = parentdash

                    self.insert\_in\_parent(parentNode, value\_, parentdash)

    def delete(self, value, key):

        node\_ = self.search(value)

        temp = 0

        for i, item in enumerate(node\_.values):

            if item == value:

                temp = 1

                if key in node\_.keys[i]:

                    if len(node\_.keys[i]) > 1:

                        node\_.keys[i].pop(node\_.keys[i].index(key))

                    elif node\_ == self.root:

                        node\_.values.pop(i)

                        node\_.keys.pop(i)

                    else:

                        node\_.keys[i].pop(node\_.keys[i].index(key))

                        del node\_.keys[i]

                        node\_.values.pop(node\_.values.index(value))

                        self.deleteEntry(node\_, value, key)

                else:

                    print("Value not in Key")

                    return

        if temp == 0:

            print("Value not in Tree")

            return

    def deleteEntry(self, node\_, value, key):

        if not node\_.check\_leaf:

            for i, item in enumerate(node\_.keys):

                if item == key:

                    node\_.keys.pop(i)

                    break

            for i, item in enumerate(node\_.values):

                if item == value:

                    node\_.values.pop(i)

                    break

        if self.root == node\_ and len(node\_.keys) == 1:

            self.root = node\_.keys[0]

            node\_.keys[0].parent = None

            del node\_

            return

        elif (len(node\_.keys) < int(math.ceil(node\_.order / 2)) and node\_.check\_leaf == False) or (len(node\_.values) < int(math.ceil((node\_.order - 1) / 2)) and node\_.check\_leaf == True):

            is\_predecessor = 0

            parentNode = node\_.parent

            PrevNode = -1

            NextNode = -1

            PrevK = -1

            PostK = -1

            for i, item in enumerate(parentNode.keys):

                if item == node\_:

                    if i > 0:

                        PrevNode = parentNode.keys[i - 1]

                        PrevK = parentNode.values[i - 1]

                    if i < len(parentNode.keys) - 1:

                        NextNode = parentNode.keys[i + 1]

                        PostK = parentNode.values[i]

            if PrevNode == -1:

                ndash = NextNode

                value\_ = PostK

            elif NextNode == -1:

                is\_predecessor = 1

                ndash = PrevNode

                value\_ = PrevK

            else:

                if len(node\_.values) + len(NextNode.values) < node\_.order:

                    ndash = NextNode

                    value\_ = PostK

                else:

                    is\_predecessor = 1

                    ndash = PrevNode

                    value\_ = PrevK

            if len(node\_.values) + len(ndash.values) < node\_.order:

                if is\_predecessor == 0:

                    node\_, ndash = ndash, node\_

                ndash.keys += node\_.keys

                if not node\_.check\_leaf:

                    ndash.values.append(value\_)

                else:

                    ndash.nextKey = node\_.nextKey

                ndash.values += node\_.values

                if not ndash.check\_leaf:

                    for j in ndash.keys:

                        j.parent = ndash

                self.deleteEntry(node\_.parent, value\_, node\_)

                del node\_

            else:

                if is\_predecessor == 1:

                    if not node\_.check\_leaf:

                        ndashpm = ndash.keys.pop(-1)

                        ndashkm\_1 = ndash.values.pop(-1)

                        node\_.keys = [ndashpm] + node\_.keys

                        node\_.values = [value\_] + node\_.values

                        parentNode = node\_.parent

                        for i, item in enumerate(parentNode.values):

                            if item == value\_:

                                parentNode.values[i] = ndashkm\_1

                                break

                    else:

                        ndashpm = ndash.keys.pop(-1)

                        ndashkm = ndash.values.pop(-1)

                        node\_.keys = [ndashpm] + node\_.keys

                        node\_.values = [ndashkm] + node\_.values

                        parentNode = node\_.parent

                        for i, item in enumerate(parentNode.values):

                            if item == value\_:

                                parentNode.values[i] = ndashkm

                                break

                else:

                    if not node\_.check\_leaf:

                        ndashp0 = ndash.keys.pop(0)

                        ndashk0 = ndash.values.pop(0)

                        node\_.keys = node\_.keys + [ndashp0]

                        node\_.values = node\_.values + [value\_]

                        parentNode = node\_.parent

                        for i, item in enumerate(parentNode.values):

                            if item == value\_:

                                parentNode.values[i] = ndashk0

                                break

                    else:

                        ndashp0 = ndash.keys.pop(0)

                        ndashk0 = ndash.values.pop(0)

                        node\_.keys = node\_.keys + [ndashp0]

                        node\_.values = node\_.values + [ndashk0]

                        parentNode = node\_.parent

                        for i, item in enumerate(parentNode.values):

                            if item == value\_:

                                parentNode.values[i] = ndash.values[0]

                                break

                if not ndash.check\_leaf:

                    for j in ndash.keys:

                        j.parent = ndash

                if not node\_.check\_leaf:

                    for j in node\_.keys:

                        j.parent = node\_

                if not parentNode.check\_leaf:

                    for j in parentNode.keys:

                        j.parent = parentNode

def printTree(tree):

    lst = [tree.root]

    level = [0]

    leaf = None

    flag = 0

    lev\_leaf = 0

    node1 = Node(str(level[0]) + str(tree.root.values))

    while (len(lst) != 0):

        x = lst.pop(0)

        lev = level.pop(0)

        if (x.check\_leaf == False):

            for i, item in enumerate(x.keys):

                print(item.values)

        else:

            for i, item in enumerate(x.keys):

                print(item.values)

            if (flag == 0):

                lev\_leaf = lev

                leaf = x

                flag = 1

record\_len = 3

bplustree = BplusTree(record\_len)

p='y'

while p == 'y':

    print('1.insert\n2.delete\n3.search')

    a = input("Enter your choice: ")

    if a == '1':

        b = int(input("Enter how many inputs: "))

        l1=[]

        for i in range(b):

            c = int(input("enter the number: "))

            l1.append(c)

        for i in l1:

            bplustree.insert(str(i),str(i))

        printTree(bplustree)

    elif a=='2':

        d = int(input("Enter the number you want to delete: "))

        bplustree.delete(str(d),str(d))

        print("now, output is ")

        printTree(bplustree)

    elif a =='3':

        e = int(input("enter the number to be searched: "))

        if (bplustree.find(str(e),str(e))):

            print("Element found")

        print("Element not found!!")

    else:

        raise Exception("Invalid input!!")

    p = input("Do you want to continue(y/n): ")

**Output:**
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**Time Complexity and Algorithm Analysis:**

**Time Complexity:**

• Search: O(log n)

• Insertion: O(log n)

• Deletion: O(log n)

**Algorithm Analysis:**

• Balanced Structure: B+ trees maintain a balanced structure, ensuring logarithmic

height for efficient operations.

• Large Fanout: B+ trees have a high fanout, reducing the tree height and minimizing

disk I/O.

• Sequential Access: B+ trees leverage sequential access for range queries and

disk operations.

• Disk Block Utilization: B+ trees optimize disk block usage for efficient

storage and retrieval.

**Result:**

Thus, B+ tree has been implemented successfully.

**Implementation of state space search algorithms**

**Aim:**

To create a state space search tree and implement searching algorithms like BFS and DFS.

**Problem Description:**

A state space search tree is a tree that represents all possible feasible solutions to a problem.

**Algorithm:**

**BFS (Breadth-First Search):**

1. Create an empty queue and a visited set.
2. Enqueue the starting vertex or node into the queue.
3. Mark the starting vertex as visited.
4. Enter a loop until the queue is empty.
5. Dequeue a vertex from the front of the queue.
6. Process the dequeued vertex (e.g., print or perform any desired operation).
7. Get all adjacent vertices of the dequeued vertex.
8. For each adjacent vertex, if it is not visited, enqueue it into the queue and mark it as visited.
9. Repeat steps 5-8 until the queue is empty.

**DFS (Depth-First Search):**

1. Create a visited set.
2. Choose a starting vertex or node.
3. Mark the starting vertex as visited.
4. Process the starting vertex (e.g., print or perform any desired operation).
5. Get all adjacent vertices of the starting vertex.
6. For each adjacent vertex, if it is not visited, recursively call the DFS function with the adjacent vertex as the new starting vertex.
7. Repeat steps 4-6 for each unvisited adjacent vertex of the starting vertex.

**Code:**

graph = {

  '5' : ['3','7'],

  '3' : ['2', '4'],

  '7' : ['8'],

  '2' : [],

  '4' : ['8'],

  '8' : []

}

visited = [] # List for visited nodes.

queue = []     #Initialize a queue

def bfs(visited, graph, node): #function for BFS

  visited.append(node)

  queue.append(node)

  while queue:          # Creating loop to visit each node

    m = queue.pop(0)

    print (m, end = " ")

    for neighbour in graph[m]:

      if neighbour not in visited:

        visited.append(neighbour)

        queue.append(neighbour)

# Driver Code

print("Following is the Breadth-First Search")

bfs(visited, graph, '5')    # function calling

def dfs(graph, node, visited):   #function for dfs

    if node not in visited:

        visited.append(node)   #appending nodes to visited

        for n in graph[node]:

            dfs(graph,n, visited)  #recursive calling of dfs

    return visited

print("\nFollowing is the Depth-First Search")

visited = dfs(graph,'5', [])

print(visited)

**Output:**
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**Time Complexity AND Algorithm Analysis:**

State space search algorithms are used to explore the state space of a problem in order to find a solution. The time complexity and algorithm analysis of state space search algorithms can vary depending on the specific algorithm being used. A few algorithms used are:

• Breadth-First Search (BFS): Time complexity is typically O(b^d), where b is the branching factor and d is the depth of the solution.

• Depth-First Search (DFS): Time complexity is typically O(b^m), where b is the branching factor and m is the maximum depth of the state space.

• A\* Search: Time complexity varies depending on the heuristic used, but in the worst case, it can be exponential

**Result:**

Thus, the state space search algorithms Breadth First Search and Depth First Search has been executed successfully.

**Implementation of divide-and-conquer algorithm**

**for closest-pairs problem**

**Aim:**

To find the closest pair from a given set of points.

**Problem Description:**

We will use a divide and conquer algorithm to solve this problem by dividing it into multiple subproblems and finding an optimized solution.

**Algorithm:**

* Sort the points based on their x-coordinate in ascending order.
* Divide the sorted points into two halves using the vertical line that passes through the median x-coordinate.
* Recursively find the closest pair of points in each half.
* Take the minimum of the two minimum distances obtained from the recursive calls and store it as "minDist."
* Consider the strip of points that lie within a distance of "minDist" from the vertical line.
* Sort these points by their y-coordinate in ascending order.
* Iterate through each point in the strip and compare it with the next 7 points in the sorted order.
* Compute the distance between these pairs of points.
* If any pair has a distance smaller than "minDist," update "minDist" accordingly.
* Return "minDist" as the smallest distance between any two points in the given set.

**Code:**

import math

class Point:  #point class to define a point

    def \_\_init\_\_(self, x, y):

        self.x = x

        self.y = y

def compareX(a, b): #comparing x coordinates

    p1 = a

    p2 = b

    return (p1.x - p2.x)

def compareY(a, b):  #comparing y cooordinates

    p1 = a

    p2 = b

    return (p1.y - p2.y)

def dist(p1, p2):   #distance between two points

    return math.sqrt((p1.x - p2.x)\*(p1.x - p2.x) + (p1.y - p2.y)\*(p1.y - p2.y))

def bruteForce(P, n):   #bruteforce method to find closest distance

    min\_dist = float("inf")

    for i in range(n):

        for j in range(i+1, n):

            if dist(P[i], P[j]) < min\_dist:

                min\_dist = dist(P[i], P[j])

    return min\_dist

def min(x, y):

    return x if x < y else y

def stripClosest(strip, size, d):  #find the closest strip after

    min\_dist = d

    strip = sorted(strip, key=lambda point: point.y)

    for i in range(size):

        for j in range(i+1, size):

            if (strip[j].y - strip[i].y) >= min\_dist:

                break

            if dist(strip[i], strip[j]) < min\_dist:

                min\_dist = dist(strip[i], strip[j])

    return min\_dist

def closestUtil(P, n):  #divide and conquer method to find closest pair

    if n <= 3:

        return bruteForce(P, n)

    mid = n//2

    midPoint = P[mid]

    dl = closestUtil(P, mid)

    dr = closestUtil(P[mid:], n - mid)

    d = min(dl, dr)

    strip = []

    for i in range(n):

        if abs(P[i].x - midPoint.x) < d:

            strip.append(P[i])

    return min(d, stripClosest(strip, len(strip), d))

def closest(P, n):

    P = sorted(P, key=lambda point: point.x)

    return closestUtil(P, n)

while True:

    P = []

    for i in range(int(input("Enter the total no. of points:"))):

        x = int(input("Enter the x of Point %s:"%(i+1)))

        y = int(input("Enter the y of Point %s:"%(i+1)))

        P.append(Point(x,y))

    n = len(P)

    c =  closest(P, n)

    print("The smallest distance is:",c)

    for i in range(n):

        for j in range(n):

            if dist(P[i],P[j]) == c:

                print("The closest Pair is",(P[i].x,P[i].y),",",(P[j].x,P[j].y))

                break

**Output:**
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**Time Complexity:**

* Time complexity is O(n log n).
* Sorting the points: O(n log n)
* Recursive calls: T(n/2) each (where T is the time complexity of the
* algorithm)
* Merging and finding the minimum distance: O(n)
* Overall recurrence relation: T(n) = 2T(n/2) + O(n)
* By the Master Theorem, T(n) = O(n log n)

**Algorithm Analysis:**

The Closest Pair algorithm efficiently solves the closest pair problem by dividing the points and recursively finding the closest pairs in smaller subsets. It reduces the number of distance calculations by considering only relevant points within a strip. With a time complexity of O(n log n), the algorithm demonstrates theeffectiveness of divide and conquer in solving geometric problems.

**Result:**

Thus, closest pair algorithm using divide and conquer has been implemented successfully.

**Implementation of Huffman coding**

**Aim:**

To generate Huffman code for a given sequence using a Huffman tree.

**Problem Description:**

A Huffman code is a variable-length data sequence that minimizes the cost of encoding a given sequence with maximum efficiency. A Huffman tree is implemented to generate the same.

**Algorithm:**

* 1. Calculate the frequency of occurrence of each symbol or character in the given data.
  2. Create a leaf node for each symbol or character and assign its frequency as its weight.
  3. Create a min-heap (priority queue) and insert all the leaf nodes into it.
  4. While there is more than one node in the heap:
  5. Extract the two nodes with the minimum frequencies from the heap.
  6. Create a new internal node with a weight equal to the sum of the extracted nodes' frequencies.
  7. Make the first extracted node the left child and the second extracted node the right child of the new node.
  8. Insert the new node back into the heap.
  9. The remaining node in the heap is the root of the Huffman tree.
  10. Traverse the Huffman tree from the root. Assign '0' to the left branch and '1' to the right branch at each step.
  11. Assign unique binary codes to each symbol or character based on the path from the root to that symbol in the Huffman tree.
  12. Encode the original data by replacing each symbol with its corresponding Huffman code.

**Code:**

class Symbol:

    def \_\_init\_\_(self,symbol,freq):

        self.symbol = symbol

        self.freq = freq

        self.code = " "

        self.left = None

        self.right = None

    def \_\_lt\_\_(self,nxt):

        return self.freq < nxt.freq

def printNodes(node, val=''):

    newVal = val + str(node.code)

    if(node.left):

        printNodes(node.left, newVal)

    if(node.right):

        printNodes(node.right, newVal)

    if(not node.left and not node.right):

        print(f"{node.symbol} -> {newVal}")

def sorting(data):

    data = sorted(data,key=lambda symbol:symbol.freq)

    return data

data = []

sym = []

while True:

    for i in range(int(input("Enter the Total no.of symbols:"))):

        s = input("Enter the symbol:")

        f = eval(input("Enter the frequency:"))

        symbol = Symbol(s,f)

        data.append(symbol)

        sym.append(symbol)

    data = sorting(data)

    while len(data) > 1:

             first = data.pop(0)

             second = data.pop(0)

             first.code = '0'

             second.code = '1'

             newnode = Symbol(first.symbol+second.symbol,first.freq+second.freq)

             newnode.left = first

             newnode.right = second

             data.append(newnode)

    printNodes(data[0])

**Output:**

**![A screenshot of a computer
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**TIME COMPLEXITY AND ALGORITH ANALYSIS FOR HUFFMAN CODING**

**USING GREEDY APPROACH:**

**Time Complexity Analysis:** The time complexity of the Huffman coding algorithm depends on the construction of the Huffman tree and the encoding process.

* Construction of Huffman Tree:
* Building the frequency table: O(n), where n is the number of characters in the input.
* Constructing the Huffman tree: O(n log n), where n is the number of characters.
* Encoding Process:
* Generating the Huffman codes: O(n), where n is the number of characters.
* Encoding the input using the Huffman codes: O(m), where m is the length of the input.
* Overall, the time complexity of Huffman coding is O((n + m) log n), where n is
* the number of characters and m is the length of the input.

**Algorithm Analysis:**

* **Optimal Prefix Codes:** Huffman coding guarantees the construction of an

optimal prefix code, where no code is a prefix of another code. This property ensures unique decodability of the encoded data.

* **Variable-Length Codes:** Huffman coding assigns variable-length codes,

with shorter codes for more frequent characters. This results in efficient

compression, as common characters are represented by fewer bits.

* **Lossless Compression:** Huffman coding is a lossless compression

algorithm, meaning that the original data can be perfectly reconstructed

from the encoded data without any loss of information.

* **Greedy Approach**: Huffman coding uses a greedy approach to construct

the optimal prefix code. It builds the Huffman tree by iteratively

combining the two characters with the lowest frequencies until a

complete tree is formed.

* **Compression Ratio:** Huffman coding typically achieves good compression

ratios for text and data with non-uniform character frequencies. The

actual compression ratio depends on the frequency distribution of thecharacters in the input.

**Result:**

Thus, Huffman coding computation has been done successfully.

**Implementation of disjoint sets and Kruskal’s algorithm**

**Aim:**

To implement Kruskal's algorithm using the disjoint-set data structure.

**Problem Description:**

The disjoint-set data structure is used to divide a graph into disjoint sets and makes it easy to detect cycles. Kruskal's algorithm is used to construct a minimum spanning tree.

**Algorithm:**

* + Initialize an empty set to store the edges of the minimum spanning tree (MST).
  + Sort all the edges of the graph in non-decreasing order of their weights.
  + Iterate through the sorted edges in ascending order of their weights.
  + For each edge, check if including it in the MST creates a cycle. You can use a disjoint-set data structure, such as Union-Find, to efficiently check for cycles.
  + If including the edge does not create a cycle, add it to the MST set.
  + Repeat steps 4 and 5 until all the vertices are included in the MST or all the edges have been considered.

**Code:**

class Graph:

    def \_\_init\_\_(self, vertices):

        self.V = vertices

        self.graph = []

    def addEdge(self, u, v, w):

        self.graph.append([u, v, w])

    def find(self, parent, i):

        if parent[i] != i:

            parent[i] = self.find(parent, parent[i])

        return parent[i]

    def union(self, parent, rank, x, y):

        if rank[x] < rank[y]:

            parent[x] = y

        elif rank[x] > rank[y]:

            parent[y] = x

        else:

            parent[y] = x

            rank[x] += 1

    def KruskalMST(self):

        i,e = 0

        result = []

        self.graph = sorted(self.graph,

                            key=lambda item: item[2])

        parent = []

        rank = []

        for node in range(self.V):

            parent.append(node)

            rank.append(0)

        while e < self.V - 1:

            u, v, w = self.graph[i]

            i = i + 1

            x = self.find(parent, u)

            y = self.find(parent, v)

            if x != y:

                e = e + 1

                result.append([u, v, w])

                self.union(parent, rank, x, y)

        minimumCost = 0

        print("Edges in the constructed MST")

        for u, v, weight in result:

            minimumCost += weight

            print("%d -- %d == %d" % (u, v, weight))

        print("Minimum Spanning Tree", minimumCost)

while True:

    g = Graph(int(input("enter the toatal no. of nodes:")))

    yes = True

    while yes:

        g.addEdge(int(input("enter the source:")), int(input("enter the destination:")), int(input("enter the weight:")))

        op = input("\n1.add more edges,\n2.exit")

        if op == "1":

           yes = True

        if op == "2":

            yes = False

    g.KruskalMST(int(input("Enter the source:")))

**Output:**

**![A black screen with white text

Description automatically generated with low confidence](data:image/png;base64,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)**

**Time Complexity:**

* Sorting Edges: Sorting the edges by weight takes O(E log E) time, where E is the number of edges.
* Union-Find Operations: Performing union and find operations on the disjoint-set data structure has an average time complexity of O(log V), where V is the number of vertices.
* Considering the sorting and union-find operations, the overall time complexity of Kruskal's Algorithm is O(E log E) or O(E log V), depending on the graph structure.

**Algorithm Analysis:**

Kruskal's Algorithm is known for its simplicity and efficiency in finding MSTs. It guarantees an MST with the minimum total weight and works well fordense and sparse graphs. The greedy strategy of selecting minimum-weight edges ensures the optimality of the resulting MST. The algorithm is widely used due to its straightforward implementation andability to handle various graph representations. It provides an efficient solution for finding minimum spanning trees and related optimization problems.

**Result:**

Thus, disjoint sets and Kruskal’s algorithms has been implemented successfully.

**Implementation of dynamic programming algorithms**

**Computing Binomial Coefficients**

**Aim:**

To find the binomial coefficient using dynamic programming.

**Problem Description:**

Dynamic programming is used to solve the problem efficiently by dividing it into subproblems and avoiding overlapping subproblems by storing the results in a table.

**Algorithm:**

* + We create a 2D array dp with dimensions (n+1) x (k+1) to store the coefficients. The entry dp[i][j] represents the binomial coefficient

C(i, j).

* + We initialize the base cases: C(n, 0) = C(n, n) = 1. So,

we set dp[i][0] = 1 and dp[i][i] = 1 for all i in the range 0 to n.

* + We calculate the coefficients using the recurrence relation C(n, k) = C(n-1, k-1) + C(n-1, k). We iterate over i from 1 to n and j from 1 to min(i, k) (since choosing more elements than available is not possible).
  + Finally, we return the computed binomial coefficient dp[n][k].

**Code:**

n=int(input())  #Taking inputs for n and k

k=int(input())

c=[[0 for i in range(k+1)] for i in range(n+1)]  #creating an array of size n\*k

def binomial(n,k):

    if k==0 or k==n:  #returning 1 if k=0 or k=n

        c[n][k]=1

        return c[n][k]

    else:

        if c[n][k]:         #returning the value if present in array to avoid overlapping subproblems

            return c[n][k]

        else:

            c[n][k]=binomial(n-1,k-1)+binomial(n-1,k)

            return c[n][k]

print("answer is",binomial(n,k))

**Output:**

**![](data:image/png;base64,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)**

**Result:**

Thus, binomial coefficient using dynamic programming has been executed successfully.

**Implementation of dynamic programming algorithms**

**Bellman-Ford algorithm**

**Aim:**

To implement the Bellman-Ford Algorithm using dynamic programming (DP).

**Problem Description:**

The Bellman-Ford Algorithm is a single-source shortest path algorithm used to find the shortest path from a vertex to all other vertices. It can handle cycles and negative weights in the graph.

**Algorithm:**

* + Initialize the distance of the source vertex to 0 and the distance of all other vertices to infinity.
  + Iterate over all vertices in the graph |V| - 1 times, where |V| is the total number of vertices. In each iteration, relax all the edges in the graph.
  + Relaxing an edge means updating the distance of the destination vertex if a shorter path is found. For each edge (u, v) with weight w, if the distance from the source vertex to u plus the weight of the edge is less than the current distance of v, update the distance of v to the new shorter distance.
  + After |V| - 1 iterations, all shortest paths from the source vertex have been found if there are no negative cycles in the graph. If there is a negative cycle, then the algorithm can detect it in the next step.
  + Run an additional iteration over all edges in the graph. If the distance of the destination vertex can still be updated, it means that there is a negative cycle in the graph. In this case, the algorithm cannot find a single shortest path since the negative cycle can be traversed indefinitely to reduce the path length.
  + If no negative cycles are detected, the algorithm has successfully found the shortest path from the source vertex to all other vertices.

**Code:**

class Graph:

    def \_\_init\_\_(self, vertices):

        self.V = vertices  # No. of vertices

        self.graph = []

    # function to add an edge to graph

    def addEdge(self, u, v, w):

        self.graph.append([u, v, w])

    #printing the solution

    def printArr(self, dist):

        print("Vertex Distance from Source")

        for i in range(self.V):

            print("{0}\t\t{1}".format(i, dist[i]))

    def BellmanFord(self, src):

        dist = [float("Inf")] \* self.V

        dist[src] = 0

        for \_ in range(self.V - 1):

            # queue

            for u, v, w in self.graph:

                if dist[u] != float("Inf") and dist[u] + w < dist[v]:

                    dist[v] = dist[u] + w

        for u, v, w in self.graph:

            if dist[u] != float("Inf") and dist[u] + w < dist[v]:

                print("Graph contains negative weight cycle")

                return

        self.printArr(dist)

# Driver's code

if \_\_name\_\_ == '\_\_main\_\_':

    g = Graph(5)

    g.addEdge(0, 1, -1)

    g.addEdge(0, 2, 4)

    g.addEdge(1, 2, 3)

    g.addEdge(1, 3, 2)

    g.addEdge(1, 4, 2)

    g.addEdge(3, 2, 5)

    g.addEdge(3, 1, 1)

    g.addEdge(4, 3, -3)

    # function call

    g.BellmanFord(0)

**Output:**
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**TIME COMPLEXITY AND ALGORITHM ANALYSIS:**

**Time Complexity:**

The time complexity of the Bellman-Ford algorithm using

dynamic programming is O(V \* E), where V is the number of vertices and E is the

number of edges in the graph. In the worst case, the algorithm performs V-1

passes over all the edges to find the shortest paths.

**Algorithm Analysis:**

1. Initialization: The algorithm initializes the distance estimates for all

vertices to infinity, except for the source vertex, which is set to 0. This step

takes O(V) time.

2. Relaxation: The algorithm performs V-1 passes over all the edges to relax

them. In each pass, it checks if there is a shorter path to a vertex than the

current distance estimate. If so, it updates the distance estimate. This step

takes O(E) time in each pass.

3. Negative Cycle Detection: After V-1 passes, the algorithm performs one

additional pass to detect negative cycles. If there are still updates to the

distance estimates in this pass, it indicates the presence of a negative

cycle. This step takes O(E) time.

Overall, the Bellman-Ford algorithm using dynamic programming has a time

complexity of O(V \* E).

**Result:**

Thus, bellman ford algorithm using dynamic programming has been computed successfully

**Implementation of backtracking algorithms to solve n-Queens problem**

**Aim:**

To solve the N-queens problem using backtracking.

**Problem Description:**

The N-queens problem is an NP-hard problem where N queens should be placed on a chessboard such that no queens can attack each other.

**Algorithm:**

* + Initialize an empty chessboard of size N x N.
  + Start with the leftmost column and place a queen in the first row of that column.
  + Move to the next column and place a queen in the first row of that column.
  + Repeat step 3 until either all N queens have been placed or it is impossible to place a queen in the current column without violating the rules of the problem.
  + If all N queens have been placed, print the solution.
  + If it is not possible to place a queen in the current column without violating the rules of the problem, backtrack to the previous column.
  + Remove the queen from the previous column and move it down one row.
  + Repeat steps 4-7 until all possible configurations have been tried.

**Code:**

def printSolution(board,N):

    for i in range(N):

        for j in range(N):

            if board[i][j] == 1:

                print("Q",end=" ")

            else:

                print(".",end=" ")

        print()

def isSafe(board, row, col,N):

    for i in range(col):

        if board[row][i] == 1:

            return False

    for i, j in zip(range(row, -1, -1),

                    range(col, -1, -1)):

        if board[i][j] == 1:

            return False

    for i, j in zip(range(row, N, 1),

                    range(col, -1, -1)):

        if board[i][j] == 1:

            return False

    return True

def solveNQUtil(board, col,N):

    if col >= N:

        return True

    for i in range(N):

        if isSafe(board, i, col,N):

            board[i][col] = 1

            if solveNQUtil(board, col + 1,N) == True:

                return True

            board[i][col] = 0

    return False

def solveNQ():

    n = int(input("Enter the value of n:"))

    board = [[0 for i in range(n)] for i in range(n)]

    if solveNQUtil(board, 0,n) == False:

        print("Solution does not exist")

        return False

    printSolution(board,n)

    return True

solveNQ()

**Output:**
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**TIME COMPLEXITY:**

Generating all possible configurations: The number of possible configurations of placing N queens on an NxN chessboard is N!. Therefore, the time complexity of generating all possible configurations is O(N!)

**ALGORITHM ANALYSIS:**

Backtracking and recursion: The backtracking algorithm used to solve the NQueens problem involves recursive calls. In the worst-case scenario, we may have to explore all possible configurations.

**Result:**

Thus, n queens’ problem has been solved using backtracking.

**Implementation of backtracking algorithms**

**Hamiltonian circuit problem**

**Aim:**

To implement the Hamiltonian circuit problem using backtracking.

**Problem description:**

The Hamiltonian circuit problem involves finding a path in a given graph where all vertices are visited exactly once, and the path starts and ends at the same vertex.

**Algorithm:**

* + Start with an empty path and an empty set of visited vertices.
  + Choose a starting vertex arbitrarily and add it to the path and the set of visited vertices.
  + If all vertices are visited and the current vertex has an edge to the starting vertex, then we have found a Hamiltonian circuit. Print the path and terminate the algorithm.
  + If the current vertex has unvisited neighbors, choose an unvisited neighbor and add it to the path and the set of visited vertices.
  + Recursively call the algorithm with the new current vertex.
  + If the recursive call returns false, remove the last vertex from the path and the set of visited vertices.
  + Repeat steps 4-6 for all unvisited neighbors of the current vertex.
  + If no unvisited neighbor leads to a Hamiltonian circuit, return false.

**Code:**

g={"A":["C","B","D"],"B":["A","C","D"],"C":["A","B"],"D":["A","B"]}

a=[]

def hamiltonian\_circuit(g,l):

    for i in g:

        if i==l[-1]:

            for j in g[i]:

                if j not in l:

                    if len(l)+1==len(g):

                        l.append(j)

                        print("Hamiltonian circuit has been found and it is",l)

                        quit()

                    else:

                        m=l.copy()

                        m.append(j)

                        hamiltonian\_circuit(g,m)

hamiltonian\_circuit(g,["A"])

**Output:**

![](data:image/png;base64,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)

**TIME COMPLEXITY:**

* The Hamiltonian Circuit problem is known to be NP-complete, which means that there is no known polynomial-time algorithm to solve it for all instances. As a result, the time complexity of finding a Hamiltonian Circuit in a graph is exponential.
* The Hamiltonian Circuit problem is computationally challenging, and finding an optimal solution for all instances is believed to be intractable in terms of time complexity.

**ALGORITHM ANALYSIS:**

The brute-force approach to solve the Hamiltonian Circuit problem involves

generating all possible permutations of the vertices and checking each

permutation to see if it forms a Hamiltonian Circuit. The number of

permutations is factorial, which grows very quickly with the number of vertices.

Hence, the time complexity of the brute-force approach is O(n!), where n is the

number of vertices in the graph.

There are also more efficient algorithms and heuristics for solving the

Hamiltonian Circuit problem, such as backtracking algorithms, dynamic

programming, and branch-and-bound techniques. These algorithms can

improve the average-case performance for certain types of graphs or provide

approximate solutions. However, their worst-case time complexity remains

exponential.

**Result:**

Thus, Hamiltonian circuit has been solved using backtracking successfully.

**Implementation of iterative improvement strategy**

**for stable marriage problem**

**Aim:**

To implement the stable marriage problem using an iterative improvement strategy.

**Problem Description:**

The stable marriage problem is an iterative improvement problem where men and women are engaged based on their preference order. If a man and woman are already engaged, the woman can be engaged based on her preference, and the process repeats.

**Algorithm:**

* Initially, all men and women are free, and the matching is empty. The following steps are performed iteratively:
  + Randomly select a man and let him propose to the first woman on his preference list who hasn't rejected him so far.
  + If the woman is free, she accepts his proposal, and they become a pair in the matching. If she is not free, she compares her current match with the proposing man. If she prefers the proposing man to her current match, she accepts the proposal and replaces her current match. This way, a new pair is formed. If she doesn't prefer the proposing man, she rejects the proposal, and the proposing man remains unmatched.
* These two steps are repeated until no man remains unmatched. Since no two men can be matched with the same woman, all the women have their matches when the algorithm terminates.

**Code:**

N = 4

def womenPrefersM1OverM(prefer, w, m, m1):

    for i in range(N):

        if (prefer[w][i] == m1):

            return True

        if (prefer[w][i] == m):

            return False

def stableMarriage(prefer):

    wPartner = [-1 for i in range(N)]

    mFree = [False for i in range(N)]

    freeCount = N

    # While there are free men

    while (freeCount > 0):

        # Pick the first free man (we could pick any)

        m = 0

        while (m < N):

            if (mFree[m] == False):

                break

            m += 1

        i = 0

        while i < N and mFree[m] == False:

            w = prefer[m][i]

            if (wPartner[w - N] == -1):

                wPartner[w - N] = m

                mFree[m] = True

                freeCount -= 1

            else:

                m1 = wPartner[w - N]

                if (womenPrefersM1OverM(prefer, w, m, m1) == False):

                    wPartner[w - N] = m

                    mFree[m] = True

                    mFree[m1] = False

            i += 1

    print("Woman\tMan")

    for i in range(N):

        print(i + N, "\t", wPartner[i])

# Driver Code

choice = [[7, 5, 6, 4],

          [5, 4, 6, 7],

          [4, 5, 6, 7],

          [4, 5, 6, 7],

          [0, 1, 2, 3],

          [0, 1, 2, 3],

          [0, 1, 2, 3],

          [0, 1, 2, 3]]

stableMarriage(choice)

**Output:**

**![](data:image/png;base64,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)**

**TIME COMPLEXITY:**

The Stable Marriage Problem is typically solved using the Gale-Shapley

algorithm, which has a time complexity of O(n^2), where n is the number of men

or women in the problem.

**TIME COMPLEXITY ANALYSIS:**

* The initialization step takes O(n) time to create and initialize the arrays.
* The main loop executes at most n iterations since each man can make a

proposal to every woman.

* Proposing to a woman and updating the engagement takes O(1) time.
* Therefore, the overall time complexity of the Gale-Shapley algorithm is

O(n^2).

A**LGORITHM ANLAYSIS:**

* **Input:** The algorithm takes as input the preferences of men and women.
* **Initialization:** It initializes the engaged array and men proposals array ,both of size n, to track the current engagements and proposals made by each man, respectively.
* **Main Loop:** The algorithm continues until all men are engaged. Inside the loop, each man proposes to the next preferred woman who has not rejected him yet.
* **Proposal:** If the woman is not engaged, she accepts the proposal, and the engagement is updated. Otherwise, if the woman is already engaged, she compares the current man with her current partner based on her
* **preferences.** If the current man is preferred, the engagement is update by replacing the current partner.
* **Output:** Finally, the algorithm prints the engagements.

**Result:**

Thus, the stable marriage problem has been solved successfully

**Implementation of iterative improvement strategy**

**for max flow problem**

**Aim:**

To implement the max flow algorithm using the iterative improvement strategy.

**Problem Description:**

The max flow algorithm, also known as the Ford-Fulkerson algorithm, is an iterative-based algorithm used to calculate the maximum flow that can pass from the source to the sink while considering capacity constraints.

**Algorithm:**

* + Start with the initial flow set to 0.
  + While there exists an augmenting path from the source to the sink:
    - Find an augmenting path using any path-finding algorithm, such as breadth-first search or depth-first search.
    - Determine the amount of flow that can be sent along the augmenting path, which is the minimum residual capacity along the edges of the path.
    - Increase the flow along the augmenting path by the determined amount.
  + Return the maximum flow.

**Code:**

from collections import defaultdict

class Graph:

    def \_\_init\_\_(self, graph):

        self.graph = graph

        self. ROW = len(graph)

    def searching\_algo\_BFS(self, s, t, parent):

        visited = [False] \* (self.ROW)

        queue = []

        queue.append(s)

        visited[s] = True

        while queue:

            u = queue.pop(0)

            for ind, val in enumerate(self.graph[u]):

                if visited[ind] == False and val > 0:

                    queue.append(ind)

                    visited[ind] = True

                    parent[ind] = u

        return True if visited[t] else False

    def ford\_fulkerson(self, source, sink):

        parent = [-1] \* (self.ROW)

        max\_flow = 0

        while self.searching\_algo\_BFS(source, sink, parent):

            path\_flow = float("Inf")

            s = sink

            while(s != source):

                path\_flow = min(path\_flow, self.graph[parent[s]][s])

                s = parent[s]

            max\_flow += path\_flow

            v = sink

            while(v != source):

                u = parent[v]

                self.graph[u][v] -= path\_flow

                self.graph[v][u] += path\_flow

                v = parent[v]

        return max\_flow

graph = [[0, 8, 0, 0, 3, 0],

         [0, 0, 9, 0, 0, 0],

         [0, 0, 0, 0, 7, 2],

         [0, 0, 0, 0, 0, 5],

         [0, 0, 7, 4, 0, 0],

         [0, 0, 0, 0, 0, 0]]

g = Graph(graph)

source = 0

sink = 5

print("\nMax Flow: %d " % g.ford\_fulkerson(source, sink))

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI8AAAAuCAYAAAARI0rYAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAAQHSURBVHhe7Zw7cuJAEIZ79wwkzhQ5IyPRBVQkHECRi8QZkQ6gmgMQkZFQG+kAJC4uoEQZGZEyJ9xht3tmhB7YW9DIyI//q5KBEQjNzNc9PQ749ZchQPvlhOZlSsVq5lu+Bx/ZL8gD1Pz2jwBcDeQBaiAPUAN5gBrIA9RAHqAG8gA1kAeogTxADeQBaiAPUAN5gBrIA9RAHqAG8gA1kAeogTxADeQBaiAPUAN5gBrIA9RAHqAG8gA1kAeo+XnyHLe0mExoUh2LrT8BruXnyTOa0aooqOBjE/s2oOImeZY2epf+lecU2Z32e9DNKo1juffv+eK4Ma+OAca4QQ+ZJ2tNzDHfUe6fD0W8cZmleSRjf/KLctwurDDU6lvizw6DXh6O8pJCStOYsl1tD7tj21qcZYQFbY/+HOOiqd0mvNd+L9pRXt+H/PLE/2ol+dyic9P2Wtr6isfPmNwGxWcKgtszTxhRnK3dwO6XZIJnmoWPrFV5GuyloVOdIccmzslM68lIXlJ+P7f9qSWUCcpEzpcVzUa+8V5wP0SYMn053TPfIt+zW/4eHkOOkoN/89sEQeOm+XqZPHJkdZy6iP0fQ3mYfrrs2cOyNaaIZdjlR9rvMoqj8x4mnd+GGT85WeQzFilipXrN5m4J5MGe82jHmwHEYbZr++W0anz5aLailJ3J1lsaBYFvdWwXnFWqtdtn5McH99IyTsjmYg40TX/Kkv/wd9qMd8qE59nt3ujleT3w9Ad2MEQG2hlaZ/Fl0cGytIef4QF2/vDAOHPUkWav0RjkqwpLnvwdF21ha/YdYeQzzkM7sx6kyMt4vRbsuJyTSAZT/sCSu/6cdlGdvQserNxMBxWoh8zDsAyRDFn65BuEnA6v7llV7DUPm8Y7jJPCRSj/LW7I0ecF8/WFZWvZacHSkMjv+ydLUpxyVqpl4k/3nzG7weSDLRfTB6IfeZjZqmil+QoRZ+qLveaEOknaSPrPwpjiMPvE/7yrxSjLIx15TYkjlilwy7C85rTl3tATUmJ9RtTy2EG6ABsZFxR7IpnJZfeWUPIsIWWGScmSRaW2aewgK2xf4sg+dxP6aneXssKNI15G+LxNtp2aSLhlt2Uv98Z4V7XQUPSWeVr4mkYi0/atucvw2/bWssWpX7JTmKYuqquUbIxqd3IrM5G3Kt49J7mfXBRIv3IzJ8MLdnXPMQs/l35066Ubd1t2g9EJpu79DMHHyNNA6pg0lK25r3emB3ouNvWyJTJJgcwtzWXP1T/tLX0fNOsv+7U8KdXr0+SwCFKQNgvvqQl4ua13f3a7ztgi2sPJx3JWL4lY8qjcbUkwrtz/Ct69nyHAr6ECNR+eecD3BfIANZAHqIE8QA3kAWogD1BC9A/A5dpEE7sUzQAAAABJRU5ErkJggg==)

**TIME COMPLEXITY:**

In the worst case, where capacities are integers, the time complexity can be O(E

\* |f\*|), where E is the number of edges and |f\*| is the maximum flow value. By

using efficient augmenting path search algorithms like Edmonds-Karp (with BFS),

the time complexity can be reduced to O(V \* E^2), where V is the number of

vertices and E is the number of edges.

**ALGORITHM ANALYSIS:**

The Ford-Fulkerson algorithm is commonly used to solve the maximum flow

problem. The time complexity of the algorithm depends on the specific

implementation and the choice of augmenting path search algorithm.

The Ford-Fulkerson algorithm is practical and efficient for many cases, but for

large networks or specialized requirements, other algorithms like the PushRelabel algorithm may offer better performance. The choice of algorithm

depends on the problem instance and efficiency requirements.

**Result:**

Thus, max flow problem has been executed successfully using iterative improvement.

**Implementation of Branch and Bound technique**

**to solve knapsack problem**

**Aim:**

To solve knapsack problem using branch and bound technique

**Problem description:**

A knapsack problem states that given a sack of capacity W ,we have to find the maximum profit that is possible by putting in items whose weights do not exceed the maximum capacity

**Algorithm:**

* Start with an empty knapsack and set the initial upper bound (UB) to zero.
* Create a priority queue (usually implemented as a min-heap) to store partial solutions.
* Compute the bound (B) for the initial empty solution and insert it into the priority queue.
* While the priority queue is not empty:
* Extract the solution with the lowest bound from the priority queue.
* If the bound is less than the current upper bound (UB), skip this solution.
* Otherwise, explore two branches:
* Include the next item and update the weight and value accordingly.
* Exclude the next item and keep the weight and value unchanged.
* Compute the bounds for both branches.
* If the weight of the current solution exceeds the knapsack capacity, skip this solution.
* If the value of the current solution is higher than the current upper bound (UB), update UB.
* Insert the branches into the priority queue.
* When the priority queue is empty, the best solution found is the one with the highest value

**Code:**

a=[]

n=int(input("enter no of items: "))

for i in range(n):

    a.append(eval(input("enter weight value pair of item: ")))

for i in a:

    i.append(i[1]/i[0])

b=sorted(a,key=lambda x:x[2])

b.reverse()

print(b)

max1=int(input("enter maximum capacity: "))

co=0

def knapsack(queue):

    global co

    if co==len(b)-1:

        if queue[1]+b[co][0]<=max1:

            print(queue[0]+b[co][1])

        else:

            print(queue[0])

    else:

        k1=0

        left\_child=[queue[0]+b[co][1],queue[1]+b[co][0]]

        m=left\_child[0]

        n=left\_child[1]

        if left\_child[1]>max1:

            k1=1

        if k1==1:

             right\_child=[queue[0],queue[1]]

             right\_child.append(queue[0]+(max1-queue[1])\*b[co+1][-1])

             co+=1

             knapsack(right\_child)

        else:

            left\_child.append(m+(max1-n)\*b[co+1][-1])

            right\_child=[queue[0],queue[1]]

            right\_child.append(queue[0]+(max1-queue[1])\*b[co+1][-1])

            if left\_child[-1]>right\_child[-1]:

                co+=1

                knapsack(left\_child)

            elif left\_child[-1]==right\_child[-1]:

                co+=1

                knapsack(left\_child)

            else:

                co+=1

                knapsack(right\_child)

knapsack([0,0,75])

**Output:**
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**Time Complexity:**

Exponential time complexity, typically represented as O(2^n), where n is the number of items. The algorithm explores all possible subsets of items to find the optimal solution.

**Algorithm Analysis:**

The Branch and Bound technique efficiently

explores the solution space by branching on each item's inclusion or

exclusion and using a bound function to prune infeasible or

suboptimal solutions. This significantly reduces the search space and

improves efficiency.

**Result:**

Thus, knapsack problem has been solved successfully using branch and bound

**Implementation of Branch and Bound technique**

**to solve Travelling salesman problem**

**Aim:**

To implement the Traveling Salesman Problem (TSP) using branch and bound.

**Problem Description:**

The Traveling Salesman Problem involves finding the minimum cost incurred while visiting all cities exactly once, starting and ending at the same city.

**Algorithm:**

* Start with an initial city as the current city and an empty route.Generate all possible extensions of the current route by adding one city at a time to it. Each extension represents a potential partial tour.
* Assign a lower bound to each partial tour. This lower bound is obtained by calculating the length of the partial tour so far and estimating the length of the remaining tour using a heuristic or lower bound technique (e.g., the length of a minimum spanning tree).
* Prune branches that have a higher cost than the best solution found so far. If the lower bound of a partial tour exceeds the cost of the best solution, discard it.
* Explore the remaining branches recursively by selecting the one with the lowest lower bound and repeating steps 2 to 4.
* When all branches have been explored, the algorithm terminates, and the best solution found during the process is the optimal solution to the TSP.

**Code:**

import math

maxsize = float('inf')

def copyToFinal(curr\_path):

    final\_path[:N + 1] = curr\_path[:]

    final\_path[N] = curr\_path[0]

def firstMin(adj, i):

    min = maxsize

    for k in range(N):

        if adj[i][k] < min and i != k:

            min = adj[i][k]

    return min

def secondMin(adj, i):

    first, second = maxsize, maxsize

    for j in range(N):

        if i == j:

            continue

        if adj[i][j] <= first:

            second = first

            first = adj[i][j]

        elif(adj[i][j] <= second and

            adj[i][j] != first):

            second = adj[i][j]

    return second

def TSPRec(adj, curr\_bound, curr\_weight,

            level, curr\_path, visited):

    global final\_res

    if level == N:

        if adj[curr\_path[level - 1]][curr\_path[0]] != 0:

            curr\_res = curr\_weight + adj[curr\_path[level - 1]]\

                                        [curr\_path[0]]

            if curr\_res < final\_res:

                copyToFinal(curr\_path)

                final\_res = curr\_res

        return

    for i in range(N):

        if (adj[curr\_path[level-1]][i] != 0 and

                            visited[i] == False):

            temp = curr\_bound

            curr\_weight += adj[curr\_path[level - 1]][i]

            if level == 1:

                curr\_bound -= ((firstMin(adj, curr\_path[level - 1]) +

                                firstMin(adj, i)) / 2)

            else:

                curr\_bound -= ((secondMin(adj, curr\_path[level - 1]) +

                                firstMin(adj, i)) / 2)

            if curr\_bound + curr\_weight < final\_res:

                curr\_path[level] = i

                visited[i] = True

                TSPRec(adj, curr\_bound, curr\_weight,

                    level + 1, curr\_path, visited)

            curr\_weight -= adj[curr\_path[level - 1]][i]

            curr\_bound = temp

            visited = [False] \* len(visited)

            for j in range(level):

                if curr\_path[j] != -1:

                    visited[curr\_path[j]] = True

def TSP(adj):

    curr\_bound = 0

    curr\_path = [-1] \* (N + 1)

    visited = [False] \* N

    for i in range(N):

        curr\_bound += (firstMin(adj, i) +

                    secondMin(adj, i))

    curr\_bound = math.ceil(curr\_bound / 2)

    visited[0] = True

    curr\_path[0] = 0

    TSPRec(adj, curr\_bound, 0, 1, curr\_path, visited)

N = 5

adj =[[0,3,1,5,8],

      [3,0,6,7,9],

      [1,6,0,4,2],

      [5,7,4,0,3],

      [8,9,2,3,0]]

# final\_path[] stores the final solution

# i.e. the // path of the salesman.

final\_path = [None] \* (N + 1)

# visited[] keeps track of the already

# visited nodes in a particular path

visited = [False] \* N

# Stores the final minimum weight

# of shortest tour.

final\_res = maxsize

TSP(adj)

print("Minimum cost :", final\_res)

print("Path Taken : ", end = ' ')

for i in range(N + 1):

    print(final\_path[i], end = ' ')

**Output:**

**![](data:image/png;base64,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)**

**Time Complexity:**

* Factorial time complexity, typically represented as O(n!), where n is the number of cities. The algorithm explores all possible permutations of cities to find the optimal tour.

**Algorithm Analysis:**

* The Branch and Bound technique systematically explores the solution space by branching on unvisited cities and using a lower bound function to estimate minimum tour costs. It efficiently prunes unpromising subproblems, making the search more focused and efficient.

**Result:**

Thus travelling salesman problem has been solved using branch and bound successfully.

**Implementation of approximation algorithms**

**for travelling salesman problem**

**Aim:**

To implement the traveling salesman problem using an approximation algorithm.

**Problem description:**

The traveling salesman problem states that we need to find the least cost incurred while visiting all the cities exactly once, starting and ending at the same city.

**Algorithm:**

* Create a minimum spanning tree (MST) of the given graph representing cities.
* Find all the vertices with odd degrees in the MST.
* Create a minimum-weight perfect matching among these odd-degree vertices.
* Combine the MST and the minimum-weight perfect matching to form a connected graph.
* Find an Eulerian circuit in the resulting graph.
* Convert the Eulerian circuit into a Hamiltonian circuit (TSP tour) by skipping repeated vertices and returning to the starting city.

**Code:**

import math

def distance(city1, city2, city\_distances):

    return city\_distances[city1][city2]

def nearest\_neighbor(city\_distances, starting\_city):

    num\_cities = len(city\_distances)

    tour = [starting\_city]

    remaining\_cities = list(range(num\_cities))

    remaining\_cities.remove(starting\_city)

    while remaining\_cities:

        current\_city = tour[-1]

        nearest\_city = min(remaining\_cities, key=lambda c: distance(current\_city, c, city\_distances))

        tour.append(nearest\_city)

        remaining\_cities.remove(nearest\_city)

    return tour

# Get input from the user

num\_cities = int(input("Enter the number of cities: "))

city\_distances = []

for i in range(num\_cities):

    distances = input(f"Enter the distances from city {i+1} to all other cities separated by spaces: ").split()

    distances = [int(d) for d in distances]

    city\_distances.append(distances)

starting\_city = int(input("Enter the starting city (1 to N): ")) - 1

# Solve TSP using nearest neighbor heuristic

tour = nearest\_neighbor(city\_distances, starting\_city)

total\_distance = sum(distance(tour[i], tour[i+1], city\_distances) for i in range(len(tour)-1))

total\_distance += distance(tour[-1], tour[0], city\_distances)

# Adjust tour and starting\_city index for printing

tour = [city + 1 for city in tour]

starting\_city += 1

# Print the result

print("Tour:", tour)

print("Total distance:", total\_distance)

**Output:**
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• **Time Complexity:** Approximation algorithms for the TSP also have polynomial time complexities, typically ranging from O(n^2) to O(n^3) where n is the number of cities.

**• Algorithm Analysis:** These algorithms aim to find tours that are reasonably close to the optimal tours in terms of length or cost. They achieve this by using heuristics and greedy techniques to construct tours iteratively, considering factors like proximity. Although the solutions may not be optimal, they are usually efficient and provide reasonably good approximations.

**Result:**

Thus, travelling salesman problem has been solved succeffully using approximation algorithm

**Implementation of approximation algorithms**

**for knapsack problem**

**Aim:**

To implement the Knapsack problem using approximation.

**Problem Description:**

The Knapsack problem is an NP-hard problem that requires finding the maximum profit possible by sequentially placing items without exceeding the maximum capacity.

**Algorithm:**

* + Calculate the value-to-weight ratio for each item in the knapsack: ratio = value / weight.
  + Sort the items in descending order based on their value-to-weight ratio.
  + Initialize the total value and total weight variables to 0.
  + Iterate through the sorted items:
  + If the weight of the current item is less than or equal to the remaining capacity of the knapsack, include the whole item.
  + Add the value of the current item to the total value.
  + Subtract the weight of the current item from the remaining capacity of the knapsack.
  + If the weight of the current item is greater than the remaining capacity, include a fraction of the item.
  + Calculate the fraction by dividing the remaining capacity by the weight of the current item.
  + Break out of the loop since the knapsack is full.
  + Return the total value as the approximate solution to the Knapsack problem.

**Code:**

def knapsack\_approximation(values, weights, capacity):

    items = list(zip(values, weights))

    items.sort(key=lambda x: x[0] / x[1], reverse=True)

    total\_value = 0

    knapsack = []

    for value, weight in items:

        if weight <= capacity:

            knapsack.append((value, weight))

            total\_value += value

            capacity -= weight

    return knapsack, total\_value

# Get user input for values and weights

values = input("Enter the values (comma-separated): ").split(",")

weights = input("Enter the weights (comma-separated): ").split(",")

# Convert input values and weights to integers

values = [int(value) for value in values]

weights = [int(weight) for weight in weights]

capacity = int(input("Enter the capacity of the knapsack: "))

knapsack, total\_value = knapsack\_approximation(values, weights, capacity)

print("Items in the knapsack:")

for value, weight in knapsack:

    print(f"Value: {value}, Weight: {weight}")

print(f"Total Value: {total\_value}")

**Output:**
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* **Time Complexity:** Approximation algorithms for the Knapsack Problem have polynomial time complexities, typically around O(n^2) where n is the

number of items.

* **Algorithm Analysis:** These algorithms provide efficient solutions by using

heuristics and greedy strategies to select items based on value and weight

ratios. While the solutions may not be optimal, they are generally close

enough to be considered satisfactory.

**Result:**

Thus, knapsack has been solved using approximation algorithm.

**Parallel and Randomized Algorithm**

**Aim:**

To write the Python code to implement Parallel and Randomized algorithms.

**Problem Description:**

The problem is to efficiently calculate the total sum of squares for a large list of numbers using parallel and randomized computation. The algorithm generates a list of numbers, shuffles them randomly, and then divides the list into chunks. Each chunk is processed independently by a separate worker process, calculating the sum of squares. The results from each process are combined to obtain the final total sum of squares. The use of parallel processing and randomization improves the efficiency and introduces variability in the computation.

**Algorithm:**

* Generate a list of numbers.
* Shuffle the list randomly.
* Split the list into chunks based on the number of CPU cores available.
* Assign each chunk to a separate worker process.
* Each worker process calculates the sum of squares for its assigned chunk.
* Combine the results from each worker process by summing them up.
* Output the total sum of squares.

**Code:**

import multiprocessing

import random

def calculate\_sum\_of\_squares(numbers):

    total = 0

    for num in numbers:

        total += num \* num

    return total

if \_\_name\_\_ == "\_\_main\_\_":

    num\_processes = multiprocessing.cpu\_count()

    num\_elements = int(input("\nEnter no of elements: "))

    numbers = [random.randint(1, 100) for \_ in range(num\_elements)]

    random.shuffle(numbers)

    chunk\_size = num\_elements // num\_processes

    chunks = [numbers[i:i+chunk\_size] for i in range(0, num\_elements, chunk\_size)]

    pool = multiprocessing.Pool(processes=num\_processes)

    results = pool.map(calculate\_sum\_of\_squares, chunks)

    total\_sum = sum(results)

    print("Total sum of squares:", total\_sum)

**Output:**

![](data:image/png;base64,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)

**Result:**

Thus, the sum of squares of numbers has been successfully calculated using parallel and randomized algorithm.