**Namespace**

* Namespaces in C# are used to organize too many classes so that it can be easy to handle the application.
* In simpler words you can say that it provides a way to keep one set of names(like class names) different from other sets of names
* The biggest advantage of using namespace is that the class names which are declared in one namespace will not clash with the same class names declared in another namespace
* Two classes with the same name can be created inside 2 different namespaces in a single program
* It is not necessary to keep each class in C# within Namespace but we do it to organize our code well.
* we can say that **Namespace** is a collection of [classes](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples) and [classes](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples) are the collection of objects and [methods](https://www.tutlane.com/tutorial/csharp/csharp-methods-functions-with-examples). Therefore, by using namespaces we can easily access all the class [methods](https://www.tutlane.com/tutorial/csharp/csharp-methods-functions-with-examples) just by importing the namespace in our application.
* Let us understand the concept of namespace with a real life scenario. We have a large number of files and folders in our computer. Imagine how difficult it would be to manage them if they are placed in a single directory. This is why we put related files and folders in a separate directory. This helps us to manage our data properly.
* The concept of namespace is similar in C#. It helps us to organize different members by putting related members in the same namespace.
* Namespace also solves the problem of naming conflict. Two or more classes when put into different namespaces can have same name

**Datatypes**

* C# is a strongly typed language
* We must declare the type of a variable which indicates the kind of values it is going to store such as integer, float, decimal, text, etc
* string stringVar = "Hello World!!";

int intVar = 100;

float floatVar = 10.2f;

char charVar = 'A';

bool boolVar = true;

* C# mainly categorized data types in two types: Value types and Reference types.
* Value types include simple types (e.g. int, float, bool, and char), enum types, struct types, and Nullable value types. Reference types include class types, interface types, delegate types, and array types
* In c#, a [data type](https://www.tutlane.com/tutorial/csharp/csharp-data-types-with-examples) is a **Value Type** if it hold the value of [variable](https://www.tutlane.com/tutorial/csharp/csharp-variables-with-examples) directly on its own memory space and Value Types will use **Stack** memory to store the variables values.
* For example, if we define and assign a value to the variable like int x = 123; then the system will use the same memory space of variable ‘**x**’ to store the value ‘**123**’
* **Reference Types** will contain a pointer, which points to other memory location that holds the data. The **Reference Types** will not store the variable value directly in its memory instead, it will store the memory address of the variable value to indicate where the value is being stored

**Class**

* It is a collection of objects
* That contains variables for storing data and functions to perform operations on the data.
* A class will not occupy any memory space
* Hence, it is only a logical representation of data.
* To create a class, you simply use the keyword "class" followed by the class name:
* Class Employee   
  {   
  }
* Class is important feature. Without class cannot develop application

**Object Creation and Instantiation**

* An object is an instance(example) of a class
* When an object is created using the new operator, memory is allocated for the class in the heap, the object is called an instance and its starting address will be stored in the object in stack memory.
* When an object is created without the new operator, memory will not be allocated in the heap, in other words an instance will not be created
* Instantiation means defining or creating new object for class to access all properties like methods, operators, fields, etc. from class
* Employee objEmp = new Employee();

**Methods and functions**

* Method is a collection of statements that perform some specific task and return the result to the caller.
* A method can also perform some specific task without returning anything
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**Difference between methods and functions**

Basically 'method' and 'function' are same.Method is the correct term for a function associated with a class .but developer change their convenient method and function as in c# works that where as we mention "void" that is a method . function is a without void and return something .

Method:

public void mypgm()

{

//code

}

Function:

public string mypgm()

{

//code

return string

}

**Exception handling & types of exception**

* Exception Handling in C# is *a process to handle runtime errors*.
* We perform exception handling so that normal flow of the application can be maintained even after runtime errors
* All exceptions the derived from *System. Exception* class.
* It is a runtime error, which can be handled. If we do not handle the exception, it prints exception message and terminates the program.

try

{

// code that may raise exceptions

}

catch(Exception ex)

{

// handle exception

}

finally

{

// final cleanup code

}

* If any exception occurs inside the try block, the control transfers to the appropriate catch block and later to the finally block
* If there is no exception occurred inside the try block, the control directly transfers to finally block. We can say that the statements inside the finally block is executed always

public static void Main()

    {

        int x = 0;

        int div = 0;

        try

        {

            div = 100 / x;

            Console.WriteLine("This linein not executed");

        }

        catch (DivideByZeroException)

        {

            Console.WriteLine("Exception occured");

        }

        Console.WriteLine($"Result is {div}");

    }

* it is possible to throw an exception programmatically. The 'throw' keyword is used for this purpose
* For example, the following statement throws an ArgumentException explicitly.

public static void Main()

    {

        try

        {

            throw new DivideByZeroException("Invalid Division");

        }

        catch (DivideByZeroException)

        {

            Console.WriteLine("Exception");

        }

        Console.WriteLine("LAST STATEMENT");

    }

* System.DivideByZeroException - handles the error generated by dividing a number with zero
* System.NullReferenceException - handles the error generated by referencing the null object.
* System.InvalidCastException- handles the error generated by invalid typecasting.
* System.IndexOutOfRangeException- Handles errors generated when a method refers to an array index out of range
* System.OutOfMemoryException - handles errors generated from insufficient free memory

**Finally block**

* The finally block will be executed after the try and catch blocks
* We can say that the statements inside the finally block is executed always
* The main purpose of finally block is to release the system resources and close database connection, close the file which is opened in try block
* Instead of placing the same close() method call statements in multiple places if we write it in finally block it is always executed irrespective of the exception raised or not raised.

**Access Modifiers**

* Access modifiers are used to implement encapsulation of OOP
* Access modifiers allow you to define who does or who doesn't have access to certain features.
* There are 4 access modifiers (public, protected, internal, private) which defines the 6 accessibility levels as follows:
* public
* protected
* internal
* protected internal
* private
* private protected

|  |  |
| --- | --- |
| Modifier | Description |
| Public | There are no restrictions on accessing public members. |
| Private | Access is limited to within the class definition. This is the default access modifier type if none is formally specified |
| protected | Access is limited to within the class definition and any class that inherits from the class |
| Internal | Access is limited exclusively to classes defined within the current project assembly |
| protected internal | Access is limited to the current assembly and types derived from the containing class. All members in current project and all members in derived class can access the variables. |
| private protected | Access is limited to the containing class or types derived from the containing class within the current assembly. |

**Static & non-static members**

* To create a static member (class, variable, methods, constructor), precede its declaration with the keyword *static*.
* When a member is declared static, it can be accessed with the name of its class directly.
* A static class can only contain static data members, static methods, and a static constructor.
* It is not allowed to create objects of the static class.
* Static classes are [sealed](https://www.geeksforgeeks.org/c-sealed-class/), means one cannot inherit a static class from another class.
* Whenever you write a function or declare a variable, it doesn’t create instance in a memory until you create object of class. But if you declare any function or variable with static modifier, it directly create instance in a memory and acts globally. The static modifier doesn’t reference with any object
* Static members binding with class. So it can access with class
* Non-static members binded with object so it will access with object
* To access a particular class from anywhere inside the solution and no need to create object to access it just use it directly
* You can take example of Built in Console Class of C#

using System;

static class Tutorial {

    public static string Topic = "Static class";

}

public class GFG {

    // Main Method

    static public void Main()

    {

 Console.WriteLine("Topic name is : {0} ", Tutorial.Topic);

    }

}

using System;

class Nparks {

    static public int t = 104;

    public static void total()

    {

        Console.WriteLine("Total number of national parks"+

                           " present in India is :{0}", t);

    }

}

public class GFG {

    // Main Method

    static public void Main()

    {

        // Accessing the static method

        // using its class name

        Nparks.total();

    }

}

**Static VS Non-Static Members **

* Non-static (“regular”) classes can be instantiated.
* Static classes cannot be instantiated.
* Non-static classes can have instance methods and static methods.
* Static classes can only have static methods.
* Instance methods must be called on the instances of the class, not the class itself.
* Static methods must be called on the class itself, not on the instances of the class.
* The static variable is initialized immediately once the execution of the class starts whereas the non-static variables are initialized only after creating the object of the class and that is too for each time the object of the class is created.
* A static variable is initialized only once during the life cycle of a class whereas a non-static variable gets initialized either 0 or n number of times, depending on the number of objects created for that class.
* If you want to access the static members of a class, then you need to access them using the class name whereas you need an instance of a class to access the non-static members

**What is OOP?**

* Understanding OOPs concepts can help in making decisions about how you should design an application and what language one must use
* To make more complex with easier development

**Polymorphism and Types of Polymorphism **

* In polymorphism, we will declare methods with same name and different parameters in same class or methods with same name and same parameters in different classes.
* Polymorphism has the ability to provide the different implementation of methods that are implemented with the same name
* its implemented using overload & override
* overload--->in a class having 2 or more methods with name & diff parameter
* override---> in derived class v will create method which is already
* Implemented in base class with same signature.
* Polymorphism has ability to provide different implementation of methods that are implemented with same name

**Data Abstraction **

* Abstraction is a process of hiding the implementation details and displaying the necessary features or providing relevant information
* abstraction is implemented using interface and abstract class
* The advantage of abstraction is that every user will get his own view of the data according to his requirements and will not get confused with unnecessary data
* Define common definition of class that multiple derived class can share

class Program

{

           static void Main(string[] args)

           {

                Hyundai hyn = new Hyundai();

                String descp = hyn.Describe();

                Console.WriteLine(descp);

                Console.ReadKey();

            }

 }

abstract class Car

{

              public virtual string Describe()

              {

                      return "Description of the car";

               }

   }

class Hyundai : Car

{

         public override string Describe()

         {

                 return "Description of the car is now Hyundai";

          }

 }

**Inheritance. **

* Create the new class from existing class or base class..
* so it can access all properties of base class
* purpose--- code reusability
* When a class includes a property of another class it is known as inheritance.
* Types of inheritance
* For example, a child includes  the properties of its parents

public class ParentClass

    {

        public ParentClass()

        {

            Console.WriteLine("Parent Constructor.");

        }

        public void print()

        {

            Console.WriteLine("I'm a Parent Class.");

        }

    }

    public class ChildClass : ParentClass

    {

        public ChildClass()

        {

            Console.WriteLine("Child Constructor.");

        }

        public static void Main()

        {

            ChildClass child = new ChildClass();

            child.print();

        }

    }

**Data Encapsulation **

* Encapsulation is used for hide the code and data in a single unit to protect the data from the outside the world.
* Encapsulation is implemented using access modifier.
* Class is the best example of encapsulation
* Encapsulation is a technique used to protect the information in an object from another object.

**Abstract class and Abstract Members **

* **Abstract Method:** A method which is declared abstract, has no “body” and declared inside the abstract class only
* **Abstract class** allows you to create functionality that subclasses can implement or override. An interface only allows you to define functionality, not implement it.
* And whereas a class can extend only one abstract class, it can take advantage of multiple interfaces
* An abstract class is a special type of class that cannot be instantiated. An abstract class is designed to be inherited by subclasses that either implement or override its methods.
* In other words, abstract classes are either partially implemented or not implemented at all.
* You can have functionality in your abstract class—the methods in an abstract class can be both abstract and concrete

using System;

public abstract class GeeksForGeeks {

    public abstract void gfg();

}

public class Geek1 : GeeksForGeeks

{

    public override void gfg()

    {

        Console.WriteLine("class Geek1");

    }

}

public class Geek2 : GeeksForGeeks

{

     public override void gfg()

    {

        Console.WriteLine("class Geek2");

    }

}

public class main\_method {

    public static void Main()

    {

        GeeksForGeeks g;

        g = new Geek1();

        g.gfg();

        g = new Geek2();

                g.gfg();

    }

}

**Interface **

* An interface looks like a class, but has no implementation.
* The only thing it contains are declarations of events, indexers, methods and/or properties.
* The reason interfaces only provide declarations is because they are inherited by structs and classes
* It is used to achieve loose coupling
* To achieve multiple inheritance
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**Sealed Class **

* Sealed classes are used to restrict the inheritance feature of object-oriented programming. Once a class is defined as a sealed class, the class cannot be inherited
* Sealed method is used, so that no other class can override it and implement its own method
* We will have only 1BHK, 2BHK and 3BHK flat in the Apartment. This is the constraint and more than this i.e. 4BHK or above will not be allowed in this apartment.
* Second constraint is 1BHK flat will have rectangular balcony and 2BHK or above will have only circular balcony. Above 2BHK, flats cannot have their own balcony design but circular only.
* In this design, we will use multilevel inheritance as some of the features of 1BHK can be inherited in 2 BHK and some 2 BHK features can be inherited in 3 BHK etc.
* **Use of Sealed class** – Since, first constraint is that the Apartment can have only up to 3BHK flats. Therefore, we will have to mark 3BHK class as sealed. So, that no further extension is possible, means we cannot create 4BHK or above in the apartment.
* **Use of Sealed method** – As per second constraint i.e. 1 BHK has only rectangular balcony and 2BHK or above will have only circular balcony. Also note that 3BHK or above will not be allowed to have their own design (implementation) and will have circular only. Means, it will inherit the balcony design of 2BHK.  
  Hence, we will mark balcony () method as sealed in 2BHK to prevent overriding in 3BHK or above classes

**Events and Delegates **

* It holds the address or reference of single or more method
* Signature of delegate should match with method signature(void)
* Suppose if you have multiple methods with same signature (return type & number of parameters) and want to call all the methods with single object then we can go for delegates.
* Delegates are two types
  + Single Cast Delegates
  + Multi Cast Delegates
* Single cast delegate means, which hold address of single method like as, explained in above example.
* Multi cast delegate is used to hold address of multiple methods in single delegate. To hold multiple addresses with delegate we will use overloaded += operator and if you want remove addresses from delegate we need to use overloaded operator -=

public delegate void MultiDelegate(int a,int b);

public class Sampleclass

{

public static void Add(int x, int y)

{

Console.WriteLine("Addition Value: "+(x + y));

}

public static void Sub(int x, int y)

{

Console.WriteLine("Subtraction Value: " + (x - y));

}

public static void Mul(int x, int y)

{

Console.WriteLine("Multiply Value: " + (x \* y));

}

}

class Program

{

static void Main(string[] args)

{

Sampleclass sc=new Sampleclass();

MultiDelegate del = Sampleclass.Add;

del += Sampleclass.Sub;

del += Sampleclass.Mul;

del(10, 5);

Console.ReadLine();

}

}

Output

|  |
| --- |
| Addition Value : 15  Subtraction Value : 5  Multiply Value : 50 |

**Value Type vs. Reference Type **

* In c#, a [data type](https://www.tutlane.com/tutorial/csharp/csharp-data-types-with-examples) is a **Value Type** if it hold the value of [variable](https://www.tutlane.com/tutorial/csharp/csharp-variables-with-examples) directly on its own memory space and Value Types will use **Stack** memory to store the variables values.
* For example, if we define and assign a value to the variable like int x = 123; then the system will use the same memory space of variable ‘**x**’ to store the value ‘**123**’

using System;

namespace Tutlane

{

    class Program

    {

        static void Square(int a, int b)

        {

            a = a \* a;

            b = b \* b;

            Console.WriteLine(a + " " + b);

        }

        static void Main(string[] args)

        {

            int num1 = 5;

            int num2 = 10;

            Console.WriteLine(num1 + " " + num2);

            Square(num1, num2);

            Console.WriteLine(num1 + " " + num2);

            Console.WriteLine("Press Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

![C# Value Type Example Result](data:image/png;base64,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)

* In c#, **Reference Types** will contain a pointer, which points to other memory location that holds the data.
* The **Reference Types** will not store the variable value directly in its memory instead, it will store the memory address of the variable value to indicate where the value is being stored

using System;

namespace CsharpExamples

{

    class Person

    {

        public int age;

    }

    class Program

    {

        static void Square(Person a, Person b)

        {

            a.age = a.age \* a.age;

            b.age = b.age \* b.age;

            Console.WriteLine(a.age + " " + b.age);

        }

        static void Main(string[] args)

        {

            Person p1 = new Person();

            Person p2 = new Person();

            p1.age = 5;

            p2.age = 10;

            Console.WriteLine(p1.age + " " + p2.age);

            Square(p1, p2);

            Console.WriteLine(p1.age + " " + p2.age);

            Console.WriteLine("Press Any Key to Exit..");

            Console.ReadLine();

        }

    }

}

![C# Reference Type Example Result](data:image/png;base64,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)

**Boxing and Unboxing **

* Boxing is a process of converting value type into reference type
* Unboxing is a process of converting reference type to value type.

**Usage of REF and OUT Keyword. **

* Ref and out parameters in C# allows us to pass the parameters by reference instead of Value.
* We can change this default behavior. If we want to change the original values inside our methods, we can do that by using ref and out keywords inside the method signature and inside the method call as well.
* We can use the ref keyword only if the variable, which we use as an argument, is initialized before calling a method.
* By using the out keyword, we do not have to initialize a variable before calling a method but we must initialize it inside a method.
* So, let us simplify that. If we want to change an existing value of a variable inside a method, we are going to use the ref keyword.
* But, if we want to assign a completely new value to the variable inside a method, then we use the out keyword

class Program

{

    public static void ChangeRef(ref int numberRef)

    {

        numberRef = 25;

        Console.WriteLine($"Inside the ChangeRef method the numberRef is {numberRef}");

    }

    public static void ChangeOut( out int numberOut)

    {

        numberOut = 60;

        Console.WriteLine($"Inside the ChangeOut method the numberOut is {numberOut}");

    }

    static void Main(string[] args)

    {

        int numberRef = 15;

        Console.WriteLine($"Before calling the ChangeRef method the numberRef is {numberRef}");

        ChangeRef(ref numberRef);

        Console.WriteLine($"After calling the ChangeRef method the numberRef is {numberRef}");

        Console.WriteLine();

        int numberOut;

        Console.WriteLine("Before calling the ChangeOut method the numberOut is unassigned");

        ChangeOut(out numberOut);

        Console.WriteLine($"After calling the ChangeOut method the numberOut is {numberOut}");

        Console.ReadKey();

}

**Conditional Statements **

* A statement that can be executed based on a condition is known as a “Conditional Statement”.
* The following are the 2 types:

Conditional Branching

Conditional Looping

* In C# are the following 2 conditional branching statements:

IF statement

Switch statement

* C# provides 4 loops that allow you to execute a block of code repeatedly until a certain condition is met; they are:
* For Loop
* While loop
* Do ... While Loop
* Foreach Loop

**Ex:**

int i = 20;

        if (i == 10)

            Console.WriteLine("i is 10");

        else if (i == 15)

            Console.WriteLine("i is 15");

        else if (i == 20)

            Console.WriteLine("i is 20");

        else

            Console.WriteLine("i is not present");

int number = 30;

        switch(number)

        {

        case 10: Console.WriteLine("case 10");

                 break;

        case 20: Console.WriteLine("case 20");

                 break;

        case 30: Console.WriteLine("case 30");

                 break;

        default: Console.WriteLine("None matches");

                 break;

        }

for (int i = 0; i <= 50; i++)

            {

                Console.WriteLine(i);

            }

There is also a foreach loop, which is used exclusively to loop through elements in an **array**:

string[] cars = {"Volvo", "BMW", "Ford", "Mazda"};

foreach (string i in cars)

{

Console.WriteLine(i);

}

**Array **

* As we know a primitive type variable such as int, double can hold only a single value at any given point of time. For example, **int no = 10;**. Here the variable **“no”** holds a value of **10**. As per your business requirement, if you want to store 100 integer values, then you may create 100 integer variables which are not a good programming approach as it will take lots of time as well as your code becomes bigger. So to overcome the above problems, Arrays in C# are introduced
* In simple words, we can define an array as a collection of similar type of values which are stored in sequential order
* int[] nums; // stores integer values
* string[] names; // stores string values
* double[] salaries; // stores double values
* object[] objs; // stores objects
* Student[] students; // stores objects of the Student class
* int[] nums = new int[5];
* int[] nums = new int[5]{ 10, 15, 16, 8, 6 };
* int[] nums = new int[]{ 10, 15, 16, 8, 6 };
* int[] nums = { 10, 15, 16, 8, 6 };
* int[] nums = new int[5];
* nums[0] = 10;
* nums[1] = 15;
* nums[2] = 16;
* nums[3] = 8;
* nums[4] = 6;

int[] nums = { 10, 15, 16, 8, 6 };

for(int i = 0; i < nums.Length; i++)

Console.WriteLine(nums[i]);

* The advantages of using an array in C# are as follows:
* It is used to represent similar types of multiple data items using a single name.
* We can use arrays to implement other data structures such as linked lists, trees, graphs, stacks, queues, etc.
* The two-dimensional arrays in C# are used to represent matrices.
* The Arrays in C# are strongly typed. That means they are used to store similar types of multiple data items using a single name. As the arrays are strongly typed so we are getting two advantages. First, the performance of the application will be much better because boxing and unboxing will not happen. Secondly, runtime errors will be prevented because of a type mismatch. In this case, at compile time it will give you the error if there is a type mismatch

**Limitation of array**

* we can say that the Arrays in C# are the simple data structure which is used to store similar types of data items in sequential order
* you need to specify the array’s size while creating the array
* The array size is fixed
* We can never insert an element into the middle of an array

**Collections. **

* Collection in C# is a dynamic array. That means the collections in C# have the capability of storing multiple values but with the following features.
* Size can be increased dynamically.
* We can insert an element into the middle of a collection.
* It also provides the facility to remove or delete elements from the middle of a collection.
* .NET supports two types of collections, generic collections and non-generic collections.
* The following table lists and matches these classes.

 Non-generic                          Generic

 ArrayList     ------------->          List

 HashTable ------------->          Dictionary

 SortedList   ------------->          SortedList

 Stack           ------------->          Stack

 Queue         ------------->          Queue

**ArrayList**

* Arraylist is a class that is similar to an array, but it can be used to store values of various types.
* An Arraylist does not have a specific size.
* Any number of elements can be stored.
* ArrayList al = new ArrayList();
* string str = "kiran teja jallepalli";
* int x = 7;
* DateTime d = DateTime.Parse("8-oct-1985");
* al.Add(str);
* al.Add(x);
* al.Add(d);
* foreach (object o in al)
* {
* Response.Write(o);
* Response.Write("<br>");
* }

**Difference between Array and Collections. **

|  |  |
| --- | --- |
| **Array** | **Collection** |
| 1. Array is Group of Homogeneous data type object. | 1. Collection is Group of Homogeneous and Heterogeneous data type object. |
| 2. Array is fixed in size. | 2. Collection is not fixed in size. |
| 3. Array is Strong type. | 3. Collection is not strong Type. |
| 4. There is no boxing and unboxing process on Array | 4. There is process of Boxing and Unboxing on Collection. |
| Performance wise faster than Array | Slower |

**Constructor, Destructor & Constructor types **

* Constructors are a particular type of method that is associated with a class and gets automatically invoked when the classes instance (i.e., objects) are created. Like other member functions, i.e., methods, these constructors also contain specific instructions that get executed when the objects are created. It is specifically used to assign values to all or some data members of a class.
* Some Special Characteristics of the Constructor:
* Constructor will not return anything.
* Constructor name is same as class name.
* By default C# will create default constructor internally.
* Constructor with no arguments and no body is called default constructor.
* Constructor with arguments is called parameterized constructor.
* Constructor by default public.
* We can create private constructors.
* A method with same name as class name is called constructor there is no separate keyword.
* Types of Constructors in C#
* **Default Constructor**: When constructors do not have parameters, then it is called the default constructor. These types of constructors have all its instance initialized with the same value.
* **Parameterized Constructor**: When any constructor has at least one parameter, then it is called the parameterized constructor.
* **Copy Constructor:** When the constructor is used to create an object just by copying all of its variables from another object, such constructors are called copy constructor. They are used for initializing a new instance from an existing one.
* **Private Constructor**: When a constructor is produced with a private access modifier, it is called Private Constructor. It does not make it possible for other classes to inherit any data from this class.
* **Static Constructor:** When a constructor needs to be invoked only once and when that constructor needs to be invoked at the creation of the first reference, and then those constructors are made static and are called static constructors

**Destructor**

* Destructor is another method that uses the class-name but is preceded with a ~ (tilde) operator/symbol. Destructors are used to de-initialize object, and the memories occupied when constructors are created. You can consider them as the opposite of constructors
* ~ EmpGkr()
* {
* val = 0;
* }

**Multi-threading **

* Multitasking is the simultaneous execution of multiple tasks
* Windows operating system is an example of multitasking because it is capable of running more than one process at a time like running Google Chrome, Notepad, VLC player etc. at the same time
* Every program that executes on your system is a process and to run the code inside the application a process uses a term known as an *thread*
* So every program has logic and a thread is responsible for executing this logic
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* **Explain in Thread Project**
* Here, first of all, *method1*executes. In *method1*, *for*loop starts from 0 when the value of is equal to 5 then the method goes into sleep for 6 seconds and after 6 seconds it resumes its process and print remaining value. Until *method2*is in the waiting state. *method2*start its working when *method1*complete its assigned task. So to overcome the drawback of single threaded model multithreading is introduced.
* For example, we have a class and this call contains two different methods, now using multithreading each method is executed by a separate thread. So the major advantage of multithreading is it works simultaneously, means multiple tasks executes at the same time

**Using Dependency Injection. **

* The Dependency Injection is a design pattern that allows us to develop loosely coupled software components
* <https://dotnettutorials.net/lesson/dependency-injection-design-pattern-csharp/>

**CRUD operation (Insert, update, delete and select). **

**CRUD operation using store procedure (Insert, update, delete and select). **

**What is Service? and Types of Services in .NET **

**Web service and working with Web services.**

* Let's think of a scenario where I am planning to show information on regional, national and international news, weather information, ongoing sports scores and other personalized content in a web site. Just think about how much effort and time it will take me to develop this application if I write the code for all these functionalities. On the other hand all these functionalities are already provided by other available sites. So, what if I can use this existing logic in my application? But, the question here is “how I can use someone else's business logic in my application?”.
* For situations of this sort (& many other), we have techniques like **Web Services**
* With Web Services, you can reuse someone else's business logic instead of replicating it yourself, using just a few lines of code
* Web Service is an application that is designed to interact directly with other applications over the internet. In simple sense, Web Services are means for interacting with objects over the Internet.
* **Note 1:**Web Services are not limited to the .NET Framework. The standards were defined before .NET was released and they are exposed, used and supported by vendors other than Microsoft.  
  **Note 2:** Web Services are cross-platform; a service written in one language can be invoked by an application in some other language. The only requirement for accessing a service is an internet connection to make the HTTP request
* Since a web service is cross-platform, there should be some commonly understandable language for requesting a service and getting a response from the service. Such a standard common language is XML. That's why Web Services are built on XML-based standards for exchanging data
* Explained in Project