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**Цель работы:** Изучить основы работы с линейными динамическими структурами (списками, очередями, стеками, кольцевыми буферами и т.д.)

**Вариант 12**

|  |  |
| --- | --- |
| 12 | Из двух однонаправленных списков сформировать новый следующим образом: сперва записать четные по индексу элементы первого списка, затем – четные по индексу элементы второго списка. |

Задание 1. Разработка программы на основе варианта задания

* Написать 2 программы по созданию, просмотру, добавлению, удалению, сортировке и решению поставленной задачи для линейного списка (список, стек и/или очередь).
* В первой в качестве структуры данных использовать линейный список с указателем на следующий элемент, во второй – динамический массив с дополнительным полем – номер следующей записи (или двумя). ОБЯЗАТЕЛЬНО разобраться с сортировкой списков, а во второй программе - с удалением элементов.
* В программе нельзя использовать дополнительные массивы.
* В программе не использовать стандартные типы, использовать массивы и списки List (ArrayList

Задание 2. Практическое задание - Анализ алгоритма задачи

Выполнить анализ временных характеристик выбранной операции для варианты задачи.

Рассчитать:

* асимптотическую оценку сложности
* наилучшую, наихудшую и среднюю оценки

Подготовить отчет по практическому заданию, содержащий:

* псевдокод операции на упрощенном языке
* выкладки расчета асимптотической оценки
* выкладки или результаты тестирования на различных по объему набору данных

Код программы

import { ForwardList } from './lists/forwardList/forwardList'  
import { ArrayList } from './lists/arrayList/arrayList'  
import { IList } from './lists/IList'  
  
const a = [-1, 1, -2, 2, -3, 3, -4, 4]  
const b = [-5, 5, -6, 6, -7, 7]  
  
const mergeLists = <T>(listClass: { new(): IList<T> }, first: IList<T>, second: IList<T>): IList<T> => {  
 const resultList = new listClass()  
 for (let i = 1; i < first.length; i += 2) {  
 resultList.pushBack(first.getValueByIndex(i))  
 }  
 for (let i = 1; i < second.length; i += 2) {  
 resultList.pushBack(second.getValueByIndex(i))  
 }  
 return resultList  
}  
  
console.time('forward list')  
console.log(JSON.stringify(mergeLists(ForwardList, new ForwardList(a), new ForwardList(b)).toArray()))  
console.timeEnd('forward list')  
  
console.time('array list')  
console.log(JSON.stringify(mergeLists(ArrayList, new ArrayList(a), new ArrayList(b)).toArray()))  
console.timeEnd('array list')

import { IList } from '../IList'  
  
export class ArrayList<T> implements IList<T>{  
 array: Array<T>  
  
 length: number  
  
 constructor(array: T[] = []) {  
 this.array = [...array]  
 this.length = this.array.length  
 }  
  
 erase(index: number): void {  
 if (index < 0 || index >= this.length) throw new *Error*('ERASE: Index is out of bound')  
 this.array = [...this.array.slice(0, index), ...this.array.slice(index + 1)]  
 this.length -= 1  
 }  
  
 getValueByIndex(index: number): T {  
 if (index < 0 || index >= this.length) throw new *Error*('GET\_VALUE\_BY\_INDEX: Index is out of bound')  
 return this.array[index]  
 }  
  
 insert(index: number, value: T): void {  
 if (index < 0 || index > this.length) throw new *Error*('INSERT: Index is out of bound')  
 this.array = [...this.array.slice(0, index), value, ...this.array.slice(index)]  
 this.length += 1  
 }  
  
 popBack(): void {  
 if (!this.length) throw new *Error*('POP\_BACK: Array doesn\'t contain any element')  
 this.erase(this.length - 1)  
 }  
  
 pushBack(value: T): void {  
 this.insert(this.length, value)  
 }  
  
 sort(comparator: (a: T, b: T) => boolean = (a: T, b: T) => a < b): void {  
 for (let i = 0; i < this.length; ++i) {  
 let minIndex = i  
 let minValue: T = this.getValueByIndex(i)  
 for (let j = i + 1; j < this.length; ++j) {  
 if (comparator(this.getValueByIndex(j), minValue)) {  
 minValue = this.getValueByIndex(j)  
 minIndex = j  
 }  
 }  
 this.swapByIndex(i, minIndex)  
 }  
 }  
  
 swapByIndex(firstIndex: number, secondIndex: number): void {  
 if (firstIndex < 0 || firstIndex >= this.length) throw new *Error*('SWAP\_BY\_INDEX: First index is out of bound')  
 if (secondIndex < 0 || secondIndex >= this.length) throw new *Error*('SWAP\_BY\_INDEX: Second index is out of bound');  
 [this.array[firstIndex], this.array[secondIndex]] = [this.array[secondIndex], this.array[firstIndex]]  
 }  
  
 toArray(): T[] {  
 return [...this.array.slice(0, this.length)]  
 }  
}

export interface IList<T> {  
 length: number  
 getValueByIndex: (index: number) => T  
 insert: (index: number, value: T) => void  
 erase: (index: number) => void  
 swapByIndex: (firstIndex: number, secondIndex: number) => void  
 sort: (comparator: (a: T, b: T) => boolean) => void  
 pushBack: (value: T) => void  
 popBack: () => void  
 toArray: () => T[]  
}

import { ForwardListNode } from './forwardListNode'  
import { IList } from '../IList'  
  
export class ForwardList<T> implements IList<T>{  
 root: ForwardListNode<T> | null  
  
 length: number  
  
 constructor(array: T[] = []) {  
 this.root = null  
 this.length = 0  
 array.forEach(elem => this.pushBack(elem))  
 }  
  
 private getNodeByIndex = (index: number): ForwardListNode<T> | null => {  
 if (index < 0 || index >= this.length) throw new *Error*('GET\_NODE\_BY\_INDEX: Index is out of bound')  
 let currentIndex = 0  
 let currentNode: ForwardListNode<T> = this.root  
 while (currentIndex != index && currentNode) {  
 currentIndex += 1  
 currentNode = currentNode.next  
 }  
 return currentNode  
 }  
  
 getValueByIndex = (index: number): T => {  
 if (index < 0 || index >= this.length) throw new *Error*('GET\_VALUE\_BY\_INDEX: Index is out of bound')  
 return this.getNodeByIndex(index)?.value  
 }  
  
 insert = (index: number, value: T): void => {  
 if (index < 0 || index > this.length) throw new *Error*('INSERT: Index is out of bound')  
 const newNode = new ForwardListNode(value)  
 if (!this.length) {  
 this.root = new ForwardListNode<T>(value)  
 } else {  
 if (index - 1 >= 0 && index - 1 < this.length) {  
 const prevNode = this.getNodeByIndex(index - 1)  
 const curNode = prevNode?.next  
 prevNode.next = newNode  
 newNode.next = curNode  
 } else {  
 newNode.next = this.root  
 this.root = newNode  
 }  
 }  
 this.length += 1  
 }  
  
 erase = (index: number): void => {  
 if (index < 0 || index >= this.length) throw new *Error*('ERASE: Index is out of bound')  
 if (index - 1 >= 0 && index - 1 < this.length) {  
 const prevNode = this.getNodeByIndex(index - 1)  
 const curNode = prevNode?.next  
 prevNode.next = curNode?.next  
 } else {  
 this.root = this.root?.next  
 }  
 this.length -= 1  
 }  
  
 swapByIndex = (firstIndex: number, secondIndex: number): void => {  
 if (firstIndex < 0 || firstIndex >= this.length) throw new *Error*('SWAP\_BY\_INDEX: First index is out of bound')  
 if (secondIndex < 0 || secondIndex >= this.length) throw new *Error*('SWAP\_BY\_INDEX: Second index is out of bound')  
 const leftValue = this.getValueByIndex(firstIndex)  
 const rightValue = this.getValueByIndex(secondIndex)  
 this.erase(firstIndex)  
 this.insert(firstIndex, rightValue)  
 this.erase(secondIndex)  
 this.insert(secondIndex, leftValue)  
 }  
  
 sort = (comparator: (a: T, b: T) => boolean = (a: T, b: T) => a < b): void => {  
 for (let i = 0; i < this.length; ++i) {  
 let minIndex = i  
 let minValue: T = this.getValueByIndex(i)  
 for (let j = i + 1; j < this.length; ++j) {  
 if (comparator(this.getValueByIndex(j), minValue)) {  
 minValue = this.getValueByIndex(j)  
 minIndex = j  
 }  
 }  
 this.swapByIndex(i, minIndex)  
 }  
 }  
  
 pushBack = (value: T): void => {  
 this.insert(this.length, value)  
 }  
  
 popBack = (): void => {  
 if (!this.length) throw new *Error*('POP\_BACK: Array doesn\'t contain any element')  
 this.erase(this.length - 1)  
 }  
  
 toArray = (): T[] => {  
 const resultArray: T[] = []  
 let currentNode = this.root  
 for (let i = 0; i < this.length; ++i) {  
 resultArray.push(currentNode.value)  
 currentNode = currentNode.next  
 }  
 return resultArray  
 }  
}

export class ForwardListNode<T> {  
 public value: T | null  
  
 public next: ForwardListNode<T> | null  
  
 constructor(value: T, next: ForwardListNode<T> = null) {  
 this.value = value  
 this.next = next  
 }  
}

Результат

![](data:image/png;base64,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)

Рисунок 1

**Задание 2:**

*Асимптотическая оценка сложности алгоритма:*

Для ForwardList – O(n^2), потому что взятие элемента по индексу требует O(n) операций, и таких взятий требуется тоже O(n)

Для ArrayList ­­ - O(n), взятие элемента по индексу O(1)

*Наилучшую, наихудшую и среднюю оценки:*

ForwardList: worst: O(n^2) = average = best

ArrayList: worst: O(n) = average = best

*Псевдокод операции на упрощённом языке:*

mergeLists: listType, list1, list2

result = listType()

for i: 1..list1.len – 1, i = i + 2

result.add(list1[i])

for i: 1..list2.len – 1, i = i + 2

result.add(list2[i])

return result

*Выкладки расчета асимптотической оценки:*

list[i] – в зависимости от способа расположения данных в памяти может занимать O(n) операция для однонаправленного списка, либо O(1) для массива

Каждый из циклов занимает линейное относительно кол-ва элементов кол-во операций, и на каждом шаге цикла происходит взятие элемента по индексу, следовательно итоговая асимптотическая сложность алгоритма:

O(n \* O(list.get(index)))

*Выкладки или результаты тестирования на различных по объему набору данных:*

Будем менять размер первого массива:

При кол-ве элементов 20:

![](data:image/png;base64,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)

Рисунок 2

При кол-ве элементов 100:
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Рисунок 3

При кол-ве элементов 10000:
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Рисунок 4

Как видно из тестов, при увеличении размера исходных данных время растёт квадратично для списка и линейно для массива.

Выводы: изучил основы работы с линейными динамическими структурами (списками, очередями, стеками, кольцевыми буферами и т.д.)