**程序报告**

学号：2213410 姓名：徐俊智

1. **问题重述**

（简单描述对问题的理解，从问题中抓住主干，必填）

====================================================================

本次实验的目标是学习经典模型MTCNN和MobileNet的结构以及训练方法，构建一个深度学习模型用于检测图像中的人物是否佩戴口罩。

1. **设计思想**

（所采用的方法，有无对方法加以改进，该方法有哪些优化方向（参数调整，框架调整，或者指出方法的局限性和常见问题），伪代码，理论结果验证等… **思考题，非必填**）

====================================================================

设计思想分两步：

1.使用MTCNN进行人脸检测，确定图像中人脸的位置和关键点。

2.对检测到的人脸区域应用MobileNet模型，判断是否佩戴口罩。

在实现过程中采用了以下方法：

1.对MTCNN的三个阶段（PNet、RNet、ONet）进行了权重加载，使用了预训练的模型来进行人脸检测。

2.对MobileNet模型进行了微调，将其最后一层的类别数调整为2（未佩戴口罩和佩戴口罩）。

3.使用了数据增强技术，如随机水平和垂直翻转，来增加模型的泛化能力。

4.应用了学习率衰减策略，当验证集上的性能在连续几个epoch内没有提升时，降低学习率。

优化方向：

1.调整MobileNet每次读取图片的数量batch\_size由原来的32修改为256。

2.调整优化器参数lr由原来的1e-3修改为0.0037

3.调整门限函数权重thresholds由原来的[0.6，0.7，0.8]修改为[0.55，0.65，0.8]

1. **代码内容**

（能体现解题思路的主要代码，有多个文件或模块可用多个"===="隔开，必填）

====================================================================

**detector.py**

import torch

import math

import numpy as np

from PIL import Image, ImageDraw

from torch.autograd import Variable

from .get\_nets import PNet, RNet, ONet

from .utils import (

try\_gpu,

nms,

calibrate\_box,

convert\_to\_square,

correct\_bboxes,

get\_image\_boxes,

generate\_bboxes,

preprocess,

)

class FaceDetector:

def \_\_init\_\_(self, device=try\_gpu()):

self.device = device

# LOAD MODELS

self.pnet = PNet().to(device)

self.rnet = RNet().to(device)

self.onet = ONet().to(device)

self.onet.eval()

def detect(

self,

image,

min\_face\_size=20.0,

thresholds=[0.55, 0.65, 0.8],

nms\_thresholds=[0.7, 0.7, 0.7],

):

"""

Arguments:

image: an instance of PIL.Image.

min\_face\_size: a float number.

thresholds: a list of length 3.

nms\_thresholds: a list of length 3.

Returns:

two float numpy arrays of shapes [n\_boxes, 5] and [n\_boxes, 10],

bounding boxes and facial landmarks.

"""

# BUILD AN IMAGE PYRAMID

width, height = image.size

min\_length = min(height, width)

min\_detection\_size = 12

factor = 0.707 # sqrt(0.5)

# scales for scaling the image

scales = []

# scales the image so that

# minimum size that we can detect equals to

# minimum face size that we want to detect

m = min\_detection\_size / min\_face\_size

min\_length \*= m

factor\_count = 0

while min\_length > min\_detection\_size:

scales.append(m \* factor \*\* factor\_count)

min\_length \*= factor

factor\_count += 1

# STAGE 1

# it will be returned

bounding\_boxes = []

# run P-Net on different scales

for s in scales:

boxes = self.\_\_run\_first\_stage(image, scale=s, threshold=thresholds[0])

bounding\_boxes.append(boxes)

# collect boxes (and offsets, and scores) from different scales

bounding\_boxes = [i for i in bounding\_boxes if i is not None]

bounding\_boxes = np.vstack(bounding\_boxes)

keep = nms(bounding\_boxes[:, 0:5], nms\_thresholds[0])

bounding\_boxes = bounding\_boxes[keep]

# use offsets predicted by pnet to transform bounding boxes

bounding\_boxes = calibrate\_box(bounding\_boxes[:, 0:5], bounding\_boxes[:, 5:])

# shape [n\_boxes, 5]

bounding\_boxes = convert\_to\_square(bounding\_boxes)

bounding\_boxes[:, 0:4] = np.round(bounding\_boxes[:, 0:4])

# STAGE 2

img\_boxes = get\_image\_boxes(bounding\_boxes, image, size=24)

with torch.no\_grad():

img\_boxes = Variable(torch.FloatTensor(img\_boxes).to(self.device))

output = self.rnet(img\_boxes)

offsets = output[0].cpu().data.numpy() # shape [n\_boxes, 4]

probs = output[1].cpu().data.numpy() # shape [n\_boxes, 2]

keep = np.where(probs[:, 1] > thresholds[1])[0]

bounding\_boxes = bounding\_boxes[keep]

bounding\_boxes[:, 4] = probs[keep, 1].reshape((-1,))

offsets = offsets[keep]

keep = nms(bounding\_boxes, nms\_thresholds[1])

bounding\_boxes = bounding\_boxes[keep]

bounding\_boxes = calibrate\_box(bounding\_boxes, offsets[keep])

bounding\_boxes = convert\_to\_square(bounding\_boxes)

bounding\_boxes[:, 0:4] = np.round(bounding\_boxes[:, 0:4])

# STAGE 3

img\_boxes = get\_image\_boxes(bounding\_boxes, image, size=48)

if len(img\_boxes) == 0:

return [], []

with torch.no\_grad():

img\_boxes = Variable(torch.FloatTensor(img\_boxes).to(self.device))

output = self.onet(img\_boxes)

landmarks = output[0].cpu().data.numpy() # shape [n\_boxes, 10]

offsets = output[1].cpu().data.numpy() # shape [n\_boxes, 4]

probs = output[2].cpu().data.numpy() # shape [n\_boxes, 2]

keep = np.where(probs[:, 1] > thresholds[2])[0]

bounding\_boxes = bounding\_boxes[keep]

bounding\_boxes[:, 4] = probs[keep, 1].reshape((-1,))

offsets = offsets[keep]

landmarks = landmarks[keep]

# compute landmark points

width = bounding\_boxes[:, 2] - bounding\_boxes[:, 0] + 1.0

height = bounding\_boxes[:, 3] - bounding\_boxes[:, 1] + 1.0

xmin, ymin = bounding\_boxes[:, 0], bounding\_boxes[:, 1]

landmarks[:, 0:5] = (

np.expand\_dims(xmin, 1) + np.expand\_dims(width, 1) \* landmarks[:, 0:5]

)

landmarks[:, 5:10] = (

np.expand\_dims(ymin, 1) + np.expand\_dims(height, 1) \* landmarks[:, 5:10]

)

bounding\_boxes = calibrate\_box(bounding\_boxes, offsets)

keep = nms(bounding\_boxes, nms\_thresholds[2], mode="min")

bounding\_boxes = bounding\_boxes[keep]

landmarks = landmarks[keep]

return bounding\_boxes, landmarks

def draw\_bboxes(self, image):

"""Draw bounding boxes and facial landmarks.

Arguments:

image: an instance of PIL.Image.

Returns:

an instance of PIL.Image.

"""

bounding\_boxes, facial\_landmarks = self.detect(image)

img\_copy = image.copy()

draw = ImageDraw.Draw(img\_copy)

for b in bounding\_boxes:

draw.rectangle([(b[0], b[1]), (b[2], b[3])], outline="white")

for p in facial\_landmarks:

for i in range(5):

draw.ellipse(

[(p[i] - 1.0, p[i + 5] - 1.0), (p[i] + 1.0, p[i + 5] + 1.0)],

outline="blue",

)

return img\_copy

def crop\_faces(self, image, size=112):

"""Crop all face images.

Arguments:

image: an instance of PIL.Image.

size: the side length of output images.

Returns:

a list of PIL.Image instances

"""

bounding\_boxes, \_ = self.detect(image)

img\_list = []

# convert bboxes to square

square\_bboxes = convert\_to\_square(bounding\_boxes)

for b in square\_bboxes:

face\_img = image.crop((b[0], b[1], b[2], b[3]))

face\_img = face\_img.resize((size, size), Image.BILINEAR)

img\_list.append(face\_img)

return img\_list

def \_\_run\_first\_stage(self, image, scale, threshold):

"""Run P-Net, generate bounding boxes, and do NMS.

Arguments:

image: an instance of PIL.Image.

scale: a float number,

scale width and height of the image by this number.

threshold: a float number,

threshold on the probability of a face when generating

bounding boxes from predictions of the net.

Returns:

a float numpy array of shape [n\_boxes, 9],

bounding boxes with scores and offsets (4 + 1 + 4).

"""

# scale the image and convert it to a float array

width, height = image.size

sw, sh = math.ceil(width \* scale), math.ceil(height \* scale)

img = image.resize((sw, sh), Image.BILINEAR)

img = np.asarray(img, "float32")

with torch.no\_grad():

img = Variable(torch.FloatTensor(preprocess(img)).to(self.device))

output = self.pnet(img)

probs = output[1].cpu().data.numpy()[0, 1, :, :]

offsets = output[0].cpu().data.numpy()

# probs: probability of a face at each sliding window

# offsets: transformations to true bounding boxes

boxes = generate\_bboxes(probs, offsets, scale, threshold)

if len(boxes) == 0:

return None

keep = nms(boxes[:, 0:5], overlap\_threshold=0.5)

return boxes[keep]

====================================================================

**torch\_main.py**

import warnings

# 忽视警告

warnings.filterwarnings('ignore')

import cv2

from PIL import Image

import numpy as np

import copy

import matplotlib.pyplot as plt

from tqdm.auto import tqdm

import torch

import torch.nn as nn

import torch.optim as optim

from torchvision.datasets import ImageFolder

import torchvision.transforms as T

from torch.utils.data import DataLoader

from torch\_py.Utils import plot\_image

from torch\_py.MTCNN.detector import FaceDetector

from torch\_py.MobileNetV1 import MobileNetV1

from torch\_py.FaceRec import Recognition

# 数据集路径

data\_path = "./datasets/5f680a696ec9b83bb0037081-momodel/data/"

def letterbox\_image(image, size):

"""

调整图片尺寸

:param image: 用于训练的图片

:param size: 需要调整到网络输入的图片尺寸

:return: 返回经过调整的图片

"""

new\_image = cv2.resize(image, size, interpolation=cv2.INTER\_AREA)

return new\_image

# 使用 PIL.Image 读取图片

read\_img = Image.open("test1.jpg")

read\_img = np.array(read\_img)

print("调整前图片的尺寸:", read\_img.shape)

read\_img = letterbox\_image(image=read\_img, size=(50, 50))

read\_img = np.array(read\_img)

print("调整前图片的尺寸:", read\_img.shape)

def processing\_data(data\_path, height=224, width=224, batch\_size=32,

test\_split=0.1):

"""

数据处理部分

:param data\_path: 数据路径

:param height:高度

:param width: 宽度

:param batch\_size: 每次读取图片的数量

:param test\_split: 测试集划分比例

:return:

"""

transforms = T.Compose([

T.Resize((height, width)),

T.RandomHorizontalFlip(0.1), # 进行随机水平翻转

T.RandomVerticalFlip(0.1), # 进行随机竖直翻转

T.ToTensor(), # 转化为张量

T.Normalize([0], [1]), # 归一化

])

dataset = ImageFolder(data\_path, transform=transforms)

# 划分数据集

train\_size = int((1-test\_split)\*len(dataset))

test\_size = len(dataset) - train\_size

train\_dataset, test\_dataset = torch.utils.data.random\_split(dataset, [train\_size, test\_size])

# 创建一个 DataLoader 对象

train\_data\_loader = DataLoader(train\_dataset, batch\_size=batch\_size,shuffle=True)

valid\_data\_loader = DataLoader(test\_dataset, batch\_size=batch\_size,shuffle=True)

return train\_data\_loader, valid\_data\_loader

data\_path = './datasets/5f680a696ec9b83bb0037081-momodel/data/image'

train\_data\_loader, valid\_data\_loader = processing\_data(data\_path=data\_path, height=160, width=160, batch\_size=32)

def show\_tensor\_img(img\_tensor):

img = img\_tensor[0].data.numpy()

img = np.swapaxes(img, 0, 2)

img = np.swapaxes(img, 0, 1)

img = np.array(img)

plot\_image(img)

for index, (x, labels) in enumerate(train\_data\_loader):

print(index, "\nfeature:",x[0], "\nlabels:",labels)

show\_tensor\_img(x)

break

pnet\_path = "./torch\_py/MTCNN/weights/pnet.npy"

rnet\_path = "./torch\_py/MTCNN/weights/rnet.npy"

onet\_path = "./torch\_py/MTCNN/weights/onet.npy"

#========================================================================

# 加载 MobileNet 的预训练模型权

device = torch.device("cuda:0") if torch.cuda.is\_available() else torch.device("cpu")

train\_data\_loader, valid\_data\_loader = processing\_data(data\_path=data\_path, height=160, width=160, batch\_size=256)

modify\_x, modify\_y = torch.ones((32, 3, 160, 160)), torch.ones((32))

epochs = 60

model = MobileNetV1(classes=2).to(device)

optimizer = optim.Adam(model.parameters(), lr=0.0037) # 优化器

print('加载完成...')

# 学习率下降的方式，acc三次不下降就下降学习率继续训练，衰减学习率

scheduler = optim.lr\_scheduler.ReduceLROnPlateau(optimizer,

'max',

factor=0.5,

patience=2)

# 损失函数

criterion = nn.CrossEntropyLoss()

#========================================================================

best\_loss = 1e9

best\_model\_weights = copy.deepcopy(model.state\_dict())

loss\_list = [] # 存储损失函数值

for epoch in range(epochs):

model.train()

for batch\_idx, (x, y) in tqdm(enumerate(train\_data\_loader, 1)):

x = x.to(device)

y = y.to(device)

pred\_y = model(x)

# print(pred\_y.shape)

# print(y.shape)

loss = criterion(pred\_y, y)

optimizer.zero\_grad()

loss.backward()

optimizer.step()

if loss < best\_loss:

best\_model\_weights = copy.deepcopy(model.state\_dict())

best\_loss = loss

loss\_list.append(loss)

print('step:' + str(epoch + 1) + '/' + str(epochs) + ' || Total Loss: %.4f' % (loss))

torch.save(model.state\_dict(), './results/temp.pth')

print('Finish Training.')

plt.plot(loss\_list,label = "loss")

plt.legend()

plt.show()

====================================================================

**main.py**

from torch\_py.Utils import plot\_image

from torch\_py.MTCNN.detector import FaceDetector

from torch\_py.MobileNetV1 import MobileNetV1

from torch\_py.FaceRec import Recognition

from torch\_py.FaceRec import Recognition

from PIL import Image

import cv2

# -------------------------- 请加载您最满意的模型 ---------------------------

# 加载模型(请加载你认为的最佳模型)

# 加载模型,加载请注意 model\_path 是相对路径, 与当前文件同级。

# 如果你的模型是在 results 文件夹下的 dnn.h5 模型，则 model\_path = 'results/temp.pth'

model\_path = 'results/temp.pth'

# ---------------------------------------------------------------------------

def predict(img):

"""

加载模型和模型预测

:param img: cv2.imread 图像

:return: 预测的图片中的总人数、其中佩戴口罩的人数

"""

# -------------------------- 实现模型预测部分的代码 ---------------------------

# 将 cv2.imread 图像转化为 PIL.Image 图像，用来兼容测试输入的 cv2 读取的图像（勿删！！！）

# cv2.imread 读取图像的类型是 numpy.ndarray

# PIL.Image.open 读取图像的类型是 PIL.JpegImagePlugin.JpegImageFile

if isinstance(img, np.ndarray):

# 转化为 PIL.JpegImagePlugin.JpegImageFile 类型

img = Image.fromarray(cv2.cvtColor(img,cv2.COLOR\_BGR2RGB))

recognize = Recognition(model\_path)

img, all\_num, mask\_num = recognize.mask\_recognize(img)

# -------------------------------------------------------------------------

return all\_num,mask\_num

1. **实验结果**

（实验结果，必填）

====================================================================

![](data:image/png;base64,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)

1. **总结**

（自评分析（是否达到目标预期，可能改进的方向，实现过程中遇到的困难，从哪些方面可以提升性能，模型的超参数和框架搜索是否合理等），**思考题，非必填**）

====================================================================

在本次实验中，我主要使用了torch方法进行训练，最后成功构建了一个能够检测图像中人物是否佩戴口罩的模型。

可能改进的方向：

1.使用更大的数据集进行训练，以增强模型的泛化能力。

2.调整模型的超参数，如学习率、批量大小和训练轮数。

3.探索不同的模型架构和特征提取器，如尝试不同的预训练模型或调整MobileNet的深度和宽度。

4.实施更复杂的数据增强策略，以进一步提高模型对不同情况的适应性。

实现过程中的困难：模型的准确率提升缓慢和过拟合问题。我通过调整优化器和学习率来解决这些问题。

提升性能：模型的超参数和框架搜索在一定程度上是合理的，但仍有改进空间。通过更细致的调整和更深入的分析，我们可以进一步提升模型的性能。