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Yuzhuo Sun NetId: ys684

Binary Image Processing

Lab 2 Questions

**1. Description of my program for image bounding (Section 4).**

When iterate through all image pixels from ylo to yhi and xlo to xhi, I classify each pixel into 3 kinds of pixels: 1, pixel has graylevel greater than 0; 2, pixel has graylevel equals 0 but its 4 neighbors contain graylevel greater than 0; 3, pixel has graylevel equals and all of its 4 neighbors’ graylevels equal to 0. As we defined above, the first type of pixels, I need to mark its graylevel to 128 as they are interior pixels; the second type of pixels, I classify them as the boarder pixel and mark its graylevel to 255 since they are adjacent to interior pixels; for the third type of pixels, I classify them as the general background therefore leave its graylevel to 0.

**2. Code for image bounding.**

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

/\* vtemp Compute local max operation on a single byte image \*/

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

#include "VisXV4.h" /\* VisionX structure include file \*/

#include "Vutil.h" /\* VisionX utility header files \*/

VXparam\_t par[] = /\* command line structure \*/

{ /\* prefix, value, description \*/

{ "if=", 0, " input file vtemp: local max filter "},

{ "of=", 0, " output file "},

{ 0, 0, 0} /\* list termination \*/

};

#define IVAL par[0].val

#define OVAL par[1].val

main(argc, argv)

int argc;

char \*argv[];

{

Vfstruct (im); /\* i/o image structure \*/

Vfstruct (tm); /\* temp image structure \*/

int y,x; /\* index counters \*/

VXparse(&argc, &argv, par); /\* parse the command line \*/

Vfread(&im, IVAL); /\* read image file \*/

Vfembed(&tm, &im, 1,1,1,1); /\* image structure with border \*/

if ( im.type != VX\_PBYTE ) { /\* check image format \*/

fprintf(stderr, "vtemp: no byte image data in input file\n");

exit(-1);

}

for (y = im.ylo ; y <= im.yhi ; y++) { /\* compute the function \*/

for (x = im.xlo; x <= im.xhi; x++) { /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

if (im.u[y][x] > 0){

im.u[y][x] = 128;

}else if(im.u[y][x] == 0 && (tm.u[y - 1][x] > 0 || tm.u[y][x - 1] > 0 || tm.u[y][x + 1] > 0 || tm.u[y + 1][x] > 0)){

im.u[y][x] = 255;

}

else{

im.u[y][x] = 0;

}

}

}

Vfwrite(&im, OVAL); /\* write image file \*/

exit(0);

}

**3. Typescript copy for small image bounding.**

Input small Image:

0 1 2 3 4 5 6

5 0 0 0 0 0 0 0

4 0 1 1 0 0 0 0

3 0 0 1 0 0 0 0

2 0 0 0 0 3 3 0

1 0 0 0 3 3 3 0

0 0 0 0 0 0 0 8

Output small Image

0 1 2 3 4 5 6

5 0 255 255 0 0 0 0

4 255 128 128 255 0 0 0

3 0 255 128 255 255 255 0

2 0 0 255 255 128 128 255

1 0 0 255 128 128 128 255

0 0 0 0 255 255 255 128

**4. Full size image bounding**

![p5.gif](data:image/gif;base64,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)![p5_1.gif](data:image/gif;base64,R0lGODdhAAEYAZEAAAAAAH9/f////wAAACwAAAAAAAEYAQAC/5SPqcvtD6OctNqLs968+w+G4kiW5omm6sq27gvH8kzX9o3n+s73/g8MCofEovGITCqXzKbzCY1Kp9Sq9YrNarfcrvcLDovH5LL5jE6r1+y2+w2Py+f0uv2Oz+v3/L7/DxgoOEhYaHiImKi4yEgCANCIBxAQABlZN1l5SZdJabn51ukJGkppqknKJmr6mZq2Our6enraKlsGG3trlou6S9br+ysWbDv8VXw8lqwcxtyMTEtrDJ0VLFytdU2dbbXdzfUNri1dO25dbn5+dY29LtXO/e4UP19Vbz+Fnx+1z//Uzt0/JQHlDTRS8CC9dOoUEmTY0CGSgAIlDqFo0OIPjP8aJ0Jk1fEIx5BFRpK8+FHXySAmVwJp6bIHxYoxcczMWJMGxkc8ceZsgVEaz581ZjL0SdSE0XRIkzpKmbKp0xBLmU59UdXqVRZZy0ndyqGrULAqxE4jWxbqx69oM5gF2RbFW3c92cZl8NbWo2mP7loYOveTOL8ROu1VqzUhYQii5mpSvLiBY68wIx+YjNir5QWYM4/dfNmzaKh2nXYerRL06dGlTaN+rRl0aNi0aS5e7bn1VNyZdbuu/dp3Ut69ZSMgXtw48uSylzPf7Byx8JjRpasGjt022eq5I3Pvfju7+Okavz+Pa9464fTq/bInHV48dvKy6tq/X/e4/PkV8Pv/75lIYDztN99/9wWHyHsELtheIQoyCOFahzwYYYWfGUKhhRrS10aGGlbIoSofjkiidn54WCKBIXaYYosqrsiiizLSNlQjKM7YG4xz3IjjWjpy0mOQTP1oB49CekKkJEf22FczRsrYJDRPphhlNlN+WCU4V0aY5TlbvvjPl+MlqYiYtXUZ5pLA1WiRmbmRSYqbpMHpipxH0VmnmtLhmaeeUfHZp593/iZobMMVStluiPJ1lZ2pHbpoJYAOY+eklEaKJlFyWnqMmZlCKiinnRb6KaFqiqrMl6iO6ueql7a6HqzuyXrXlq6+emp8S96K65G8/nLlr8Dm6t2ulj0pbK84/yarrIulonUjs6zOKO20zhpnQIbVWkslttlC6e23LW7r5LjhzkYiuVJWMqK6637n7rsbnsvZvPQqUF283USn775c3ovXvwDjK/DACSzXr5YMJqywigYH7PDD9Y7J8DiYsSkxxME9m7G4qFXMT14dT2AWyGmyNjIFXZk8UFYstwxeyiqfJ3NhDdYswU44/xXVzhgU83JHuXDs8wOHSVq0BxgnzXTTTj8NddRST0111VZfjXXWWm/Ndddefw122GKPTXbZZp+Ndtpqr812226/DXfccs+tzQlB41VYDl9RY8zSIyR5N2ci9Sd44UoJkCXGgl2GuF6QZPR4K5EfnHjljv9fTrnjiBtd+ebHdS450Yo3fhzj2QJ4ut+YG2265643uXi2rQtmSezPwn5Z7bPvLnvvr/P+e++iH7x57MFHaTzevuO+PPH4Kt+8A8ZPDzz10QcvGfClX7899t13bz3rpT9uePiQl6+9699/nzz6jEteffzXn8+9/JlXubTiqHuf/fjq7z+9/UkGf/bz3fpa1zi/Pa9vzsOe+QroPvVB0ICGA18EpUc88s0vfTmzn14qyD6VSVCDp9ug8B5IOunpjoImdKAH5Tc8/6EQeQiMoPUSB0IEtq9LH2ye5SjnwtxJcIHw48wPP7e63CWxhD75IAkTGLr/iY6ABuxL3674PCQf4ouBFrRB4A53iy9SpYZxUgXR6IbGNKpxjWxsY9cKAAA7)

**5. Description of image labeling (Section 5)**

For this part, I used DFS (Depth First Search) procedure. When iterate through all pixels in a given image. Once we encounter a non-background pixel (with graylevel above 0), I will call a separate function to change its value to a label value starts from 1. Then I will use the copy of the original image as a reference to mark its value to 0. And call label function to its 4 neighbors and so on, until the recursive call encounters a background value. Then return to iteration once again and increase the label value until we iterate through all given image pixels.

**6. Code for image labeling**

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

/\* vtemp Compute local max operation on a single byte image \*/

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

#include "VisXV4.h" /\* VisionX structure include file \*/

#include "Vutil.h" /\* VisionX utility header files \*/

VXparam\_t par[] = /\* command line structure \*/

{ /\* prefix, value, description \*/

{ "if=", 0, " input file vtemp: local max filter "},

{ "of=", 0, " output file "},

{ 0, 0, 0} /\* list termination \*/

};

#define IVAL par[0].val

#define OVAL par[1].val

void mark\_region(int, int, int);

Vfstruct (im); /\* i/o image structure \*/

Vfstruct (tm); /\* temp image structure \*/

main(argc, argv)

int argc;

char \*argv[];

{

int y,x; /\* index counters \*/

VXparse(&argc, &argv, par); /\* parse the command line \*/

Vfread(&im, IVAL); /\* read image file \*/

Vfembed(&tm, &im, 1,1,1,1); /\* image structure with border \*/

int i = 1; /\* region sequence \*/

if ( im.type != VX\_PBYTE ) { /\* check image format \*/

fprintf(stderr, "vtemp: no byte image data in input file\n");

exit(-1);

}

for (y = im.ylo ; y <= im.yhi ; y++) {

for (x = im.xlo; x <= im.xhi; x++) {

if(tm.u[y][x] == 0) {continue; }

mark\_region(x, y, i);

i++;

}

}

Vfwrite(&im, OVAL); /\* write image file \*/

exit(0);

}

/\* function to mark the region \*/

void mark\_region(int x, int y, int cnt)

{

if (tm.u[y][x] == 0) {return; }

im.u[y][x] = cnt;

tm.u[y][x] = 0; /\* tag the visited pixel \*/

mark\_region(x + 1, y, cnt);

mark\_region(x - 1, y, cnt);

mark\_region(x, y + 1, cnt);

mark\_region(x, y - 1, cnt);

}

**7. Typescript copy for small image labeling**

Input image

0 1 2 3 4 5 6 7 8 9

9 0 0 0 0 0 0 0 0 0 0

8 0 255 255 255 255 0 0 0 0 0

7 0 0 0 0 255 0 0 0 0 0

6 0 255 255 0 255 255 0 0 255 0

5 0 255 255 0 255 255 0 0 255 0

4 0 255 255 0 0 0 0 0 255 0

3 0 255 255 0 0 255 255 255 255 0

2 0 0 0 0 255 255 0 0 0 0

1 0 0 0 255 0 0 255 255 255 0

0 0 0 0 0 0 0 255 255 255 0

Output image

0 1 2 3 4 5 6 7 8 9

9 0 0 0 0 0 0 0 0 0 0

8 0 5 5 5 5 0 0 0 0 0

7 0 0 0 0 5 0 0 0 0 0

6 0 4 4 0 5 5 0 0 3 0

5 0 4 4 0 5 5 0 0 3 0

4 0 4 4 0 0 0 0 0 3 0

3 0 4 4 0 0 3 3 3 3 0

2 0 0 0 0 3 3 0 0 0 0

1 0 0 0 2 0 0 1 1 1 0

0 0 0 0 0 0 0 1 1 1 0

**8. Full size image labeling**

For output image, I used vx tf=31 operation to multiply each pixel value by 31 times to make it more easy to spot different regions (Since the original difference is 1 in my program, it is hard to spot difference between adjacent regions). Then I used vx bf=30 operation to offset the background to white since the previous multiply operation will change the background to grey.ß
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