## 1.Jsp中request传递参数汉字乱码

<%@ page language="java" pageEncoding="UTF-8"%>

< !-- 告诉浏览器该jsp格式为utf-8，此时注意网页本身(右击->properties)的编码是否为utf-8 -->  
  
在head内加入：  
<!-- 告诉服务器,这里采用的是utf-8 -->  
< meta http-equiv="Content-Type" content="text/html; charset=utf-8">  
  
3.1对于get请求：  
String name2 = new String(name.getBytes("iso-8859-1"),"UTF-8");  
  
3.2 对于post请求  
 request.setCharacterEncoding("utf-8");//对于post方法有效，对get无效.一定要放在解析的第一行，否则不行。  
 String name = request.getParameter("name");

<%@ **page** language="java" contentType="text/html; charset=UTF-8" pageEncoding="UTF-8"%>  
<%@ **page** import="java.io.\*,java.util.\*" %>  
<!DOCTYPE html PUBLIC "-//W3C//DTD HTML 4.01 Transitional//EN" "http://www.w3.org/TR/html4/loose.dtd">  
<html>  
<head>  
 <meta http-equiv="Content-Type" content="text/html; charset=utf-8">  
 <title>菜鸟教程(runoob.com)</title>  
</head>  
<body>  
<h1>使用 GET 方法读取数据</h1>  
<ul>  
 <li><p><b>站点名:</b>  
 **<%** String name =request.getParameter("name");  
 String name2 = new String(name.getBytes("iso-8859-1"),"UTF-8");  
 **%>  
 <%=** name2**%>** </p></li>  
 <li><p><b>网址:</b>  
 **<%=** request.getParameter("url")**%>** </p></li>  
</ul>  
</body>  
</html>

在浏览器中输入：

<http://localhost:8080/mavenWebDemo/test.jsp?name=%E8%8F%9C%E9%B8%9F%E6%95%99%E7%A8%8B&url=http://ww.runoob.com>

输出：

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAYsAAACSCAIAAAA7LHE7AAAAAXNSR0IArs4c6QAAEPFJREFUeF7tnetxHTkORtebgOTIrAxczsghOAVHJmWg7VlWsTgACYCv25R09OuqLwgCh+DXID01+vb+/v4ffiAAAQgcSeC/R0ZFUBCAAAT+IYBCUQcQgMC5BFCoc9eGyCAAARSKGoAABM4lgEKduzZEBgEIoFDUAAQgcC4BFOrctSEyCEDgG/89FEVwJoFv36LFeVnmFKjnM1dzOKpoEVwTpDqwK4BaGV6JWwZG1nQ+sN6q2G0/n1Gvh2BGQbM0e5dxb8Dn2EcVqsRh6NQANeF5Hs38W9QIqeU8mEUeHrTXNOazE8Wdphhwu6/H6a2iLvsu8gNYSvmoLnd6qN8NwS2WS6KadVd2ZXUNZzq/YW0PKNS/+AQXWC9n78Cg/bEKleOPVHaXgmgBnZf1UoKHydsbqeSg4WgCERtn69bOtsPZRdZxtxhV/Q/elF8gqj/lHC2bYYhbAaVot05xjvPJcixB7eA2Gd45nFsV9XUqbX4tBnuoyYmrL5xJn3n4QH33VszJPVRvLnHs9qoZ2Ht7qFYbNZPakkbMYCXSFym3Im9FFalh95TnOhlYl3i1rLIMKdRMZVQDNWrd3fwDBvFu2ZY542gjELnFUQ1ph5NVhVIelJLPtVUxs6y9O61lr/nHc6wqVPweKjKRLYJ6Udwi7OW2sJbirroVyk57IGd3W84bGDh0ZUTWdWY7xYNxI4nIXLwUXEsj6/RVZJu1ZrGRrq26uEKJpHo1wkWadT+CzoV8GXRtwC7jSC47bAbvoXaE8nifA/KkW4nHh33OjGnPjCmpm0V2vsm/G8DDDCLy9LBgTpvI76HcFqZMaUCVXf/zBi3oruf4ai1xtcRJpLHatOdndpob0ozzzMRtQ0p62nhTDxVMzQ1e9FDx6t33mumKoV66vZXhYnJjMpbZHRsxcDPKThYqwhJXS5w8RqGuUMc4x0eJRILb2K6QruodU6jWC1uoZOS9Xn3fGxw+pUJ93VPePjmIyOiHtknolkiGlqHLrfg5k5WbfssgZdd6TbrJXjKUfkS7Nyz97oz3GjhvwtZNjbs8RlaH9FBrFSoIxC6jtSEZL/OZah4IstoLRHq9ZNMqmGAWefZs37VYrXyNpJb4F+8AnazbYUXOpPeqT2T2BT1UFvWqrmu9j4R1go1+mZdPTohwOAY7ta40RUcwHNLAQN2M5MjjHUqreo1DmRFqlUZLSW9EN0D7riGWQgVfBWtDLyumqm6uwdp48CYInPbKOWqfazGKPDG6XcpvQQ8FxC9IoNx4wdNWhFL1ksWVyIUBRIIU56/WkJRLq6tKMQcjd82qs4hOWeig7qODuT/YDIXaAlw3eqe1HvNpiz1mnBzdvRHsg0qzVTy7jrRVbdKXG1l69B2WVvaWVN1ygpmviuUeFihUa4171355bpMOhcpMejtqeEtAe7e9+27fkXWXTrnXTAMRutpRxWKwimP86HtqhLZBJ61E6lSz62TvLpIRiphxxlV1luB663ntgfp9aFwfBGMQ8dtTDKxuHqJXsOVtOIb5dSyhxUsujxrO0TimVQEK+5l6NlJupWNwrm7VgRqYqbTlYxf0UMtjeozDMRF5TGxrZ5nXjqCcrQ1bC8GBS7YppLjaJkq9ze/WlVrr3FGo1gLk5jnT0Yx2NNhrk7dbmK1zfRrn+dyhT45ViTEOmBEmZeGl2kujhlX4nCrdJHYRqifbWP/F5rXq+kxX7UsHOu1I/zwGrmul42e9j3vK6zq4xY27gJRqkgQlfqaev1jIjYaWs9Y5SwRcFUEjBaMJCn6Vi781S9XPjFKPbbfdo6weKl5Dw1x0egOv4rWMUlPwadqruOLMYHTfCuU7LIW0sGZmIjfG7oiw16cLtoy/92y4idtat+P3UPqCsJd+VZ7Wpud6M15Q+fwykFc5Vnx2Q1poMBD5ktmDshgPL27ZG//MKrfmEtG2gte116VHvZl+UPtxhdJtcIngA7H+QKFOFtnCTA3JsOVJv9jcpLLD1h2W8GCbjYlddVTcVdZB++wWd+hCizDpdXKL/ZRCGSK1j/UOTPqa355l4VbfkU7yObAEA0NEDQS7p9bZpJdG2vliVPVhr+dghFViveVkrNfYiswke9rYWYUy8on0z0ctgFtY4h+STltLe1NVT+VrT6DB1Vyl7/Z08zp1xRlxYhziglfp9uskSLU0W0X4hAoP/X/IjOSD+HTPWX1vVMnq17I96WdanrESab3Yg31BaRZckbGWzZhIp1DetVexJEFpfZWfx4u56jCFYYTX1cAaMetEjAOy8KODdNfx2F0zqFBjwpShB5e5pWLG7MeCHtOagVEReQoKSgtmdZNPloRxWmxVS0vgggQ020gKhlBG4owsqL07WtnpRYmkI7ZkJLwH23Sf8oy+N3gIatV9XFzilg+mecJ0Gk4Vl8swIk9utzUPJBKnsEl1KKaOnNdanX51G7uBaW8iMHtd4v6rDdQ8+UM8dCtUC2v5PC5V8WVweVXr0h31KQ3EWgzkuHxdckmID613eArATsRecf3tQFJuAJEexBAmra0t0beD/8TFP3XKiy+5fY13fRt3NbDfvuCQBHwr1SWr1htnr32+KIig0DeekeGaQ2+QNknxbSvIdHIv07Q3nTjpR/jcso+QhluwMykEIBAi0H3KC3nFCAIQgMAKAijUCor4gAAE9hBAofZwxSsEILCCAAq1giI+IACBPQRQqD1c8QoBCKwggEKtoIgPCEBgDwEUag9XvEIAAisIoFArKOIDAhDYQwCF2sMVrxCAwAoCKNQKiviAAAT2EECh9nDFKwQgsIIACrWCIj4gAIE9BFCoPVzxCgEIrCCAQq2giA8IQGAPARRqD1e8QgACKwigUCso4gMCENhDAIXawxWvEIDACgIo1AqK+IAABPYQQKH2cMUrBCCwggAKtYIiPiAAgT0EUKg9XPEKAQisIIBCraCIDwhAYA8BFGoPV7xCAAIrCKBQKyjiAwIQ2EMAhdrDFa8QgMAKAijUCor4gAAE9hBAofZwxSsEILCCwLkK9e3/PyLH6kPNIWh2DYxbrqBd8aFz3DQRbiHwEQmcq1APoLlcHYTDhf6rrgz/SXkXBvCA5WAKCFS6jff39zO55N1VRpgeujG3dqZ2ZeTuzpJasC56yac9qjrvNUQEf/0qHgrP2b46XSS7rtQwhsAOAv+q+x0T9Pq0xUV/29rPtpBV5S+Fanzl5lLVkeohtCUQtuhkV1V5Kicq/VR9olDuamJwAoHjFMqG0tVDGSqQZtH7fEae4stpyIdWk6ybZU+UItczChs9tvUkHjyWEHgkgRMVqpQhIUkthYqctvTuFXrUkidbtiJTZ0GsCoTd74ghyVhjaZ0fXS17ZLUxFwR6CWy8KX97e/v169f379+v7XR9uH7tDa7X/tqN1R/hJ0tVqVnD3VNrUv28lY5x4LqiSj/X2PxB6F3pNk+aOsQy0zKeXrDYQ+AuAht7qJeXl79//+bEfv78+efPn0iewz2UfaxzD31pV+sIXfGyGz3d94mjXNmF2WpVSmoZbdUhN02RYsPmcAIbFUocf56fn19fXyM4qgrlXru09CV1H676GMN7Yy7tq1MLQTH8t46Q5Q2a9lZKqnEIRcIiK4vNvQQ2nvJaZ6tgwuJQk4825eFFuMpnIvGh2hZp/+4oI/IyKtETtfqyVrRlYOKYJs5u1XjK2ZN46aOfwTC4OphB4DEENirUjx8/yhyuQ18wJbGlI6/6yGVQml3f5sQvjAylK+Umz6I1SOhsK+w8UZaY5KpEkdooo7WMcAuuCGYQuIvARoW6bp0ukXp6erpyuy6hfv/+vS/JvFHLTSu6iawOqROJB5OFRg8REiMMZrSvjLYULC1JZS7i26xiGYuRSxwIlhB4GIGN91DzOaT9lnZg+dn4tTok71u9mY2rcXEt7epa7nH0h1JibCw52TLrqlppCOmJ8FBOJ7qw+QXCAwR2E9jYQ02GXrZFtishXtVOZzIYN4Dq5tcHMfc02urCxPN86EtT5G+7esOtTHAOgSUEjuuh9Dkl5WlcuOi+KfU7RgvWclgyjez2qjhqtao2ca31c31qg+oT3YVp+VtSQziBwD4CxylUcN8K9ake3/TBcOyU10t/4DDV0uVSSaun3RybnWxvCthD4BACH0ahDuFFGBCAwCMJnHsP9UgKzAUBCJxJAIU6c12ICgIQ+IcACkUdQAAC5xJAoc5dGyKDAARQKGoAAhA4lwAKde7aEBkEIIBCUQMQgMC5BFCoc9eGyCAAARSKGoAABM4lgEKduzZEBgEIoFDUAAQgcC4BFOrctSEyCEAAhaIGIACBcwmgUOeuDZFBAAIoFDUAAQicSwCFOndtiAwCEEChqAEIQOBcAijUuWtDZBCAAApFDUAAAucSQKHOXRsigwAEUChqAAIQOJfAJ1Go/Fe/BenW83MXhMggAIGCwIl/jar6xzurqyb+cLn+G5zunyPWbgeGUFFLCEB+CcZP5uTcHsr+A+I3LoPuy5Z0alUnSzzfyIqpITBJ4FyFKjen+DyZ84HDW38J/Qo18sfZD8yIkCCwhMC5CpXT04e+8klVyGg9lhQHTiBwO4Fz76Gu3qF1IZW/at1D5ZZEeEj2+WG1PamOFRPlZdNBlrGVs9tXZnYPpb+9nojgq0lVzaoDddilWRmAzSeRqWJvvXI0mSq31o1heq6jLdeojEosWaQkbt+lXzmAjT3U29vbr1+/vn//fhXc9eH6dRh0upOaHN7lIe1tLUz5Sf5WP8n7IV+l6U1b5jJ2xGvJt6AUN+uC3OKTM23lnpPN04kIs2ehHdW8ylmEDLn+s32ZSxDXcCkysJfAxh7q5eXl79+/OaCfP3/++fMnEl/1jV1u8vKFL+qy+raMtBviDd/qIMod2BrSqzgRe82kbBxyrxQ0s/Wx2rLl6Xq/LYn1topV2q2HrrEdueE2UrTYbCKwUaHE6+j5+fn19TWShq1Q5au1dXQSJ5He7qnc/Lpwxwq9ujmr8mprrlDqbKyxZP4lJY3CTUcQQKEiNYzNKgIbT3kixC6ZKHdpuSfF51UUbvQTaaB0eOkI4x5JgmY3ps/UELAJbFSoHz9+lHNfh76BxdA3QQNOPsGQoL4HzT4BEFL4IgQ2KtR163SJ1NPT04XyuoT6/ft3F9Nqg+DuQLetSF1Y+umK5wRjHXY1kaDZCRkRAwRsAhvvoYbRl9phXK9c/lv/1mbfQ+kLmjJU914maKDDa+VSvchvXRiVbvOZV9/r22atm77EQfCp/hr/lwSBy/i1enGWE7H95BV0/ccjHy5gBi4ksLGHmo8yF5PYrqLIrqLU/+o8P3vLQxYavXWFtpbNmtv9uQEHPQTNjOlK3U9s3dhKg5KPVnP726RHEW7aT4rB9d+VC8a3E+iuvwdErMtaT9qycc9uvfttIN9I/GW3EuyhBiJhCAQ+OoEPplD6AHjgAgQVqmoWHHtg1oQEgR0ETlSoHXk+0icq80jazPW5CRx9D/W50ZMdBCDgEqCHchFhAAEI3EaAHuo29EwMAQi4BFAoFxEGEIDAbQRQqNvQMzEEIOASQKFcRBhAAAK3EUChbkPPxBCAgEsAhXIRYQABCNxGAIW6DT0TQwACLgEUykWEAQQgcBsBFOo29EwMAQi4BFAoFxEGEIDAbQRQqNvQMzEEIOASQKFcRBhAAAK3EUChbkPPxBCAgEsAhXIRYQABCNxGAIW6DT0TQwACLgEUykWEAQQgcBsBFOo29EwMAQi4BFAoFxEGEIDAbQRQqNvQMzEEIOASQKFcRBhAAAK3EUChbkPPxBCAgEvgf8LsbQaREcqoAAAAAElFTkSuQmCC)

## 2. java统计字符串中每个字符出现的次数

例如String str = “abcaaaefdabbhg”;   
统计该字符串中每个字符出现的次数，输出：   
a====5   
b====3   
c====1   
d====1   
e====1   
f====1   
g====1   
h====1

public static void count(String str){  
//将字符串转化为字符数组  
char[] chars = str.toCharArray();  
//创建一个HashMap名为hm  
HashMap<Character,Integer> hm = new HashMap();  
  
//定义一个字符串c，循环遍历遍历chars数组  
for(char c : chars){  
//containsKey(c),当c不存在于hm中  
if(!hm.containsKey(c)){  
hm.put(c,1);  
}else{  
//否则获得c的值并且加1  
hm.put(c, hm.get(c)+1);  
}  
  
//或者上面的if和else替换成下面这一行  
/\* hm.put(c,hm.containsKey(c) ? hm.get(c)+1:1);\*/  
}  
  
  
for(Character key: hm.keySet()){  
//hm.keySet()代表所有键的集合,进行格式化输出  
System.out.println(key + "====" + hm.get(key));  
}  
}  
  
public static void main(String[] args) {  
// TODO 自动生成的方法存根  
String str = "abcaaaefdabbhg";  
count(str);  
}  
}

## 3.Java中字符串indexof() 的使用方法

Java中字符串中子串的查找共有四种方法(indexof())

indexOf 方法返回一个整数值，指出 String 对象内子字符串的开始位置。如果没有找到子字符串，则返回-1。

如果 startindex 是负数，则 startindex 被当作零。如果它比最大的字符位置索引还大，则它被当作最大的可能索引。

Java中字符串中子串的查找共有四种方法，如下：

1、int indexOf(String str) ：返回第一次出现的指定子字符串在此字符串中的索引。

2、int indexOf(String str, int startIndex)：从指定的索引处开始，返回第一次出现的指定子字符串在此字符串中的索引。

3、int lastIndexOf(String str) ：返回在此字符串中最右边出现的指定子字符串的索引。

4、int lastIndexOf(String str, int startIndex) ：从指定的索引处开始向后搜索，返回在此字符串中最后一次出现的指定子字符串的索引。

private static void testIndexOf() {

String string = "aaa456ac";

//查找指定字符是在字符串中的下标。在则返回所在字符串下标；不在则返回-1.

System.out.println(string.indexOf("b"));//indexOf(String str)；返回结果：-1，"b"不存在

// 从第四个字符位置开始往后继续查找，包含当前位置

System.out.println(string.indexOf("a",3));//indexOf(String str, int fromIndex)；返回结果：6

//（与之前的差别：上面的参数是 String 类型，下面的参数是 int 类型）参考数据：a-97,b-98,c-99

// 从头开始查找是否存在指定的字符

System.out.println(string.indexOf(99));//indexOf(int ch)；返回结果：7

System.out.println(string.indexOf('c'));//indexOf(int ch)；返回结果：7

//从fromIndex查找ch，这个是字符型变量，不是字符串。字符a对应的数字就是97。

System.out.println(string.indexOf(97,3));//indexOf(int ch, int fromIndex)；返回结果：6

System.out.println(string.indexOf('a',3));//indexOf(int ch, int fromIndex)；返回结果：6

//这个就是灵活运用String类提供的方法，拆分提供的字符串。

//String s = "D:\\Android\\sdk\\add-ons";

//System.out.println(s);

//while (s.lastIndexOf("\\") > 0) {

// s = s.substring(0, s.lastIndexOf("\\"));

// System.out.println(s);

//}

}

## 4.java Random.nextInt()方法的使用

public int nextInt(int n)

该方法的作用是生成一个随机的int值，该值介于[0,n)的区间，也就是0到n之间的随机int值，包含0而不包含n。

import java.util.Random;

import org.junit.Test;

public class RandomDemo {

@Test

public void Demo(){

Random rnd = new Random();

int code = rnd.nextInt(8999) + 1000;

System.out.println("code:"+code);

}

@Test

public void Demo1(){

Random r = new Random();

int nextInt = r.nextInt();

Random r1 = new Random(10);

int nextInt2 = r1.nextInt();

System.out.println("nextInt:"+nextInt);

System.out.println("nextInt2:"+nextInt2);

}

/\*\*

\* 生成[0,1.0)区间的小数

\*

\*/

@Test

public void Demo2(){

Random r = new Random();

double d1 = r.nextDouble();

System.out.println("d1:"+d1);

}

/\*\*

\* 生成[0,5.0)区间的小数

\*

\*/

@Test

public void Demo3(){

Random r = new Random();

double d2 = r.nextDouble()\* 5;

System.out.println("d1:"+d2);

}

/\*\*

\* 生成[1,2.5)区间的小数

\*

\*/

@Test

public void Demo4(){

Random r = new Random();

double d3 = r.nextDouble() \* 1.5 + 1;

System.out.println("d1:"+d3);

}

/\*\*

\* 生成任意整数

\*

\*/

@Test

public void Demo5(){

Random r = new Random();

int n1 = r.nextInt();

System.out.println("d1:"+n1);

}

/\*\*

\* 生成[0,10)区间的整数

\*

\*/

@Test

public void Demo6(){

Random r = new Random();

int n2 = r.nextInt(10);

int n3 = Math.abs(r.nextInt() % 10);

System.out.println("n2:"+n2);

System.out.println("n3:"+n3);

}

/\*\*

\* 生成[0,10]区间的整数

\*

\*/

@Test

public void Demo7(){

Random r = new Random();

int n3 = r.nextInt(11);

int n4 = Math.abs(r.nextInt() % 11);

System.out.println("n3:"+n3);

System.out.println("n4:"+n4);

}

/\*\*

\* 生成[-3,15)区间的整数

\*

\*/

@Test

public void Demo8(){

Random r = new Random();

int n4 = r.nextInt(18) - 3;

int n5 = Math.abs(r.nextInt() % 18) - 3;

System.out.println("n4:"+n4);

System.out.println("n5:"+n5);

}

}

## 5.java中charAt()方法的使用

public charcharAt(int index)

charAt(int index)方法是一个能够用来检索特定索引下的字符的String实例的方法.

charAt()方法返回指定索引位置的char值。索引范围为0~length()-1.

如: str.charAt(0)检索str中的第一个字符,str.charAt(str.length()-1)检索最后一个字符.

public static void main(String[] args) {

String s = "bejing welcome you";

System.out.println(s.charAt(1)); //e

System.out.println(s.charAt(5)); //g

System.out.println(s.charAt(15)); //y

}

## 6.BigDecimal加减乘除运算

使用BigDecimal要用String来够造，要做一个加法运算，需要先将两个浮点数转为String，然后够造成BigDecimal。

在其中一个上调用add方法，传入另一个作为参数，然后把运算的结果（BigDecimal）再转换为浮点数。

public static double add(double v1,double v2)

public static double sub(double v1,double v2)

public static double mul(double v1,double v2)

public static double div(double v1,double v2)

public static double div(double v1,double v2,int scale)

public static double round(double v,int scale)

import java.math.BigDecimal;

/\*\*

\* 由于Java的简单类型不能够精确的对浮点数进行运算，这个工具类提供精

\* 确的浮点数运算，包括加减乘除和四舍五入。

\*/

public class Arith{ //默认除法运算精度

private static final int DEF\_DIV\_SCALE = 10; //这个类不能实例化

private Arith(){

}

/\*\*

\* 提供精确的加法运算。

\* @param v1 被加数

\* @param v2 加数

\* @return 两个参数的和

\*/

public static double add(double v1,double v2){

BigDecimal b1 = new BigDecimal(Double.toString(v1));

BigDecimal b2 = new BigDecimal(Double.toString(v2));

return b1.add(b2).doubleValue();

}

/\*\*

\* 提供精确的减法运算。

\* @param v1 被减数

\* @param v2 减数

\* @return 两个参数的差

\*/

public static double sub(double v1,double v2){

BigDecimal b1 = new BigDecimal(Double.toString(v1));

BigDecimal b2 = new BigDecimal(Double.toString(v2));

return b1.subtract(b2).doubleValue();

}

/\*\*

\* 提供精确的乘法运算。

\* @param v1 被乘数

\* @param v2 乘数

\* @return 两个参数的积

\*/

public static double mul(double v1,double v2){

BigDecimal b1 = new BigDecimal(Double.toString(v1));

BigDecimal b2 = new BigDecimal(Double.toString(v2));

return b1.multiply(b2).doubleValue();

}

/\*\*

\* 提供（相对）精确的除法运算，当发生除不尽的情况时，精确到

\* 小数点以后10位，以后的数字四舍五入。

\* @param v1 被除数

\* @param v2 除数

\* @return 两个参数的商

\*/

public static double div(double v1,double v2){

return div(v1,v2,DEF\_DIV\_SCALE);

}

/\*\*

\* 提供（相对）精确的除法运算。当发生除不尽的情况时，由scale参数指

\* 定精度，以后的数字四舍五入。

\* @param v1 被除数

\* @param v2 除数

\* @param scale 表示表示需要精确到小数点以后几位。

\* @return 两个参数的商

\*/

public static double div(double v1,double v2,int scale){

if(scale<0){

throw new IllegalArgumentException(

"The scale must be a positive integer or zero");

}

BigDecimal b1 = new BigDecimal(Double.toString(v1));

BigDecimal b2 = new BigDecimal(Double.toString(v2));

return b1.divide(b2,scale,BigDecimal.ROUND\_HALF\_UP).doubleValue();

}

/\*\*

\* 提供精确的小数位四舍五入处理。

\* @param v 需要四舍五入的数字

\* @param scale 小数点后保留几位

\* @return 四舍五入后的结果

\*/

public static double round(double v,int scale){

if(scale<0){

throw new IllegalArgumentException("The scale must be a positive integer or zero");

}

BigDecimal b = new BigDecimal(Double.toString(v));

BigDecimal one = new BigDecimal("1");

return b.divide(one,scale,BigDecimal.ROUND\_HALF\_UP).doubleValue();

}

};

## 7.数组转换成List集合

方法一 ：通过add把数组中的数据循环添加到List集合中

方法二 ：采用java中集合自带的asList()方法完成转换

public static void ArrayToList(Object[] obj){  
 System.*out*.println("方法一-----------------------------------------");  
 List<Object> list = new ArrayList<Object>();  
 //String数组转List集合  
 for(Object str : obj){  
 list.add(str);  
 }  
 // 输出List集合  
 for(Object li : list){  
 System.*out*.println(li.toString());  
 }  
  
 System.*out*.println("方法二-----------------------------------------");  
  
 // String数组转List集合  
 List<Object> list1 = Arrays.*asList*(obj);  
 // 输出List集合  
 for(Object li : list1){  
 System.*out*.println(li.toString());  
 }  
}

## 8.List集合转换成数组

方法一 ：把List中的数据循环添加到数组中

方法二 ：采用集合的toArray()方法直接把List集合转换成数组

public static void ListToArray(List<Object> list){  
 System.*out*.println("方法一-----------------------------------------");  
 Object[] strArray = new Object[list.size()];  
 // List转换成数组  
 for(int i=0;i<strArray.length;i++){  
 strArray[i]=list.get(i);  
 }  
  
 // 输出List集合  
 for(Object s : strArray){  
 System.*out*.println(s.toString());  
 }  
  
  
 System.*out*.println("方法二-----------------------------------------");  
 // List转换成数组  
 Object[] str = list.toArray(new Object[list.size()]);  
 // 输出List集合  
 for(Object s:str){  
 System.*out*.println(s.toString());  
 }  
}

不管是数组转换成集合，还是集合转换成数组，都要注意转换类型的一致性，String[]数组转String类型的集合，当需要使用int，double等集合的时候，需要使用对应的对象   
如：数组int[]用Integer[]，double[]用Double[]   
因为List集合是对象的集合，而int、double等不是对象，所以需要用字段的对应对象类

## 9.Map的遍历

### 通过获取所有的key按照key来遍历

public static void getMapvalue1(Map<Object,Object> map){  
 System.*out*.println("Map 遍历方法一:");  
 for(Object o : map.keySet()){  
 System.*out*.println("key:"+o.toString()+" value:"+map.get(o).toString());  
 }  
}

### 通过Map.entrySet使用iterator遍历key和value

public static void getMapValue4(Map<Object,Object> map){  
 System.*out*.println("Map 遍历方法四:");  
 Iterator<Map.Entry<Object, Object>> iterator =map.entrySet().iterator();  
 while (iterator.hasNext()){  
 Map.Entry<Object,Object> entry = iterator.next();  
 System.*out*.println("key:"+entry.getKey().toString()+" value:"+entry.getValue().toString());  
 }  
}

### 通过Map.entrySet遍历key和value

public static void getMapValue2(Map<Object,Object> map){  
 System.*out*.println("Map 遍历方法二:");  
 for(Map.Entry<Object,Object> entry : map.entrySet()){  
 System.*out*.println("key:"+entry.getKey().toString()+" value:"+entry.getValue().toString());  
 }  
}

### 通过Map.values()遍历所有的value，但不能遍历key

public static void getMapValue3(Map<Object,Object> map){  
 System.*out*.println("Map 遍历方法三:");  
 for(Object o : map.values()){  
 System.*out*.println("value:"+o.toString());  
 }  
}

测试方法：

public static void main(String[] args) {  
 Map<Object,Object> map = new HashMap<Object,Object>();  
 for(int i=1;i<=20;i++){  
 map.put(i,"mapValue"+i);  
 }  
 *getMapvalue1*(map);  
 *getMapValue2*(map);  
 *getMapValue3*(map);  
 *getMapValue4*(map);  
}

## 10.生成唯一Token

*/\*\*  
 \* 生成Token  
 \* Token：gBu2bAZ7oC4eKxpVrWtI6A==  
 \** ***@return*** *\*/*public static String makeToken(){ //checkException  
 // 7346734837483 834u938493493849384 43434384  
 String token = (System.*currentTimeMillis*() + new Random().nextInt(999999999)) + "";  
 //数据指纹 128位长 16个字节 md5  
 try {  
 MessageDigest md = MessageDigest.*getInstance*("md5");  
 byte md5[] = md.digest(token.getBytes());  
 //base64编码--任意二进制编码明文字符 adfsdfsdfsf  
 BASE64Encoder encoder = new BASE64Encoder();  
 return encoder.encode(md5);  
 } catch (NoSuchAlgorithmException e) {  
 throw new RuntimeException(e);  
 }  
}  
  
public static void main(String[] args) {  
 String s = *makeToken*();  
 System.*out*.println(s);//wkra+s2rBtLDRAhTgBuP4w==  
}

## 11.Selenium等待页面元素出现

import org.openqa.selenium.support.ui.WebDriverWait;

WebDriverWait wait;

*/\*\*  
 \*  
 \* 等待输入框enable  
 \*  
 \** ***@param*** *webElement  
 \*/*public void waitElementClickable(WebElement webElement) {  
 long startTime = System.*currentTimeMillis*();  
 wait.until(ExpectedConditions.*elementToBeClickable*(webElement));  
 long endTime = System.*currentTimeMillis*();  
 float seconds = (endTime - startTime) / 1000F;  
  
 log.info("等待时间："+ Float.*toString*(seconds) + " seconds.");  
}  
  
*/\*\*  
 \* 等待页面元素出现  
 \*  
 \** ***@param*** *xpath  
 \*/*public void waitWebElementDisplay(String xpath) {  
  
 long startTime = System.*currentTimeMillis*();  
 wait.until(ExpectedConditions.*presenceOfElementLocated*(By.*xpath*(xpath)));  
 long endTime = System.*currentTimeMillis*();  
 float seconds = (endTime - startTime) / 1000F;  
  
 log.info("等待时间："+ Float.*toString*(seconds) + " seconds.");}  
  
*/\*\*  
 \* 等待搜索结果出现  
 \*  
 \** ***@param*** *searchCondition  
 \*/*public void waitSearchResult(String searchCondition) {  
 String xpath = "//\*[text() = '" + searchCondition + "']";  
 wait.until(ExpectedConditions.*presenceOfElementLocated*(By.*xpath*(xpath)));  
 sleep();  
}  
  
*/\*\*  
 \* 等待元素不可见  
 \*  
 \** ***@param*** *xpath  
 \*/*public void waitElementInvisible(String xpath){  
  
 long startTime = System.*currentTimeMillis*();  
 wait.until(ExpectedConditions.*invisibilityOfElementLocated*(By.*xpath*(xpath)));  
 long endTime = System.*currentTimeMillis*();  
 float seconds = (endTime - startTime) / 1000F;  
  
 log.info("等待消失时间："+ Float.*toString*(seconds) + " seconds.");  
}

## 12.javaWeb工程，使用Jsp+servlet 实现删除表中指定行数据

1、在JSP页面的<a>标签中将href指向对删除业务进行操作的doDeleteServlet，并传递需要删除的行的id

<a href="doDeleteServlet?id=当前行数据的id">删除</a>

<form>  
<table width="95%" border="1" cellpadding="2" cellspacing="1" style="table-layout:fixed;">  
 <caption>用户信息</caption>  
 <tr>  
 <td width="80px" align="center" nowrap>用&nbsp;户&nbsp;id&nbsp;</td>  
 <td width="150px" nowrap>地&nbsp;&nbsp;&nbsp;&nbsp;&nbsp;&nbsp;&nbsp;&nbsp;址</td>  
 <td width="180px" nowrap>&nbsp;email&nbsp;</td>  
 <td width="100px" nowrap>用&nbsp;户&nbsp;名</td>  
 <td width="100px" nowrap>用&nbsp;户&nbsp;密&nbsp;码</td>  
 <td width="100px" nowrap>手&nbsp;机&nbsp;号&nbsp;码</td>  
 <td width="100px" align="center" nowrap>用&nbsp;户&nbsp;类&nbsp;型</td>  
 <td width="80px" align="center" nowrap>操&nbsp;&nbsp;&nbsp;作</td>  
 </tr>  
 <**c:forEach** items="**${**userList**}**" var="users" step="1" varStatus="xh">  
 <tr>  
 <td >**${**users.userId**}**</td>  
 <td>**${**users.address**}**</td>  
 <td>**${**users.email**}**</td>  
 <td>**${**users.userName**}**</td>  
 <td>**${**users.passWd**}**</td>  
 <td>**${**users.phone**}**</td>  
 <td>**${**users.type**}**</td>  
 <td><a href="**<%=**request.getContextPath()**%>**/UserDeleteServlet?id=**${**users.userId**}**">删 除</a></td>  
 </tr>  
 </**c:forEach**>  
  
</table>  
</form>

2、在doDeleteServlet的doGet()方法中，调用dao中的删除方法

3、删除后，调用“取列表的”servlet，该servlet调用dao中的查询方法， 最终转到就最开始的jsp页面

@WebServlet("/UserDeleteServlet")  
public class UserDeleteServlet extends HttpServlet {  
 protected void doGet(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {  
 try {  
 System.*out*.println(request.getParameter("id")+"-----------------");  
 int result = UsersDao.*delete*(request.getParameter("id"));  
 if(result>0){  
 System.*out*.println(result+"-----------操作成功");  
 }else{  
 System.*out*.println("操作失败");  
 }  
 } catch (SQLException e) {  
 e.printStackTrace();  
 }  
 doPost(request,response);  
 }  
  
 protected void doPost(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {  
 String page = null;  
 try {  
 request.setAttribute("userList", UsersDao.*getAllUsers*());  
 } catch (SQLException e) {  
 e.printStackTrace();  
 }  
 page = "/user/usersForeach.jsp";  
 getServletContext().getRequestDispatcher(page).forward(request,response);  
 }  
}

## 13.多线程并发解决方案（原子变量的使用）

下面是一个没有控制并发的计数器：

1. **public** **class** Counter **implements** Runnable {
2. **private** **static** **int** count;
4. **public** **void** run() {
5. System.out.println(Thread.currentThread().getName()
6. + ":" + (++count));
7. }
9. **public** **static** **void** main(String[] args){
10. Counter counter = **new** Counter();
11. Thread t1 = **new** Thread(counter);
12. Thread t2 = **new** Thread(counter);
13. Thread t3 = **new** Thread(counter);
14. Thread t4 = **new** Thread(counter);
15. t1.start();
16. t2.start();
17. t3.start();
18. t4.start();
19. }
20. }

每次执行输出的结果不一样，如：

1. Thread-1:2
2. Thread-0:1
3. Thread-2:3
4. Thread-3:3

从Java内存模型的角度来看，简单的counter++的执行过程其实分为如下三步：

第一步，从主内存中加载counter的值到线程工作内存

第二步，执行加1运算

第三步，把第二步的执行结果从工作内存写入到主内存

为了预防并发情况的产生，可以使用原子变量java.util.concurrent.atomic包下的类

1. **public** **class** Counter **implements** Runnable {
2. **private** **final** AtomicInteger count = **new** AtomicInteger(0);
4. **public** **void** run() {
5. System.out.println(Thread.currentThread().getName()
6. + ":" + count.incrementAndGet());
7. }
9. **public** **static** **void** main(String[] args){
10. Counter counter = **new** Counter();
11. Thread t1 = **new** Thread(counter);
12. Thread t2 = **new** Thread(counter);
13. Thread t3 = **new** Thread(counter);
14. Thread t4 = **new** Thread(counter);
15. t1.start();
16. t2.start();
17. t3.start();
18. t4.start();
19. }
20. }

其中自增自减方法说明：

incrementAndGet(),返回新值（即加1后的值）

getAndIncrement(),返回旧值（即加1前的原始值）

decrementAndGet(),返回新值（即减1后的值）

getAndDecrement(),返回旧值（即减1前的原始值）

## 14.Java 中的悲观锁和乐观锁的实现

### 锁（locking）

业务逻辑的实现过程中，往往需要保证数据访问的排他性。如在金融系统的日终结算

处理中，我们希望针对某个cut-off时间点的数据进行处理，而不希望在结算进行过程中

（可能是几秒种，也可能是几个小时），数据再发生变化。此时，我们就需要通过一些机

制来保证这些数据在某个操作过程中不会被外界修改，这样的机制，在这里，也就是所谓

的“锁”，即给我们选定的目标数据上锁，使其无法被其他程序修改。

### 悲观锁（Pessimistic Locking）

悲观锁，正如其名，它指的是对数据被外界（包括本系统当前的其他事务，以及来自

外部系统的事务处理）修改持保守态度，因此，在整个数据处理过程中，将数据处于锁定

状态。悲观锁的实现，往往依靠数据库提供的锁机制（也只有数据库层提供的锁机制才能

真正保证数据访问的排他性，否则，即使在本系统中实现了加锁机制，也无法保证外部系

统不会修改数据）。

一个典型的倚赖数据库的悲观锁调用：

select \* from account where name=”Erica” for update

这条sql 语句锁定了account 表中所有符合检索条件（name=”Erica”）的记录。

本次事务提交之前（事务提交时会释放事务过程中的锁），外界无法修改这些记录。

### 乐观锁（Optimistic Locking）

相对悲观锁而言，乐观锁机制采取了更加宽松的加锁机制。悲观锁大多数情况下依

靠数据库的锁机制实现，以保证操作最大程度的独占性。但随之而来的就是数据库

性能的大量开销，特别是对长事务而言，这样的开销往往无法承受。

乐观锁机制在一定程度上解决了这个问题。乐观锁，大多是基于数据版本

（Version）记录机制实现。何谓数据版本？即为数据增加一个版本标识，在基于

数据库表的版本解决方案中，一般是通过为数据库表增加一个“version”字段来

实现。

读取出数据时，将此版本号一同读出，之后更新时，对此版本号加一。此时，将提

交数据的版本数据与数据库表对应记录的当前版本信息进行比对，如果提交的数据

版本号大于数据库表当前版本号，则予以更新，否则认为是过期数据。

对于上面修改用户帐户信息的例子而言，假设数据库中帐户信息表中有一个

version字段，当前值为1；而当前帐户余额字段（balance）为$100。

1 操作员A 此时将其读出（version=1），并从其帐户余额中扣除$50

（$100-$50）。

2 在操作员A操作的过程中，操作员B也读入此用户信息（version=1），并

从其帐户余额中扣除$20（$100-$20）。

3 操作员A完成了修改工作，将数据版本号加一（version=2），连同帐户扣

除后余额（balance=$50），提交至数据库更新，此时由于提交数据版本大

于数据库记录当前版本，数据被更新，数据库记录version更新为2。

4 操作员B完成了操作，也将版本号加一（version=2）试图向数据库提交数

据（balance=$80），但此时比对数据库记录版本时发现，操作员B提交的

数据版本号为2，数据库记录当前版本也为2，不满足“提交版本必须大于记

录当前版本才能执行更新“的乐观锁策略，因此，操作员B 的提交被驳回。

这样，就避免了操作员B 用基于version=1 的旧数据修改的结果覆盖操作

员A的操作结果的可能。

**悲观锁:**一段执行逻辑加上悲观锁,不同线程同时执行时,只能有一个线程执行,其他的线程在入口处等待,直到锁被释放.

**乐观锁:**一段执行逻辑加上乐观锁,不同线程同时执行时,可以同时进入执行,在最后更新数据的时候要检查这些数据是否被其他线程修改了(版本和执行初是否相同),没有修改则进行更新,否则放弃本次操作.

从解释上可以看出,悲观锁具有很强的独占性,也是最安全的.而乐观锁很开放,效率高,安全性比悲观锁低,因为在乐观锁检查数据版本一致性时也可能被其他线程修改数据.从下面的例子中可以看出来这里说的安全差别.

上面提到的乐观锁的概念中其实已经阐述了它的具体实现细节：主要就是两个步骤：**冲突检测和数据更新。**其实现方式有一种比较典型的就是 Compare and Swap ( CAS )。

CAS是乐观锁技术，当多个线程尝试使用CAS同时更新同一个变量时，只有其中一个线程能更新变量的值，而其它线程都失败，失败的线程并不会被挂起，而是被告知这次竞争中失败，并可以再次尝试。

　　　　CAS 操作中包含三个操作数 —— 需要读写的内存位置（V）、进行比较的预期原值（A）和拟写入的新值(B)。如果内存位置V的值与预期原值A相匹配，那么处理器会自动将该位置值更新为新值B。否则处理器不做任何操作。无论哪种情况，它都会在 CAS 指令之前返回该位置的值。（在 CAS 的一些特殊情况下将仅返回 CAS 是否成功，而不提取当前值。）CAS 有效地说明了“ 我认为位置 V 应该包含值 A；如果包含该值，则将 B 放到这个位置；否则，不要更改该位置，只告诉我这个位置现在的值即可。 ”这其实和乐观锁的冲突检查+数据更新的原理是一样的。

　JAVA对CAS的支持：

　　　　在JDK1.5 中新增 java.util.concurrent (J.U.C)就是建立在CAS之上的。相对于对于 synchronized 这种阻塞算法，CAS是非阻塞算法的一种常见实现。所以J.U.C在性能上有了很大的提升。

　　　　以 java.util.concurrent 中的 AtomicInteger 为例，看一下在不使用锁的情况下是如何保证线程安全的。主要理解 getAndIncrement 方法，该方法的作用相当于 ++i 操作。

![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)

1 public class AtomicInteger extends Number implements java.io.Serializable {

2 private volatile int value;

3

4 public final int get() {

5 return value;

6 }

7

8 public final int getAndIncrement() {

9 for (;;) {

10 int current = get();

11 int next = current + 1;

12 if (compareAndSet(current, next))

13 return current;

14 }

15 }

16

17 public final boolean compareAndSet(int expect, int update) {

18 return unsafe.compareAndSwapInt(this, valueOffset, expect, update);

19 }

20 }

![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)

　　　　在没有锁的机制下,字段value要借助volatile原语，保证线程间的数据是可见性。这样在获取变量的值的时候才能直接读取。然后来看看 ++i 是怎么做到的。

　　　  getAndIncrement 采用了CAS操作，每次从内存中读取数据然后将此数据和 +1 后的结果进行CAS操作，如果成功就返回结果，否则重试直到成功为止。

　　　  而 compareAndSet 利用JNI（Java Native Interface）来完成CPU指令的操作：

1 public final boolean compareAndSet(int expect, int update) {

2 return unsafe.compareAndSwapInt(this, valueOffset, expect, update);

3 }

　　　　其中unsafe.compareAndSwapInt(this, valueOffset, expect, update);类似如下逻辑：

1 if (this == expect) {

2 this = update

3 return true;

4 } else {

5 return false;

6 }

　　　　那么比较this == expect，替换this = update，compareAndSwapInt实现这两个步骤的原子性呢？ 参考CAS的原理

　　CAS原理：

　　　　CAS通过调用JNI的代码实现的。而compareAndSwapInt就是借助C来调用CPU底层指令实现的。