# 《C++程序设计基础》（第4版）（上）

# 习题与解答

## 第1章 基本数据与表达式

#### 1.1 选择题

1．一个最简单的C++程序，可以只有一个（ C ）。

（A）库函数 （B）自定义函数 （C）main函数 （D）空函数

2．用C++语言编写的源程序要成为目标程序必须要经过（ D ）。

（A）解释 （B）汇编 （C）编辑 （D）编译

3．C++程序中的简单语句必须以（ B ）结束。

（A）冒号 （B）分号 （C）空格 （D）花括号

4．假设有说明 int a=0; double x=5.16;，则在以下语句中，（ C ）属于编译错误。

（A）x=a/x; （B）x=x/a; （C）a=a%x; （D）x=x\*a;

5．执行C++程序时出现的“溢出”错误属于（ C ）错误。

（A）编译 （B）连接 （C）运行 （D）逻辑

6．在下列选项中，全部都是C++关键字的选项为（ C ）。

（A）while IF Static （B）break char go

（C）sizeof case extern （D）switch float integer

7．按C++标识符的语法规定，合法的标识符是（ A ）。

（A）\_abc （B）new （C）π （D）"age"

8．在C++语句中，两个标识符之间（ A ）不能作为C++的分隔符。

（A）数字 （B）; （C）: （D）+

9．下列正确的八进制整型常量表示是（ B ）。

（A）0a0 （B）015 （C）080 （D）0x10

10．下列错误的十六进制整型常量表示是（ C ）。

（A）0x11 （B）0xaf （C）0xg （D）0x1f

11．在下列选项中，全部都合法的浮点型数据的选项为（ B ）。

（A）−1e3.5 15. 2e−4 （B）12.34 −1e+5 0.1E−12

（C）0.2e−2 −12345. e−5 （D）5.0e（1+4） 0.1 8e+2

12．在下列选项中，正确的字符常量为（ D ）。

（A）"a" （B）'name' （C）a （D）'\101'

13．在下列选项中，（ D ）不能交换变量a和b的值。

（A）t=b; b=a; a=t; （B）a=a+b; b=a-b; a=a–b;

（C）t=a; a=b; b=t; （D）a=b; b=a;

14．关于下列语句，叙述错误的是（ A ）。

int i=10， \*p=&i;

（A）p的值为10 （B）p指向整型变量i

（C）\*p表示变量i的值 （D）p的值是变量i的地址

15．有以下变量说明，下面不正确的赋值语句是（ B ）。

int a=5, b=10, c; int \*p1 = &a, \*p2 = &b;

（A）\*p2 = b; （B）p1 = a;

（C）p2 = p1; （D）c = \*p1 \*(\*p2);

16．有以下变量说明，下面正确的语句是（ B ）。

int a=10, b; int &pa=a, &pb=b;

（A）&pb = a; （B）pb = pa; （C）pb = &pa; （D）\*pb = \*pa;

17．执行下面语句序列后，a和b的值分别为（ B ）。

int a=5, b=3, t;

int &ra=a;

int &rb=b;

t=ra; ra=rb; rb=t;

（A）3和3 （B）3和5 （C）5和3 （D）5和5

18．在下列运算符中，（ D ）优先级最高。

（A）<= （B）\*= （C）+ （D）\*

19．在下列运算符中，（ D ）优先级最低。

（A）! （B）&& （C）!= （D）? :

20．已知int i=1, j=2;，则表达式 i+++j 的值为（ C ）。

（A）1 （B）2 （C）3 （D）4

21．已知int i=1, j=2;，则表达式 ++i+j 的值为（ D ）。

（A）1 （B）2 （C）3 （D）4

22．在下列表达式选项中，（ C ）是正确。

（A）++(a++) （B）a++b （C）a+++b （D）a++++b

23．已知 int i=0, j=1, k=2;，则逻辑表达式 ++i||− −j&&++k 的值为（ B ）。

（A）0 （B）1 （C）2 （D）3

24．执行下列语句后，x的值是（ D ），y的值是（ ）。

int x, y;

x=y=1; ++x || ++y;

（A）不确定 （B）0 （C）1 （D）2

25．设x为整型变量，不能正确表达数学关系 1＜x＜5 的C++逻辑表达式是（ A ）。

（A）1< x <5 （B）x==2||x==3||x==4

（C）1<x && x<5 （D）! （x<=1）&&! （x>=5）

26．已知 int x=5;，执行下列语句后，x的值为（ C ）。

x+=x-=x\*x;

（A）25 （B）40 （C）–40 （D）20

27．设 int a=1, b=2, c=3, d=4;，则以下条件表达式的值为（ A ）。

a<b?a:c<d?c:d

（A）1 （B）2 （C）3 （D）4

28．以下逗号表达式的值为（ D ）。

(x=4\*5, x\*5), x+25

（A）25 （B）20 （C）100 （D）45

#### 1.2 根据下列数学表达式写出C++算术表达式
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【解答】

1. 1/(1 + 1/(1 + 1/(x + y)))

2. x \* ( x \* ( x \* ( a \* x + b ) + c ) + d ) + e

3. log( 1 + pow( fabs( ( a + b )/( a – b ) )，10)

4. sqrt( 1 + 3.14159/2 \* cos( 48 \* 3.14159/180 ) )

5. 1/tan( ( 1 - x\*x )/( 1 + x\*x))

或者 cos( ( 1 - x\*x )/( 1 + x\*x ) )/sin( ( 1 - x\*x )/( 1 + x\*x ) )

6. log10( a \* a + a \* b + b \* b )

#### 1.3 用逻辑表达式表示下列条件

1．*i* 被*j*整除 2．*n*是小于正整数*k*的偶数

3．1≤*x*＜10 4．*x*、*y*其中有一个小于*z*
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6．坐标点（*x*, *y*）落在以（10, 20）为圆心，以35为半径的圆内

7．三条边*a*，*b*和*c*构成三角形

8．年份Year能被4整除，但不能被100整除，或者能被400整除

【解答】

1. i%j == 0 2.（n<k）&&（n%2 == 0）

3. 1<=x && x<10 4. x<z||y<z

5. !( y>=-100 && y<=-10 ) && !( y>=10 && y<=100 )

6. sqrt(pow((x-10),2) + pow((y-20),2))< 35

7. a+b>c && b+c>a && c+a>b

8. (year%4 == 0) && (year%100!=0)||(year%400==0)

#### 1.4 阅读下列程序，写出运行结果

1．

#include <iostream>

using namespace std;

int main()

{

int a = 1, b = 2;

bool x, y;

cout << (a++)+(++b) << endl;

cout << a % b << endl;

x = !a>b;

y = a-- && b;

cout << x << endl;

cout << y << endl;

}

【解答】

4

2

0

1

2．

#include <iostream>

using namespace std;

int main()

{

int x,y,z,f;

x = y = z = 1;

f = --x || y-- && z++;

cout << "x = " << x << endl;

cout << "y = " << y << endl;

cout << "z = " << z << endl;

cout << "f = " << f << endl;

}

【解答】

x=0

y=0

z=2

f=1

3．

#include <iostream>

#include<iomanip>

using namespace std;

int main()

{

int a=123;

int &ra=a;

int \*pa=&a;

cout<<setw(5)<<dec<<a<<setw(5)<<oct<<ra<<setw(5)<<hex<<\*pa<<endl;

}

【解答】

123 173 7b

#### 1.5 思考题

1．什么是数据类型？变量的类型定义有什么作用？

【解答】

数据“类型”是对数据的抽象。类型相同的数据有相同的表示形式、存储格式以及相关的操作。定义一个变量时，计算机根据变量的类型分配存储空间，并以该类型解释存放的数据。

2．普通数据类型变量和指针类型变量的定义、存储和使用方式有何区别？请编写一个程序验证之。

【解答】

|  |  |  |  |
| --- | --- | --- | --- |
| **变量类型** | **定义** | **存储** | **使用方式** |
| 数据 | 类型 标识符 | 数据值 | 通过名访问即直接访问对变量内容操作 |
| 指针 | 类型 \* 标识符 | 地址值 | 通过指针变量的地址值间址访问对象 |

验证程序：

#include<iostream>

using namespace std;

int main()

{ int a,b,c;

cout<<"a,b,c= ";

cin>>a>>b>>c; //对普通数据类型变量赋值

int \*pa=&a,\*pb=&b,\*pc=&c; //用变量地址值初始化指针变量

cout<<"a,b,c= "<<a<<", "<<b<<", "<<c<<endl; /名访问，输出a,b,c的值

cout<<"pa,pb,pc= "<<pa<<", "<<pb<<", "<<pc<<endl; //输出指针变量的地址值

//间址访问，输出pa,pb,pc指向的变量的赋值

cout<<"\*pa,\*pb,\*pc= "<<\*pa<<", "<<\*pb<<", "<<\*pc<<endl;

}

3．什么是数据对象的引用？对象的引用和对象的指针有什么区别？请用一个验证程序说明之。

【解答】

引用是为数据对象定义别名。引用与指针有以下几点区别：

（1）引用名不是内存变量，而指针变量要开辟内存空间。

（2）引用名需要在变量定义与变量名绑定，并且不能重定义；指针变量可以在程序中赋给不同的地址值，改变指向。

（3）程序中用变量名和引用名访问对象的形式和效果一样；指针变量通过间址访问对象。

验证程序：

#include<iostream>

using namespace std;

int main ()

{ int a;

cout<<"a=";

cin>>a;

int ra=a;

int \*pa=&a;

cout<<"a的值："<<a<<endl;

cout<<"a的地址："<<&a<<endl;

cout<<"ra的值："<<ra<<endl;

cout<<"ra的地址："<<&ra<<endl;

cout<<"pa所指向的变量的值："<<\*pa<<endl;

cout<<"pa的地址："<<pa<<endl;

}

4．数据对象在C++中有几种不同的访问方式？请编写一个程序验证之。

【解答】

数据对象在C++中的访问方式有：名访问，引用（别名）访问，间址访问。

验证程序：

#include<iostream>

using namespace std;

int main()

{ int a;

cout<<"a=";

cin>>a;

a=a+5; //名访问

cout<<&a<<endl; //输出变量地址

cout<<\*(&a)<<endl; //地址访问，输出变量值

int \*pa=&a; //说明指针变量，指向变量a

cout<<\*pa<<endl; //间址访问，输出变量值

int &ra=a; //ra是a的引用

cout<<ra<<endl; //引用访问，输出变量a的值

}

5．为了约束对数据对象的值进行只读操作，C++采用什么方式？请进行简要归纳。

【解答】

约束数据对象只读形式如下：

|  |  |
| --- | --- |
| **约束对象** | **说明形式** |
| 标识常量 | const 类型 常量标识符=常量表达式; |
| 指针常量 | 类型 \* const 指针; |
| 指向常量的指针 | const 类型 \* 指针; 或者 类型 const \* 指针; |
| 指向常量的指针常量 | const 类型 \* const 指针; 或者 类型 const \* const 指针; |
| 常引用 | const 类型 & 引用名 = 对象名; |

6．什么是表达式？表达式值的类型由什么因素决定？使用不同运算符连接以下3个变量，请写出5个以上获得值为true的表达式。

int a=1, b=2; double x=0.5;

【解答】

表达式是由数据和运算符，按求值规则，表达一个值的式子。

表达式值的类型的决定因素为操作数的类型。

（1）如果运算符左右操作数类型相同，运算结果也是相同类型。

（2）如果运算符左右操作数类型不同，首先把类型较低（存储要求，示数能力较低）的数据转换成类型较高的数据，然后运算。

（3）赋值表达式的类型由被赋值变量的类型决定。当把一个表达式的值赋给一个变量时，系统首先强制把运算值转换成变量的类型，然后执行写操作。

6个值等于true的表达式：

（1）b>a && a>x （2）(a+b)!=x （3）a||(b+x)

（4）a==(b\*x) （5）a-b<x （6）(a/x==b)

7．阅读以下程序，分析下面语句序列中每一个字符“\*”和“&”的含义，并写出输出结果。

#include <iostream>

using namespace std;

int main()

{

int a=10, b=20;

int \*p = &a, \*q = &b;

\*p = \*p \* \*q;

int & ra = a;

ra=a;

int \* & rt = q;

\*rt = 30;

cout<<"a="<<a<<"\nb="<<b<<"\n\*p="<<\*p<<"\n\*q="<<\*q

<<"\nra="<<ra<<"\n\*rt="<<\*rt<<endl;

}

【解答】

字符“\*”和“&”的意义见程序中添加的注释。

#include <iostream>

using namespace std;

int main()

{

int a=10, b=20;

int \*p = &a, \*q = &b; //“\*”是指针类型说明符，“&”是取址运算符

\*p = \*p \* \*q; //第1、2、4个“\*”是间址访问符，第3个“\*”算术乘运算符

int & ra = a; //“&”是引用说明符

ra=a;

int \* & rt = q; //“\*”是指针类型说明符，“&”是引用说明符

\*rt = 30; //“\*”是间址访问符

//输出语句中的“\*”是间址访问符

cout<<"a="<<a<<"\nb="<<b<<"\n\*p="<<\*p<<"\n\*q="<<\*q

<<"\nra="<<ra<<"\n\*rt="<<\*rt<<endl;

}

程序输出结果为：

a=200

b=30

\*p=200

\*q=30

ra=200

\*rt=30

#### 1.6 编程题

1．输入一个3位整数，将它反向输出。

【解答】

#include <iostream>

using namespace std;

int main()

{

int x,i,j,k;

cout << "please input x:";

cin >> x;

i = x/100;

j = x/10 %10;

k = x%10;

cout << k << j << i << endl;

}

2．输入平面上某点横坐标*x*和纵坐标*y*，若该点位于图1.11所示的方块区域内，则输出1；否则，输出0。

【解答】

![1A11](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAwMAAALyCAAAAACj8Ff3AAAABGdBTUEAALGOfPtRkwAAAAlwSFlzAABcRgAAXEYBFJRDQQAAABx0RVh0RGF0YVRpbWUAMjAwOTowOTowMyAwOTo0NTozMd+3lVsAAAAjdEVYdFNvZnR3YXJlAEFkb2JlIFBob3Rvc2hvcCBDUyBXaW5kb3dzIT+EHwAAAAd0RVh0QXV0aG9yAKmuzEgAABxKSURBVHhe7d2/imzZeYbxbg8MOBoY0AVMahiQcTogMBgMNgM2CBwqU+hIgUJHMhhfgMBgMxcwoMAw0cDAhA4Mg3UBjgSCiRwJD0fdp/pPdXXVOVV7r+9b7+7+neQgTdX63v28+6m9V3V1nes3V/7MIPDn//T5jLFmPifwJ6BMIfD9d19PmWsoB1LOgW9/+CYlyqvP4Tow5xT4+uq77+dMNvWQAAfmnBPfXP3w7ZzJpnIg4hz4/rurKxuCiCqurlwHphTx7Q9XVzYEU9DbE4dgv70G2BCElOE6MKWI22uADcEU9K4DGdhvtwM2BBld2A/M6eF2O2BDMIe960AG991bQjYEGW3YD8zoYfeWkA3BDPauAxHUd9sBG4KIMuwHptSw2w7YEEyB7zoQgf3+J8Q2BBF12A9MqOH+J8Q2BBPguw4kQL/fDtgQJLRhPzCjhfvtgA3BDPquAwnUHz8wakOQ0If9QH8Ljx8YtSHop+86EMD8cTtgQxBQh/3AhBIetwMcmIDfdSAA+v7vj/3WLxXPb8R+oL2D/d8fsyFox+86MB/5/nbAzdD8PuwH+jvY3w5woJ+/68B85k+/TsKGYH4j9gPdHTz9Ogkbgm7+rgPTiT/dDrgZml6I/UB7BU+3AxxoL8B1YDryw2+XsyGYXon9QHMFh98uZ0PQXIDrwGzgh9sBN0OzG7Ef6G7gcDvAge4GXAdmE3/+ZdM2BLM7sR/obWC3HfjR3lAbgt4GXAcm895tBz78chdj96/y+XcIJpfiOtBawG478OvPdkO/+JQDrfiPD+NAawlvX/N/8bO7mR/95vamyIagtQL3QpNx324HPv/VQ4hPvvzQ145OrsR7o70F3G4HPv3ig8ehn/3ahqC3giPT3At1VnCzHfjRbz7an/izX9gUdzZwbBYHOhv4+uYtoU+eDvzV5zYEnRW4Dkym/c3DW0IPQT744lM/IZhbi+tAI//vv3t4S+hx6s2bQ35C0FiC94Wmwv72bx7fEnoM8smX/sX6qbW4DjTi//3+W0J7bw79o28Zamzh2ajrNzOnv7LZPzy8K3r99sgf2P/h5scE/swiwIEp5A8cmJLB0DsC7oWcCq+dAAde+xng+DngHHjtBDjw2s8Ax88B58BrJ+B9oaozYPfWz+P7n0/meF+oCvuCdTmwANoZT7kz4JQGHDiDYddD3AuVkN5X4OrJ/ygZZ9E1BDiwht6p5x6c9SSogDxsTfdCw1A+LnR7zu8+B3F/9h9+IsW9UAH2pUu6Diwld/p5Nyf4m7uT/v5vV4LxmIetyIFhKPcW2nvZ95nECsBD1+TAUJy7xY6c9y4EBZwHLcmBQSCf7gaOXxOGj7LgCAIcGEHx6Rpuf8YzrVyRA8PpHipAieGIxy7IgbE8rbY9AhzYXmcSjyXAgbE8rbY9Ahzo6cymoIfzkikcWELNc14SAQ68pDYdyxICHFhC7aLnPH6C7qKneXAXAQ50kTYnlQAHOpqxI+6gvHQGB5aSO/d5Pi13LqlZj+NAA3mXgQbIy0dwYDm7s555+ws1Zz3Qg2YR4EAteQrU8h2xOgdGULTGlglwoLQ9l4FSvGMW58AYjsdXoUAl3VFrc2AUySPrUKAQ7rilOTCO5eFKFKhjO3JlDoykebiWd0Ur6Y5amwOjSD5b59oPBsrYDl2YA0Nx7i1GgSqyo9flwGiid+tRoAjs+GU5MJ7p7YrPFfDZuRrS61flwHqGR98VffZN0/bHJaQHLMqBARDfvx2+dhWo4DxmTf/+wBiOT1Y5esI/uQ749wcKsC9d0nVgKbnTz3u/AuNnWnE5AQ4sZ3fimW57hiOtXZADo/lSYDTR6vXsB6oJH13ffmAK9uNDXQeCyhBlCgEOTMFuaBABDgSVIcoUAhyYgt3QIAIcCCpDlCkEODAFu6FBBDgQVIYoUwhwYAp2Q4MIcCCoDFGmEODAFOyGBhHgQFAZokwhwIEp2A0NIsCBoDJEmUKAA1OwGxpEgANBZYgyhQAHpmA3NIhAw+/Q+MWqoL6Do0z78hnXgeCzQrQWAhxowWxIMAEOBJcjWgsBDrRgNiSYQNueeNqOJxK+75XYr2UyDdeBSEeEaiTAgUbYRkUS4EBkLUI1EuBAI2yjIglwILIWoRoJcKARtlGRBDgQWYtQjQQ40AjbqEgCHIisRahGAhxohG1UJAEORNYiVCMBDjTCNiqSAAciaxGqkQAHGmEbFUmAA5G1CNVIgAONsI2KJMCByFqEaiTAgUbYRkUS4EBkLUI1EuBAI2yjIglwILIWoRoJcKARtlGRBDgQWYtQjQQ40AjbqEgCHIisRahGAhxohG1UJAEORNYiVCMBDjTCNiqSAAciaxGqkQAHGmEbFUmAA5G1CNVIgAONsI2KJMCByFqEaiTAgUbYRkUS4EBkLUI1EuBAI2yjIglwILIWoRoJcKARtlGRBDgQWYtQjQQ40AjbqEgCHIisRahGAhxohG1UJAEORNYiVCMBDjTCNiqSAAciaxGqkQAHGmEbFUmAA5G1CNVIgAONsI2KJMCByFqEaiTAgUbYRkUS4EBkLUI1EuBAI2yjIglwILIWoRoJcKARtlGRBDgQWYtQjQQ40AjbqEgCHIisRahGAhxohG1UJAEORNYiVCMBDjTCNiqSAAciaxGqkQAHGmEbFUmAA5G1CNVIgAONsI2KJMCByFqEaiTAgUbYRkUS4EBkLUI1EuBAI2yjIglwILIWoRoJcKARtlGRBDgQWYtQjQQ40AjbqEgCHIisRahGAhxohG1UJAEORNYiVCMBDjTCNiqSAAciaxGqkQAHGmEbFUmAA5G1CNVIgAONsI2KJMCByFqEaiTAgUbYRkUS4EBkLUI1EuBAI2yjIglwILIWoRoJcKARtlGRBDgQWYtQjQQ40AjbqEgCHIisRahGAhxohG1UJAEORNYiVCMBDjTCNiqSAAciaxGqkQAHGmEbFUmAA5G1CNVIgAONsI2KJMCByFqEaiTAgUbYRkUS4EBkLUI1EuBAI2yjIglwILIWoRoJcKARtlGRBDgQWYtQjQQ40AjbqEgCHIisRahGAhxohG1UJAEORNYiVCMBDjTCNiqSAAciaxGqkQAHGmEbFUmAA5G1CNVIgAONsI2KJMCByFqEaiTAgUbYRkUS4EBkLUI1EuBAI2yjIglwILIWoRoJcKARtlGRBDgQWYtQjQQ40AjbqEgCHIisRahGAhxohG1UJAEORNYiVCMBDjTCNiqSAAciaxGqkQAHGmEbFUmAA5G1CNVIgAONsI2KJMCByFqEaiTAgUbYRkUS4EBkLUI1EuBAI2yjIglwILIWoRoJcKARtlGRBDgQWYtQjQQ40AjbqEgCHIisRahGAhxohG1UJAEORNYiVCMBDjTCNiqSAAciaxGqkQAHGmEbFUmAA5G1CNVIgAONsI2KJMCByFqEaiTAgUbYRkUS4EBkLUI1EuBAI2yjIglwILIWoRoJcKARtlGRBDgQWYtQjQQ40AjbqEgCHIisRahGAhxohG1UJAEORNYiVCMBDjTCNiqSAAciaxGqkQAHGmEbFUmAA5G1CNVIgAONsI2KJMCByFqEaiTAgUbYRkUS4EBkLUI1EuBAI2yjIglwILIWoRoJcKARtlGRBDgQWYtQjQQ40AjbqEgCHIisRahGAhxohG1UJAEORNYiVCMBDjTCNiqSAAciaxGqkQAHGmEbFUmAA5G1CNVIgAONsI2KJMCByFqEaiTAgUbYRkUS4EBkLUI1EuBAI2yjIglwILIWoRoJcKARtlGRBDgQWYtQjQQ40AjbqEgCHIisRahGAhxohG1UJAEORNYiVCMBDjTCNiqSAAciaxGqkQAHGmEbFUmAA5G1CNVIgAONsI2KJMCByFqEaiTAgUbYRkUS4EBkLUI1EuBAI2yjIglwILIWoRoJcKARtlGRBDgQWYtQjQQ40AjbqEgCHIisRahGAhxohG1UJAEORNYiVCMBDjTCNiqSAAciaxGqkQAHGmEbFUmAA5G1CNVIgAONsI2KJMCByFqEaiTAgUbYRkUS4EBkLUI1EuBAI2yjIglwILIWoRoJcKARtlGRBDgQWYtQjQQ40AjbqEgCHIisRahGAhxohG1UJAEORNYiVCMBDjTCNiqSAAciaxGqkQAHGmEbFUmAA5G1CNVIgAONsI2KJMCByFqEaiTAgUbYRkUS4EBkLUI1EuBAI2yjIglwILIWoRoJcKARtlGRBDgQWYtQjQQ40AjbqEgCHIisRahGAhxohG1UJAEORNYiVCMBDjTCNiqSAAciaxGqkQAHGmEbFUmAA5G1CNVIgAONsI2KJMCByFqEaiTAgUbYRkUS4EBkLUI1EuBAI2yjIglwILIWoRoJcKARtlGRBDgQWYtQSwn8/vInXr+5/DkXPuP67ePr51wYa+rDMdnHP5LG737+wWd//WcXlcuBi3CNevDI1kdlmrfOUBp/+Pl/XH38k0s84MCU6oe2PuUIRg4dTOOff3kb7nwPODCyzLPXGtz62XMzHziaxn/+w//tDvQ8Dzgw5bQY3fqUgxg2dDiN7/72fx/Cvd8DDgxr8pKFhrd+yfC4x46n8buffrt/lO/2gANTzojxrU85jEFDC2jc7oyf/jntAQcG9XjZMgWtXxYg6tElNHY743M84MCUs6Gk9SlHMmJoDY2HnfE5How4DGsgEEbgv/79T08l+vjv/vV/3jz82SnoDwKvjcDj/oADr617x/tI4P3vm6KFwEsn8NHn//b/rgMvvWXHd4rARz/57K9+fPMfr9+wwFnyIgn8xdV//3DywD7+bHf+3/7x3uiU/mveDZxyKAOG1tB4/mOyu6j75z8HBvS3bIma1pdlmf+sEhrf//03R47s8PznwLT6S1qfdjRrB1fQ2P/Y3InX//vY7oXWFrjo+RWtLwoS8aQCGl/99O7j0+85/10Hpp0BBa1PO5b1g8fT+Jdf7m2Hj93/7Id2HVhf4YIVxre+IETMU0bT2NsNv+/8dx2YdhaMbn3agQwZPJjG/W74nPOfA0MaXLLI4NaXRAh6zlgab3fD557/HJh2HoxtfdphDBo8lMZXP/1w7+df5yS0HziH0vDHDG19eLruBUfS+O1Xf/njC/Nz4EJgYx4+svUxiWauMpmG71qcWb7ZCQQ4kNCCDDMJcGAmfbMTCHAgoQUZZhLgwEz6ZicQ4EBCCzLMJMCBmfTNTiDAgYQWZJhJgAMz6ZudQIADCS3IMJMAB2bSNzuBAAcSWpBhJgEOzKRvdgIBDiS0IMNMAhyYSd/sBAIcSGhBhpkEODCTvtkJBDiQ0IIMMwlwYCZ9sxMIcCChBRlmEuDATPpmJxDgQEILMswkwIGZ9M1OIMCBhBZkmEmAAzPpm51AgAMJLcgwkwAHZtI3O4EABxJakGEmAQ7MpG92AgEOJLQgw0wCHJhJ3+wEAhxIaEGGmQQGOHC9+zPzKMxGYDmB1f8Ozf65/+Zojsn/yshyNuufeQfnOZdXzOQI1aU0TuK9rLm114EnL/+uBU/gP1wbXSQvOynPe/QwvCsdODjrSbBX3y2MN7d/bv4G5rzz+oJH7SNd9yKzzoGHmu+v9rp+aPEtm7f/iwQXnNpnPvTwrF9z4q1y4Gbw21e5ty94u7/XZDnz8LfxsEcFSBDe2CoH7l/oHl7twg+2Od7jVvj4mwXNcV7SuMcbkAF3IOscONKtC8GJ6yEw4yTcuwG5u99cs/YaBw5a9WL3WMSxE54Ea07Ug+funWyrz7s1DgxQcCCVuKX2u1ndU9zRzQx09MV3+UvMGgcOi1X0zBPjVc0eeqqtceBVUb/oYI+/Ji1/pbpo+Ot78EojOPD6TpntH/HKk/4AAAe2f0a8uiMYq8DVcAcG59tuv09BwJLb5HAHcg9VshdNYPmrDAcKToxTm1+b4gLY65cc6cD+R2TWJ7MCAj0ERjrQk9gUBA4IrHzxHezA8psyxSIwicBAB9ztTurwtY9deRkY/N6oy8BrPx+3ePzjrgO3n2fdIgGZN05g7WXg6vT3Srzn1ubwfD+twG6h1+TH2yM+OOCn/9/rY/Iu0dbRWP3iO+46sPFXE/E3SmC1AsP2A+uTbLQCsTdPYPV3bO0IvEuBdVe6LRJ2L3RZa2vOkAEvvmPuhQYEuYxa9qNP7X1e056oqaERZ94QB0YEaWJmzIsiMOTMG+LA63rX50WdRNs+mCEKDNkTX7+qNz7PPWuevrfsh+jncrvscSNuLwdcByhwWW0ePYrAoDNvvQODgoziErHO8VenEa9ZEYcXEmLUmbfagedBXPZDzpEXHmPYmbfWgSNBvNy98JMv4/DGnXkrHXgWZN03wWfQHZDi9nVg/3q4+nNdAzK9rCWGXQVuilr1qn30tufIp+lu8K+as736Dk76wzfx1vxkdHsw3pd4AY2jCiw8x1Y5cJYCd6+HC/O9D1/sf38iwbPLwILWY490fbDLaZx35p2ZbM29kM3vOyDv3w25EzrzbDz3YWPPvBUOjA1y7uFv5nGPElBgcGnHz7zFdxqr7oXOO7TLr3TnrRv/qL2q7JHe1daFZ8iJF18ORBpx19bzdi5sPfLgxoWaTMN1YFyVF6w0ufULknY8dDKNFfuBDjpmIFBOgAPliA0IJ8CB8ILEKyfAgXLEBoQT4EB4QeKVE+BAOWIDwglwILwg8coJcKAcsQHhBDgQXpB45QQ4UI7YgHACHAgvSLxyAhwoR2xAOAEOhBckXjkBDpQjNiCcAAfCCxKvnAAHyhEbEE6AA+EFiVdOgAPliA0IJ8CB8ILEKyfAgXLEBoQT4EB4QeKVE+BAOWIDwglwILwg8coJcKAcsQHhBDgQXpB45QQ4UI7YgHACHAgvSLxyAhwoR2xAOAEOhBckXjkBDpQjNiCcAAfCCxKvnAAHyhEbEE6AA+EFiVdOgAPliA0IJ8CB8ILEKyfAgXLEBoQT4EB4QeKVE+BAOWIDwglwILwg8coJcKAcsQHhBDgQXpB45QQ4UI7YgHACHAgvSLxyAhwoR2xAOAEOhBckXjkBDpQjNiCcAAfCCxKvnAAHyhEbEE6AA+EFiVdOgAPliA0IJ8CB8ILEKyfAgXLEBoQT4EB4QeKVE+BAOWIDwglwILwg8coJcKAcsQHhBDgQXpB45QQ4UI7YgHACHAgvSLxyAhwoR2xAOAEOhBckXjkBDpQjNiCcAAfCCxKvnAAHyhEbEE6AA+EFiVdOgAPliA0IJ8CB8ILEKyfAgXLEBoQT4EB4QeKVE+BAOWIDwglwILwg8coJcKAcsQHhBDgQXpB45QQ4UI7YgHACHAgvSLxyAhwoR2xAOAEOhBckXjkBDpQjNiCcAAfCCxKvnAAHyhEbEE6AA+EFiVdOgAPliA0IJ8CB8ILEKyfAgXLEBoQT4EB4QeKVE+BAOWIDwglwILwg8coJcKAcsQHhBDgQXpB45QQ4UI7YgHACHAgvSLxyAhwoR2xAOAEOhBckXjkBDpQjNiCcAAfCCxKvnAAHyhEbEE6AA+EFiVdOgAPliA0IJ8CB8ILEKyfAgXLEBoQT4EB4QeKVE+BAOWIDwglwILwg8coJcKAcsQHhBDgQXpB45QQ4UI7YgHACHAgvSLxyAhwoR2xAOAEOhBckXjkBDpQjNiCcAAfCCxKvnAAHyhEbEE6AA+EFiVdOgAPliA0IJ8CB8ILEKyfAgXLEBoQT4EB4QeKVE+BAOWIDwglwILwg8coJcKAcsQHhBDgQXpB45QQ4UI7YgHACHAgvSLxyAhwoR2xAOAEOhBckXjkBDpQjNiCcAAfCCxKvnAAHyhEbEE6AA+EFiVdOgAPliA0IJ8CB8ILEKyfAgXLEBoQT4EB4QeKVE+BAOWIDwglwILwg8coJcKAcsQHhBDgQXpB45QQ4UI7YgHACHAgvSLxyAhwoR2xAOAEOhBckXjkBDpQjNiCcAAfCCxKvnAAHyhEbEE6AA+EFiVdOgAPliA0IJ8CB8ILEKyfAgXLEBoQT4EB4QeKVE+BAOWIDwglwILwg8coJcKAcsQHhBDgQXpB45QQ4UI7YgHACHAgvSLxyAhwoR2xAOAEOhBckXjkBDpQjNiCcAAfCCxKvnAAHyhEbEE6AA+EFiVdOgAPliA0IJ8CB8ILEKyfAgXLEBoQT4EB4QeKVE+BAOWIDwglwILwg8coJcKAcsQHhBDgQXpB45QQ4UI7YgHACHAgvSLxyAhwoR2xAOAEOhBckXjkBDpQjNiCcAAfCCxKvnAAHyhEbEE7g+k15wOvyCQa8BAL1Z+IJSq4DL+H0cQxrCHBgDT3PfQkEOPASWnQMawhwYA09z30JBBr2xC8B0+hj2L1PMG0XOPpwtr2e68C2+5N+PQEOrGdohW0T4MC2+5N+PQEOrGdohW0T4MC2+5N+PQEOrGdohW0T4MC2+5N+PQEOrGdohW0T4MC2+5N+PQEOrGdohW0T4MC2+5N+PQEOrGdohW0T4MC2+5N+PQEOrGdohW0T4MC2+5N+PQEOrGdohW0T4MC2+5N+PQEOrGdohW0T4MC2+5N+PQEOrGdohW0T4MC2+5N+PQEOrGdohW0T8N0qJf3dfcfqyS9P8d0qJdiXLcqBZdze+az9bxk+rgEHCrAvXdK90FJyp5/35Iu2fev2eMCDV+TAYKBXVwdnPQmGEx68oHuhwUDfKrC7Abo/+4/cDrkXGo19xXquAyvgHXvqzdn95u6kv//blWAw48HLcWAw0CffpOtLdYfTLViQA6OhnrzzGT3IeoMIcGAQyLtlDu57XAjG4i1ZjQODsTrrBwOtX44DYxkfKkCJsXwrVuNABVVrbokAB7bUlqwVBDhQQdWaWyLAgYa2bAoaIC8fwYHl7DzzZRDgwMvo0VEsJ8CB5ezOeebjJ+jOebTHzCDAgRnUzUwiwIHyNuyIyxGvG8CBdfze82wfmy7FO2ZxDozheHoVl4FqwmvX58Bagu96/u0v1FSub+0RBPwu5SUU33Nrc3i+n1bA71Jegr34sa4DxYAtH0+AA3UVuROqYztyZfdCI2k+WetdCrgXKsN++cKuA5czO+8ZrgLncZr/KA4UdUCBIrDjl+XAeKZ3K3pXtAzt2IU5MJbn/WrXfjBQA7ZgVQ4UQL39mkVXgRKwFYtyoIIqBSqoVq3JgQKyzxXw2bkCzKOW5MAoko/rHFHAndF4zMNW5MAwlCe3w9euAsMhj1zQz4lH0rxd6+gJf+TTdDcPdXUYDX/Req4Di7CdftJZCgyeablVBDiwCt+zJ7vtGcuzYzUODKVMgaE4exazH+jhfDDF50anYD8+1HUgqAxRphDgwBTshgYR4EBQGaJMIcCBKdgNDSLAgaAyRJlCgANTsBsaRIADQWWIMoUAB6ZgNzSIAAeCyhBlCgEOTMFuaBABDgSVIcoUAhyYgt3QIAIcCCpDlCkEODAFu6FBBDgQVIYoUwhwYAp2Q4MIcCCoDFGmEODAFOyGBhHgQFAZokwhwIEp2A0NIsCBoDJEmUKAA1OwGxpEgANBZYgyhQAHpmA3NIgAB4LKEGUKAQ5MwW5oEAEOBJUhyhQCHJiC3dAgAhwIKkOUKQQ4MAW7oUEEOBBUhihTCHBgCnZDgwhwIKgMUaYQ4MAU7IYGEeBAUBmiTCHAgSnYDQ0iwIGgMkSZQoADU7AbGkSAA0FliDKFAAemYDc0iAAHgsoQZQoBDkzBbmgQges3QWFEQWACgT8Cq1wq6DOM1bMAAAAASUVORK5CYII=)

图1.11 方形区域

#include <iostream>

using namespace std;

int main()

{

double x,y,b;

cout << "please input x,y:";

cin >> x >> y;

b = ( -2<=x ) && ( x<=2 ) && ( -2<=y ) && ( y<=2 );

cout << b << endl;

}

3．输入3个整数，求出其中最小数（要求使用条件表达式）。

【解答】

#include <iostream>

using namespace std;

int main()

{

int a,b,c,temp,min;

cout << "please input a,b,c:";

cin >> a >> b >> c;

temp = ( a<b ) ? a:b;

min = ( temp<c ) ? temp:c;

cout << "min=" << min << endl;

}

## 第2章 程序控制结构

#### 2.1 选择题

1．已知 int i=0, x=1, y=0;，在下列选项中，使i的值变成1的语句是( C )。

（A）if( x&&y ) i++; （B）if( x==y ) i++;

（C）if( x||y ) i++; （D）if( !x ) i++;

2．设有函数关系为*y*=![](data:image/x-wmf;base64,183GmgAAAAAAAAAHYAUBCQAAAABwXAEACQAAA6ECAAACAKkAAAAAAAQAAAACAQEABQAAAAEC////AAQAAAAuARkABQAAADECAQAAAAUAAAALAgAAAAAFAAAADAJgBQAHEwAAACYGDwAcAP////8AAE0AEAAAAMD///+i////wAYAAAIFAAALAAAAJgYPAAwATWF0aFR5cGUAADABBQAAAAkCAAAAAgUAAAAUAlEBbwEVAAAA+wLg/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AAAAEAAAALQEAAAoAAAAyCgAAAAACAAAAMTDIBEACBQAAABQCAAMTARUAAAD7AuD+AAAAAAAAkAEAAAAAAAIAEFRpbWVzIE5ldyBSb21hbgAAAAQAAAAtAQEABAAAAPABAAAKAAAAMgoAAAAAAgAAADAwJwVAAgUAAAAUAq8EEAEVAAAA+wLg/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AAAAEAAAALQEAAAQAAADwAQEACgAAADIKAAAAAAIAAAAxMCoFQAIFAAAAFAJRAZQEFQAAAPsC4P4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAAABAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAeABAAgUAAAAUAgADkgQVAAAA+wLg/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AAAAEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAAB4AEACBQAAABQCrwSSBBUAAAD7AuD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAAHgAQAIFAAAAFAJRAdIAEAAAAPsC4P4AAAAAAACQAQAAAAIAAgAQU3ltYm9sAAEEAAAALQEAAAQAAADwAQEACgAAADIKAAAAAAIAAAAtPIYEQAIFAAAAFAJnATwACQAAADIKAAAAAAEAAADsAEACBQAAABQCWgI8AAkAAAAyCgAAAAABAAAA7wBAAgUAAAAUAgADWwUJAAAAMgoAAAAAAQAAAD0AQAIFAAAAFAIxAzwACQAAADIKAAAAAAEAAADtAEACBQAAABQCQAQ8AAkAAAAyCgAAAAABAAAA7wBAAgUAAAAUAq8EWwUJAAAAMgoAAAAAAQAAAD4AQAIFAAAAFAL8BDwACQAAADIKAAAAAAEAAADuAEACqQAAACYGDwBHAU1hdGhUeXBlVVU7AQUBAAUARFNNVDUAABNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIKfJqXyXyFfIS9HX0FQ8h8B5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKAQADAAIBAAEABQABAQEDAwAAAQACBIYSIi0CAIgxAAABAAABAAIAg3gAAgSGPAA8AgCIMAAAAQACAIgwAAABAAABAAIAg3gAAgSGPQA9AgCIMAAAAQACAIgxAAABAAABAAIAg3gAAgSGPgA+AgCIMAAAAAACAJZ7AAAAAAALAAAAJgYPAAwA/////wEAAAAAAAAAEAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAIYEAAAALQEBAAQAAADwAQAAAwAAAAAA)，下列选项中，能正确表示上述关系的是（ C ）。

（A） y = 1; （B） y = -1;

if( x >= 0 ) if( x != 0 )

if( x == 0 ) y = 0; if( x > 0 ) y = 1;

else y = -1; else y = 0

（C） if( x <= 0 ) （D） y = -1;

if( x < 0 ) y = -1; if( x <= 0 )

else y = 0; if( x < 0 ) y = -1;

else y = 1; else y = 0;

3．假设i=2，执行下列语句后i的值为（ B ）。

switch( i )

{

case 1 : i ++;

case 2 : i --;

case 3 : ++ i; break;

case 4 : -- i;

default : i ++;

}

（A）1 （B）2 （C）3 （D）4

4．已知int i=0，x=0;，在下面while语句执行时循环次数为（ D ）。

while( !x && i< 3 ) { x++; i++; }

（A）4 （B）3 （C）2 （D）1

5．已知int i=3;，在下面do\_while 语句执行时的循环次数为（ B ）。

do{ i--; cout<<i<<endl;}while（ i!= 1 ）;

（A）1 （B）2 （C）3 （D）无限

6．下面for语句执行时的循环次数为（ B ）。

int i, j;

for ( i=0, j=5;i=j; )

{ cout<<i<<j<< ndl; i++; j--; }

（A）0 （B）5 （C）10 （D）无限

7．以下程序段形成死循环的是（ B ）。

（A）int x; for( x=0; x<3; ) { x++; };

（B）int k = 0; do { ++k; } while( k>=0 );

（C）int a=5; while( a ) { a--; };

（D）int i=3; for(; i; i -- );

#### 2.2 阅读下列程序，写出运行结果

1．

#include<iostream>

using namespace std;

int main()

{

int a,b,c,d,x;

a = c = 0; b = 1; d = 20;

if( a )

d = d-10;

else

if( !b )

if( !c )

x = 15;

else x = 25;

cout << d << endl;

}

【解答】

20

2．

#include<iostream>

using namespace std;

int main()

{

int a = 0, b = 1;

switch( a )

{

case 0:

switch( b )

{

case 0 : cout<<"a="<<a<<" b="<<b<<endl; break;

case 1 : cout<<"a="<<a<<" b="<<b<<endl; break;

}

case 1:

a++; b++; cout<<"a="<<a<<" b="<<b<<endl;

}

}

【解答】

a= 0 b= 1

a= 1 b= 2

3．

#include<iostream>

using namespace std;

int main()

{

int i = 1;

while( i<=10 )

{

if( ++i % 3 != 1 )

continue;

else

cout << i << endl;

}

}

【解答】

4

7

10

4．

#include<iostream>

using namespace std;

int main()

{

int i = 0, j = 5;

do

{

i++; j--;

if ( i>3 ) break;

} while ( j>0 );

cout << "i=" << i << endl << "j=" << j << endl;

}

【解答】

i= 4 j= 1

5．

#include<iostream>

using namespace std;

int main()

{

int i,j;

for( i=1, j=5; i<j; i++ )

{ j--; }

cout<<i<<'\t'<<j<<endl;

}

【解答】

3 3

6．

#include<iostream>

using namespace std;

int main()

{

int i, s = 0;

for( i=0; i<5; i++ )

switch( i )

{

case 0: s += i; break;

case 1: s += i; break;

case 2: s += i; break;

default: s += 2;

}

cout<<"s="<<s<<endl;

}

【解答】

s= 7

7．

#include<iostream>

using namespace std;

int main()

{

int i, j, x = 0;

for( i=0; i<=3; i++ )

{

x++;

for( j=0; j<=3; j++ )

{

if( j % 2 )

continue;

x++;

}

x++;

}

cout << "x=" << x << endl;

}

【解答】

x= 16

#### 2.3 思考题

1．C++语言中有什么形式的选择控制语句？归纳它们的语法形式、应用场合。根据一个实际问题使用不同的条件语句编程。

【解答】

|  |  |  |
| --- | --- | --- |
| **语句** | **使用方式** | **使用场合** |
| if语句 | if(表达式)语句1;  else 语句2; | 需要对给定的条件进行判断，并根据判断的结果选择不同的操作。  适用于复杂的条件表达式判断。 |
| switch 语句 | switch(表达式)  { case 常量表达式1: 语句1;  case 常量表达式2: 语句2;  ……  case 常量表达式n; 语句n;  [default : 语句n+1;]  } | 根据整型表达式的不同值决定程序分支的情况。  适用于判断表达式简单，需要多个分支处理的情况。 |

演示程序：

**程序（1）**

//此程序用if输出等级对应的分数段

//A->=90,B-(90,80],C-(80,70] ,D-(70,60],,E-<60

#include<iostream>

using namespace std;

int main()

{ char gd;

cout<<"Enter the grade:";

cin>>gd;

//直到输入有效等级，否则程序不继续运行

while(!((gd>='A' && gd<='E')||(gd>='a' && gd<='e')))

{ cout<<"Invalid grade! Please retry:";

cin>>gd;

}

if(gd=='A'||gd=='a') cout<<"\nScored 90-100!\n";

else if(gd=='B'||gd=='b') cout<<"\nScored 80-89!\n";

else if(gd=='C'||gd=='c') cout<<"\nScored 70-79!\n";

else if(gd=='D'||gd=='d') cout<<"\nScored 60-69!\n";

else if(gd=='E'||gd=='e') cout<<"\nScore under 60!\n";

else cout<<"Unexpect error!\n"; //防止意外错误

}

**程序（2）**

//此程序用switch输出等级对应的分数段

//A->=90,B-(90,80],C-(80,70] ,D-(70,60],,E-<60

#include<iostream>

using namespace std;

int main()

{ char gd;

cout<<"Enter the grade:";

cin>>gd;

//直到输入有效等级，否则程序不继续运行

while(!((gd>='A' && gd<='E')||(gd>='a' && gd<='e')))

{ cout<<"Invalid grade! Please retry:";

cin>>gd;

}

switch(gd)

{ case 'A':

case 'a': cout<<"\nScored 90-100!\n";break;

case 'B':

case 'b': cout<<"\nScored 80-89!\n";break;

case 'C':

case 'c':cout<<"\nScored 70-79!\n";break;

case 'D':

case 'd':cout<<"\nScored 60-69!\n";break;

case 'E':

case 'e':cout<<"\nScore under 60!\n";break;

default:cout<<"Unexpect error!\n";//防止意外错误

}

}

2．什么叫做循环控制？归纳比较C++语言中各种循环控制语句的语法、循环条件和循环结束条件的表示形式及执行流程。

【解答】

循环控制是在特定的条件下，程序重复执行一些特定动作。

|  |  |  |  |
| --- | --- | --- | --- |
| **语句** | **语法** | **执行流程** | **使用场合** |
| while语句 | while(表达式)  循环体;  循环条件：表达式值为非0(真)  循环结束条件：表达式值为0(假) |  | 程序中常用于根据条件执行操作而不需关心循环次数的情况。  先判断形式循环，条件不成立时不进入循环体。 |
| do-while语句 | do  循环体  while(表达式);  循环条件：表达式值为非0(真)  循环结束条件：表达式值为0(假) |  | 程序中常用于根据条件执行操作而不需关心循环次数。  后判断形式循环，至少执行1次循环体。  一般情况，while语句和do while语句可以互换使用。 |
| for 语句 | for([表达式1];[表达式2];[表达式3])  循环体;  （1）表达式1称为初始化表达式，不是循环体执行部分。  （2）表达式3称为后置表达式，作为循环体的最后一个执行表达式。  （3）循环条件：表达式2值为非0（真）  循环结束条件：表达式2值为0（假） |  | for语句称为步长循环语句，通常用于确定循环次数的情况。  由于语句的3个表达式均可以缺省，也可以用于条件循环，即循环次数不确定的情况。 |

3．根据一个实际问题，用不同的循环语句编程，分析其优缺点。

【解答】

略。

4．用if语句和goto语句组织循环，改写上面第3题编写的程序，并分析在什么情况下可以适当使用goto语句。

【解答】

在不破坏程序基本流程控制的情况下，可以适当使用goto语句实现从语句结构内部向外的必要跳转，即按特定条件结束结构语句块的执行。

程序略。

5. 有以下程序，希望判断两个输入的整数是否相等。程序通过编译，但不能达到预期结果。请分析程序能够通过C++编译而不能得到期望结果的原因。

#include<iostream>

using namespace std;

int main()

{

int a,b;

cout<<"a: "; cin>>a;

cout<<"b: "; cin>>b;

if( a=b )

cout<<a<<"等于"<<b<<endl;

else

cout<<a<<"不等于"<<b<<endl;

}

运行程序，输入a的值为4，b的值为9，显示结果如下：

a: 4

b: 9

9等于9

【解答】

在if语句的判断表达式(a=b)中，赋值号“=”应该是逻辑等“==”。从语法上，C++的if语句把a=b这个赋值表达式视为逻辑表达式，没有编译错误。a=b的值决定于b。若b的输入值不等于0，if语句的判断表达式作为逻辑真（true），否则作为逻辑假（false）。所以，题目中输入b的值虽然不等于a，但表达式a=b为逻辑true，执行了if语句的第1个分支。

#### 2.4 编程题

1．输入某学生成绩，若成绩在85分以上，则输出“very good”；若成绩在60～85分之间，则输出“good”；若成绩低于60分，则输出“no good”。

【解答】

#include<iostream>

using namespace std;

int main()

{

double score;

cout << "please input score:";

cin >> score;

if ( score>=85 ) cout << "Very good!" ;

else if ( score>=60 ) cout << "Good!";

else cout << "No good!";

}

2．输入3个整数，按从小到大的顺序输出它们的值。

【解答】

#include<iostream>

using namespace std;

int main()

{

int a, b, c, t;

cout << "a, b, c=";

cin >> a >> b >> c;

if(a>b) { t=a; a=b; b=t; }

if(a>c) { t=a; a=c; c=t; }

if(b>c) { t=b; b=c; c=t; }

cout<< a << '\t'<< b << '\t' << c << endl;

}

3．输入三角形的3条边，判别它们能否形成三角形，若能，则判断是等边、等腰三角形，还是一般三角形。

【解答】

#include<iostream>

using namespace std;

int main()

{

double a, b, c ;

cout << "a, b, c = " ;

cin >> a >> b >> c ;

if ( a+b > c && b+c > a && c+a > b )

{

if ( a == b && b == c )

cout << "等边三角形！" << endl;

else if ( a == b || a == c || b == c )

cout << "等腰三角形！" << endl;

else cout << "一般三角形！" << endl;

}

else

cout << "不能形成三角形！" << endl ;

}

4．输入百分制成绩，并把它转换成五级分制，转换公式为：

A（优秀） 90～100

B（良好） 80～89

C（中等） 70～79

D（合格） 60～69

E（不合格） 0～59

![](data:image/x-wmf;base64,183GmgAAAAAAAKABwAgBCQAAAABwVwEACQAAA3wBAAACAHwAAAAAAAQAAAACAQEABQAAAAEC////AAQAAAAuARkABQAAADECAQAAAAUAAAALAgAAAAAFAAAADALACKABEwAAACYGDwAcAP////8AAE0AEAAAAMD///+z////YAEAAHMIAAALAAAAJgYPAAwATWF0aFR5cGUAABACBQAAAAkCAAAAAgUAAAAUAlYBPAAQAAAA+wLg/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAQQAAAAtAQAACQAAADIKAAAAAAEAAADsAEACBQAAABQCZQI8AAkAAAAyCgAAAAABAAAA7wBAAgUAAAAUAnQDPAAJAAAAMgoAAAAAAQAAAO8AQAIFAAAAFAL6AzwACQAAADIKAAAAAAEAAADvAEACBQAAABQC0QQ8AAkAAAAyCgAAAAABAAAA7QBAAgUAAAAUAuAFPAAJAAAAMgoAAAAAAQAAAO8AQAIFAAAAFALvBjwACQAAADIKAAAAAAEAAADvAEACBQAAABQC/gc8AAkAAAAyCgAAAAABAAAA7wBAAgUAAAAUAk0IPAAJAAAAMgoAAAAAAQAAAO4AQAJ8AAAAJgYPAO4ATWF0aFR5cGVVVeIABQEABQBEU01UNQAAE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQASAAgp8mpfJfIV8hL0dfQVDyHwHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoBAAMAAgEABAABAQEAAAEAAAEAAAEAAAEAAAACAJZ7AAAAAAsAAAAmBg8ADAD/////AQAAAAAAAAAQAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AhgQAAAAtAQEABAAAAPABAAADAAAAAAA=)

grade（级别）＝

【解答】

#include<iostream>

using namespace std;

int main()

{

double score; char grade;

cout << "score=";

cin >> score;

if ( score >= 0 && score <= 100 )

{

switch ( int( score ) /10 )

{

case 10:

case 9: grade = 'a'; break;

case 8: grade = 'b'; break;

case 7: grade = 'c'; break;

case 6: grade = 'd'; break;

case 5:

case 4:

case 3:

case 2:

case 1:

case 0: grade = 'e'; break;

}

}

else

{

cout <<"数据输入错误！"<< endl;

goto end;

}

cout << grade << endl;

end: ; //分号不能省

}

5．编程模拟剪刀、石头和布游戏。游戏规则为：剪刀剪纸，石头砸剪刀，布包石头。玩游戏者从键盘输入s（表示剪刀）或r（表示石头）或p（表示布），要求两个游戏者交替输入，计算机给出输赢的信息。

【解答】

#include<iostream>

using namespace std;

int main()

{

char first,second;

cout << "First input( s,r or p ):";

cin >> first;

cout << "Second input( s,r or p ):";

cin >> second;

switch ( first )

{

case 's':

switch ( second )

{

case 's': cout << "Scissor ties scissor." << endl; goto end;

case 'r': cout << "Scissor is crushed by rock." << endl; goto end;

case 'p': cout << "Scissor cuts paper." << endl; goto end;

default : cout << "second input error!" << endl ; goto end;

}

case 'r':

switch ( second )

{

case 's': cout << "Rock crushes scissor." << endl; goto end;

case 'r': cout << "Rock ties rock." << endl; goto end;

case 'p': cout << "Rock is wrapped by paper." << endl; goto end;

default : cout << "second input error!" << endl; goto end;

}

case 'p':

switch ( second )

{

case 's': cout << "Paper is cut by scissor." << endl; goto end;

case 'r': cout << "Paper wraps the rock." << endl; goto end;

case 'p': cout << "Paper ties paper." << endl; goto end;

default : cout << "second input error!" << endl; goto end;

}

default : cout << "First input error!" << endl; goto end;

}

end: ;

}

6．输入一个整数，输出该整数的所有素数因子。例如，输入120，输出为2、2、2、3和5。

【解答】

#include<iostream>

using namespace std;

int main()

{

int m,i = 2;

cout << "please input m:";

cin >> m;

while( i<=m )

if( m % i == 0 )

{

cout << i << ",";

m = m / i;

}

else i++;

}

7．使用迭代公式![](data:image/x-wmf;base64,183GmgAAAAAAACAVwAEBCQAAAADwSgEACQAAA5cCAAACAOgAAAAAAAQAAAACAQEABQAAAAEC////AAQAAAAuARkABQAAADECAQAAAAUAAAALAgAAAAAFAAAADALAASAVEwAAACYGDwAcAP////8AAE0AEAAAAMD///+8////4BQAAHwBAAALAAAAJgYPAAwATWF0aFR5cGUAAFAABQAAAAkCAAAAAgUAAAAUAmoBqAEVAAAA+wIw/wAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AAAAEAAAALQEAAAoAAAAyCgAAAAACAAAAMTBqD6ABBQAAABQCIAE9AxUAAAD7AuD+AAAAAAAAkAEAAAAAAAIAEFRpbWVzIE5ldyBSb21hbgAAAAQAAAAtAQEABAAAAPABAAAeAAAAMgoAAAAADwAAACgvKS8yKDAsMSwyOy8yKQBHA44BhQB9AEcBHgKMAGoAdgCKALEBVwN9AJAAQAIFAAAAFAJqAcYAFQAAAPsCMP8AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAAABAAAAC0BAAAEAAAA8AEBAAwAAAAyCgAAAAADAAAAbm5uAGkDXAOgAQUAAAAUAiABSQAVAAAA+wLg/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AAAAEAAAALQEBAAQAAADwAQAAEgAAADIKAAAAAAcAAAB4eGF4bnhhAGkDFwJFAbUD1QUkAkACBQAAABQCagE8ARAAAAD7AjD/AAAAAAAAkAEAAAACAAIAEFN5bWJvbAABBAAAAC0BAAAEAAAA8AEBAAkAAAAyCgAAAAABAAAAKwCgAQUAAAAUAiABXgIQAAAA+wLg/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAQQAAAAtAQEABAAAAPABAAANAAAAMgoAAAAABAAAAD0rPT2OAq4GPgZAAgUAAAAUAiAB/Q4RAAAA+wLg/gAAAAAAAJABAAAAAQACABBNVCBFeHRyYQABBAAAAC0BAAAEAAAA8AEBAAkAAAAyCgAAAAABAAAATABAAugAAAAmBg8AxQFNYXRoVHlwZVVVuQEFAQAFAERTTVQ1AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABIACCnyal8l8hXyEvR19BUPIfAeQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAACgEAAgCDeAADABsAAAsBAAIAg24AAgSGKwArAgCIMQAAAQEACgIEhj0APQIAgigAAgCDeAADABsAAAsBAAIAg24AAAEBAAoCBIYrACsCAINhAAIAgi8AAgCDeAADABsAAAsBAAIAg24AAAEBAAoCAIIpAAIAgi8AAgCIMgAFAAEBAQEBAAABAAAAAgCCKAACAINuAAIEhj0APQIAiDAAAgCCLAACAJgE7wIAiDEAAgCCLAACAJgE7wIAiDIAAgSL7yJMAgCCOwACAIN4AAMAGwAACwEAAgCIMAAAAQEACgIEhj0APQIAg2EAAgCCLwACAIgyAAIAgikAAAAACwAAACYGDwAMAP////8BAAAAAAAAABAAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCGBAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)编程求某一正整数*a*的平方根。

【解答】

#include<iostream>

#include<cmath>

using namespace std;

int main()

{

const double eps = 1e-8;

double a,x0,x;

cout << "please input a:";

cin >> a;

x0 = a / 2;

x = ( x0 + a/x0 )/2;

while( fabs( x-x0 )>eps )

{

x0 = x; x =( x0 + a/x0 )/2;

}

cout << x << endl;

}

8．已知x=0![](data:image/x-wmf;base64,183GmgAAAAAAAOAA4AEDCQAAAAASXwEACQAAA4kAAAACABIAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwC4AHgABIAAAAmBg8AGgD/////AAAQAAAA8P///7f////QAAAAlwEAAAsAAAAmBg8ADABNYXRoVHlwZQAAIAARAAAA+wIg/wAAAAAAAJABAAAAAgQCABBNVCBFeHRyYQACBAAAAC0BAAAIAAAAMgr0ADYAAQAAAG8ACgAAACYGDwAKAP////8BAAAAAAAQAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AhgQAAAAtAQEABAAAAPABAAADAAAAAAA=), 10![](data:image/x-wmf;base64,183GmgAAAAAAAOAA4AEDCQAAAAASXwEACQAAA4kAAAACABIAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwC4AHgABIAAAAmBg8AGgD/////AAAQAAAA8P///7f////QAAAAlwEAAAsAAAAmBg8ADABNYXRoVHlwZQAAIAARAAAA+wIg/wAAAAAAAJABAAAAAgQCABBNVCBFeHRyYQACBAAAAC0BAAAIAAAAMgr0ADYAAQAAAG8ACgAAACYGDwAKAP////8BAAAAAAAQAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AhgQAAAAtAQEABAAAAPABAAADAAAAAAA=), 20![](data:image/x-wmf;base64,183GmgAAAAAAAOAA4AEDCQAAAAASXwEACQAAA4kAAAACABIAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwC4AHgABIAAAAmBg8AGgD/////AAAQAAAA8P///7f////QAAAAlwEAAAsAAAAmBg8ADABNYXRoVHlwZQAAIAARAAAA+wIg/wAAAAAAAJABAAAAAgQCABBNVCBFeHRyYQACBAAAAC0BAAAIAAAAMgr0ADYAAQAAAG8ACgAAACYGDwAKAP////8BAAAAAAAQAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AhgQAAAAtAQEABAAAAPABAAADAAAAAAA=), …, 180![](data:image/x-wmf;base64,183GmgAAAAAAAOAA4AEDCQAAAAASXwEACQAAA4kAAAACABIAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwC4AHgABIAAAAmBg8AGgD/////AAAQAAAA8P///7f////QAAAAlwEAAAsAAAAmBg8ADABNYXRoVHlwZQAAIAARAAAA+wIg/wAAAAAAAJABAAAAAgQCABBNVCBFeHRyYQACBAAAAC0BAAAIAAAAMgr0ADYAAQAAAG8ACgAAACYGDwAKAP////8BAAAAAAAQAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AhgQAAAAtAQEABAAAAPABAAADAAAAAAA=)，求sin*x*,cos*x*和tan*x*的值。

【解答】

#include<iostream>

#include<cmath>

#include<iomanip>

using namespace std;

int main()

{

const double pi = 3.14159265;

int i;

double x,y1,y2,y3;

cout << setw(2) << "x" << setw(15) << "sin(x)" << setw(15)

<< "cos(x)" << setw(15) << "tg(x)" << endl;

for( i=0; i<=18; i++ )

{

x = i\*10\*pi/180;

y1 = sin( x );

y2 = cos(x);

y3 = y1/y2;

cout << setw(2) << i << setw(15) << y1 << setw(15)

<< y2 << setw(15) << y3 << endl;

}

}

9．在100～200之间找出满足用3除余2，用5除余3和用7除余2的所有整数。

【解答】

#include<iostream>

using namespace std;

int main()

{

int i;

for( i=100; i<=200; i++ )

{

if ( ( i % 3 == 2) && ( i % 5 == 3 ) && ( i % 7 == 2 ) )

cout << i << endl;

}

}

10．求100～999之间的水仙花数。所谓水仙花数，是指一个3位数，它的每位数字的立方之和等于该数。例如，因为153=1![](data:image/x-wmf;base64,183GmgAAAAAAAOAA4AEDCQAAAAASXwEACQAAA40AAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwC4AHgABIAAAAmBg8AGgD/////AAAQAAAA8P///7f////QAAAAlwEAAAsAAAAmBg8ADABNYXRoVHlwZQAAIAAVAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAIgEAAAALQEAAAgAAAAyCvQANgABAAAAMwAKAAAAJgYPAAoA/////wEAAAAAABAAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCGBAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)+5![](data:image/x-wmf;base64,183GmgAAAAAAAOAA4AEDCQAAAAASXwEACQAAA40AAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwC4AHgABIAAAAmBg8AGgD/////AAAQAAAA8P///7f////QAAAAlwEAAAsAAAAmBg8ADABNYXRoVHlwZQAAIAAVAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAKcEAAAALQEAAAgAAAAyCvQANgABAAAAMwAKAAAAJgYPAAoA/////wEAAAAAABAAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCGBAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)+3![](data:image/x-wmf;base64,183GmgAAAAAAAOAA4AEDCQAAAAASXwEACQAAA40AAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwC4AHgABIAAAAmBg8AGgD/////AAAQAAAA8P///7f////QAAAAlwEAAAsAAAAmBg8ADABNYXRoVHlwZQAAIAAVAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAL0EAAAALQEAAAgAAAAyCvQANgABAAAAMwAKAAAAJgYPAAoA/////wEAAAAAABAAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCGBAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)，所以153为水仙花数。

【解答】

#include<iostream>

using namespace std;

int main()

{

int i,a,b,c;

for( i=100; i<=999; i++ )

{

a = i/100;

b = ( i-a\*100 ) / 10;

c = i - a\*100 - b\*10;

if ( i == a\*a\*a + b\*b\*b + c\*c\*c )

cout << i <<endl;

}

}

11．求1000以内的所有完数。所谓完数，是指一个数恰好等于它的所有因子之和。例如，因为6=1+2+3，所以6为完数。

【解答】

#include<iostream>

using namespace std;

int main()

{

int i,j,s;

for( i=1; i<=1000; i++ )

{

s = 0;

for( j=1; j<i; j++ )

if ( i % j == 0 ) s = s + j;

if ( i == s ) cout << i << endl;

}

}

12．编写程序显示由符号组成的三角形图案。例如，程序运行后，

屏幕显示： How many lines ?

用户输入： 5

屏幕显示： What character ?

用户输入： \*

则输出如下图案：

\*

\* \* \*

\* \* \* \* \*

\* \* \* \* \* \* \*

\* \* \* \* \* \* \* \* \*

【解答】

#include<iostream>

using namespace std;

int main()

{

int i,j,k,n;

char ch;

cout<<"How many lines ?\n";

cin>>n;

cout<<"What character ?\n";

cin>>ch;

for( i=1; i<=n; i++ )

{

for( k=1; k<=n-i; k++ ) cout << " ";

for( j=1; j<=2\*i-1; j++ ) cout << ch ;

cout << endl;

}

}

13．已知*XYZ*+*YZZ*=532，其中*X*，*Y*和*Z*为数字，编写程序求出*X*，*Y*和*Z*的值。

【解答】

#include<iostream>

using namespace std;

int main()

{

int x,y,z,i;

for( x=1; x<=9; x++ )

for( y=1; y<=9; y++ )

for( z=0; z<=9; z++ )

{

i = 100\*x + 10\*y + z + 100\*y + 10\*z + z;

if ( i == 532 )

cout<<"x="<<x<<'\t'<<"y="<<y<<'\t'<<"z="<<z<<endl;

}

}

## 第3章 函数

#### 3.1 选择题

1．以下正确的函数原型为（ D ）。

（A）f1( int x; int y ); （B）void f1( x, y );

（C）void f1( int x, y ); （D）void f1( int, int );

2．有函数原型 void fun2( int );，在下列选项中，不正确的调用是（ C ）。

（A）int a = 21; fun2( a ); （B）int a = 15; fun2( a\*3 );

（C）int b = 100; fun2( &b ); （D）fun2( 256 );

3．有函数原型 void fun3( int \* );，在下列选项中，正确的调用是（ C ）。

（A）double x = 2.17; fun3( &x ); （B）int a = 15; fun3( a\*3.14 );

（C）int b = 100; fun3( &b ); （D）fun3( 256 );

4．有函数原型 void fun4( int & );，在下列选项中，正确的调用是（ C ）。

（A）int a = 2.17; fun4( &a ); （B）int a = 15; fun4( a\*3.14 );

（C）int b = 100; fun4( b ); （D）fun4( 256 );

5．有声明

void fun5( int \* & ); int a, int \*p = &a;

在下列选项中，正确的调用是（ B ）。

（A）fun5(&a); （B）fun5(p); （C）fun5(\*a); （D）fun5(\*p);

6．有声明

int fun6( int ); int (\*pf)(int) = fun6;

在下列选项中，正确的调用是（ C ）。

（A）int a=15; int n=fun6(&a); （B）int a = 15; cout<<(&pf)(a);

（C）cout<<(\*pf)( 256 ); （D）cout << \*pf( 256 );

7．在VC中，若定义一个函数的返回类型为void，则以下叙述正确的是（ C ）。

（A）函数返回值需要强类型转换 （B）函数不执行任何操作

（C）函数本身没有返回值 （D）函数不能修改实际参数的值

8．函数参数的默认值不允许为（ C ）。

（A）全局常量 （B）直接常量 （C）局部变量 （D）函数调用

9．使用重载函数编程序的目的是（ A ）。

（A）使用相同的函数名调用功能相似的函数 （B）共享程序代码

（C）提高程序的运行速度 （D）节省存储空间

10．在下列的描述中，（ B ）是错误的。

（A）使用全局变量可以从被调用函数中获取多个操作结果

（B）局部变量可以初始化，若不初始化，则系统默认它的值为0

（C）当函数调用完后，静态局部变量的值不会消失

（D）全局变量若不初始化，则系统默认它的值为0

11．在下列选项中，（ C ）具有文件作用域。

（A）语句标号 （B）局部变量 （C）全局变量 （D）静态变量

#### 3.2 阅读下列程序，写出运行结果

1．

#include<iostream>

using namespace std;

#include<cmath>

int f( int );

int main()

{

int i;

for( i = 0; i < 3; i ++ )

cout << f( i ) << endl;

}

int f( int a )

{

int b = 0, c = 1;

b ++; c++;

return int( a + pow( double(b), 2 ) + c );

}

【解答】

3

4

5

2．

#include<iostream>

using namespace std;

void func(int a, int b, int c = 3, int d = 4 );

int main()

{

func( 10, 15, 20, 30 );

func( 10, 11, 12 );

func( 12, 12 );

}

void func( int a, int b, int c, int d )

{

cout<<a<<'\t'<<b<<'\t'<<c<<'\t'<<d<< endl;

}

【解答】

10 15 20 30

10 11 12 4

12 12 3 4

3．

#include<iostream>

using namespace std;

void func( int, int, int \* );

int main()

{

int x, y, z;

func( 5, 6, &x );

func( 7, x, &y );

func( x, y, &z );

cout << x << "," << y << ", "<< z << endl;

}

void func( int a, int b, int \*c )

{

b += a; \*c = b - a;

}

【解答】

6, 6, 6

4．

#include<iostream>

using namespace std;

void func( int, int, int & );

int main()

{

int x=0, y=1, z=2;

func( 1, 2, x );

func( x + y, y, y );

func( z, x + y, z );

cout << x << "," << y << ", "<< z << endl;

}

void func( int a, int b, int &c )

{

b += a; c = b - a;

}

【解答】

2, 1, 3

5．

#include<iostream>

using namespace std;

void func( int \*, int \*, int \*& );

int main()

{

int a=10, b=20;

int \*p=&a, \*q=&b;

func( p, q, p );

cout << "\*p=" << \*p << ", \*q=" << \*q << endl;

}

void func( int \*t1, int \*t2, int \*& rt )

{

\*t1 += 5; \*t2 += 5;

rt = t1;

\*rt += 5;

cout << "\*t1=" << \*t1 << ", \*t2=" << \*t2<< ", \*rt=" << \*rt << endl;

}

【解答】

\*t1=20,\*t2=25,\*rt=20

\*p=20,\*q=25

6．

#include<iostream>

using namespace std;

int f2( int, int );

int f1( int a, int b )

{

int c;

a += a; b += b;

c = f2( a+b, b+1 );

return c;

}

int f2( int a, int b )

{

int c;

c = b % 2;

return a + c;

}

int main()

{

int a = 3, b = 4;

cout << f1( a, b ) << endl;

}

【解答】

15

7．

#include<iostream>

using namespace std;

int age( int n )

{

int f;

if( n == 1 )

f = 10;

else

f = age( n-1 ) + 2;

return f;

}

int main()

{

cout << "age : " << age( 5 ) << endl;

}

【解答】

age:18

8．

#include<iostream>

using namespace std;

int f1( int a, int b )

{

return a + b;

}

int f2( int a, int b )

{

return a - b;

}

int f3( int(\*t )( int, int ), int a, int b )

{

return (\*t )( a, b );

}

int main()

{

int (\*p )( int, int );

p = f1;

cout << f3( p, 4, 8 ) << endl;

p = f2;

cout << f3( p, 8, 4 ) << endl;

}

【解答】

12

4

9．

#include<iostream>

using namespace std;

int sub( int, int );

int a = 1;

int main()

{

int m = 1, n = 2, f;

f = sub( m, n );

cout << a << '\t' << f << endl;

f = sub( m, n );

cout << a << '\t' << f << endl;

}

int sub( int c, int d )

{

static int m = 2, n = 5;

cout << m << '\t' << n << '\t' << endl;

a = ++ a; c = m ++; d = n ++;

return c + d;

}

【解答】

2 5

2 7

3 6

3 9

#### 3.3 思考题

1．函数的作用是什么？如何定义函数？什么是函数原型？

【解答】

函数的两个重要作用：

（1）任务划分，把一个复杂任务划分为若干小任务，便于分工处理和验证程序正确性；（2）软件重用，把一些功能相同或相近的程序段，独立编写成函数，让应用程序随时调用，而不需要编写雷同的代码。

函数的定义形式：

类型 函数名 （ [ 形式参数表 ] ）

{

语句序列

}

函数原型是函数声明，告诉编译器函数的接口信息：函数名、返回数据类型、接收的参数个数、参数类型和参数顺序，编译器根据函数原型检查函数调用的正确性。

2．什么是函数值的返回类型？什么是函数的类型？如何通过指向函数的指针调用一个已经定义的函数？编写一个验证程序进行说明。

【解答】

（1）函数的返回类型是函数返回的表达式的值得类型；

（2）函数类型是指函数的接口，包括函数的参数定义和返回类型；

（3）若有

functionType functionName; //functionType是已经定义的函数类型

functionType \*functionPointer=functionName; //定义函数指针并获取函数地址

则可以通过函数指针调用函数：

(\*functionPointer)(argumentList);

或 functionPointer(argumentList)；

其中argumentList是实际参数表。

验证程序：

#include<iostream>

using namespace std;

int main()

{

typedef int myfunc(int,int);

myfunc f,\*fp;

int a=10,b=6;

fp=f;

cout<<"Using f(a):"<<f(a,b)<<endl; //函数名调用函数

cout<<"Using fp(a):"<<fp(a,b)<<endl; //函数指针调用函数

cout<<"Using (\*fp)(a):"<<(\*fp)(a,b)<<endl; //函数指针调用函数

return 0;

}

int f(int i,int j)

{

return i\*j;

}

3． 什么是形式参数？什么是实际参数？C++函数参数有什么不同的传递方式？编写一个验证程序进行说明。

【解答】

参数是调用函数与被调用函数之间交换数据的通道。函数定义首部的参数称为形式参数，调用函数时使用的参数称为实际参数。C++有三种参数传递机制：值传递（值调用）；指针传递（地址调用）；引用传递（引用调用）。

验证程序：

#include<iostream>

using namespace std;

void funcA(int i)

{ i=i+10; }

void funcB(int \*j)

{ \*j=\*j+20; }

void funcC(int &k)

{ k=k+30; }

int main()

{

int a=1;

funcA(a);cout<<"a="<<a<<endl;

funcB(&a);cout<<"a="<<a<<endl;

funcC(a);cout<<"a="<<a<<endl;

}

程序输出：

a=1 //传值参数，实际参数值不变

a=21 //指针参数，形式参数通过间址修改实际参数

a=51 //引用参数，形式参数通过别名方式修改实际参数

4．C++函数通过什么方式传递返回值？当一个函数返回指针类型时，对返回表达式有什么要求？当返回引用类型时，是否可以返回一个算术表达式？为什么？

【解答】

C++首先计算表达式的值，然后把该值赋给函数返回类型的匿名对象，通过这个对象，把数值带回调用点，继续执行后续代码。

当函数返回指针类型时，返回的地址值所指对象不能是局部变量。因为局部变量在函数运行结束后会被销毁，返回这个指针是毫无意义的。

返回引用的对象不能是局部变量，也不能返回表达式。算术表达式的值被储存在匿名空间中，函数运行结束后会被销毁，返回这个变量的引用也是无意义的。

5．变量的生存期和变量作用域有什么区别？请举例说明。

【解答】

变量的生存期是指程序运行后，变量占有内存的时间；变量作用域指的是指变量声明之后，在程序正文中有效的那部分区域。

例如，定义函数:

void count()

{

static int n=0;

//……

}

该函数中n被定义为static变量，生存期是整个程序运行时期；但作用域只在count函数中。

6．静态局部变量有什么特点？编写一个应用程序，说明静态局部变量的作用。

【解答】

静态局部变量的生存期是全程的，作用域是局部的。程序开始执行时就分配和初始化存储空间（默认初始化值为0）。定义静态局部变量的函数退出时，系统保持其存储空间和数值。下次调用这个函数时，static变量还是上次退出函数时的值。直至整个程序运行结束，系统才收回存储空间。

程序略。

7．在一个语句块中能否访问一个外层的同名局部变量？能否访问一个同名的全局变量？ 如果可以，应该如何访问？编写一个验证程序进行说明。

【解答】

一个语句块中不能访问外层的同名局部变量。可以访问一个同名的全局变量。

验证程序：

#include<iostream>

using namespace std;

int a=0; //全局变量a

int main()

{

int a=1; //外层局部变量a

{

int a=2; //内层局部变量a

cout<<"Local a is "<<a<<endl; //输出内层局部变量a

}

cout<<"Main a is "<<a<<endl; //输出外层局部变量a

cout<<"Global a is "<<::a<<endl; //输出全局部变量a

}

8．有函数原型

void f (int & n);

和函数调用

int a;

//…

f(a);

有人说，因为n是a的引用，则在函数f中访问n相当于访问a，所以，可以在f的函数体内直接使用变量名a。这种说法正确吗？为什么？编写一个验证程序。

【解答】

形式参数n的作用域是f函数，实际参数a的作用域是调用f函数的模块（例如main函数），所以在f函数中可见n而不可见a。因此，这种说法不正确。f函数内不能直接使用变量名a，只能通过别名n访问a。

验证程序：

#include<iostream>

using namespace std;

void f ( int&n );

int main()

{

int a = 1 ;

f( a );

cout<<"a="<<a<<endl;

}

void f ( int&n )

{

a++; //错误，直接使用a

n++; //正确

}

产生编译错误：error C2065: “a”: 未声明的标识符

9．有以下程序：

#include<iostream>

using namespace std;

int main()

{

char c;

cin>>c;

if(c=='y'||c=='Y')

int a=1;

else

int a=0;

cout<<"a="<<a<<endl;

}

编译错误为：error C2065: 'a' : undeclared identifier，指示语句行

cout<<"a="<<a<<endl;

变量a没有定义。请分析原因，并进行修改。

【解答】

if-else语句中分别出现变量a的说明语句，是作用域为if分支和else分支的两个变量。在if-else语句之后，这两个变量都是没有定义的，因此出现编译错误。正确的程序是：

#include<iostream>

using namespace std;

int main()

{

char c;

int a;

cin>>c;

if(c=='y'||c=='Y')

a=1;

else

a=0;

cout<<"a="<<a<<endl;

}

10．有函数原型

double function(int,double);

函数function的返回值类型是什么？函数的类型是什么？使用typedef定义函数的类型。

有函数调用语句

x=function(10,(2\* (0.314+5));

其中的括号“()”与函数原型中括号有什么语义区别？

【解答】

函数function的返回值类型是double

函数类型是： double (int,double)

可以定义为： typedef double funType (int,double);

函数调用function(10,(2\*(0.314+5)) 中，外层括号表示调用函数匹配的实际参数表，里面的两层括号是表达式运算。

11．请分析以下各语句的意义。

int \* fun();

int \* (\*pf)();

fun();

pf = fun;

pf();

【解答】

int \* fun() ; //函数原型声明。fun是返回int\*类型，没有参数的函数

int \* (\*pf)(); //声明指针变量。pf是指向函数的指针，函数类型为int\*()

fun() ; //调用函数语句

pf = fun ; //向指针变量赋值。函数指针pf指向函数fun

pf() ; //用指针变量间址调用函数

#### 3.4 编程题

1．已知 ![](data:image/x-wmf;base64,183GmgAAAAAAAOAHIAMBCQAAAADQWgEACQAAA14CAAAEAKYAAAAAAAQAAAACAQEABQAAAAEC////AAQAAAAuARkABQAAADECAQAAAAUAAAALAgAAAAAFAAAADAIgA+AHEwAAACYGDwAcAP////8AAE0AEAAAAMD///+0////oAcAANQCAAALAAAAJgYPAAwATWF0aFR5cGUAAKAACQAAAPoCAAAOAAAAAAAAAiIABAAAAC0BAAAFAAAAFAKYAQwCBQAAABMCmAGPBwUAAAAJAgAAAAIFAAAAFAIoAWwCFQAAAPsC4P4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAAABAAAAC0BAQASAAAAMgoAAAAABwAAAHNoKDFzaCkAcACeAEgAhAFwABcBQAIFAAAAFALEAhYCFQAAAPsC4P4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAAABAAAAC0BAgAEAAAA8AEBABAAAAAyCgAAAAAGAAAAc2gyc2gzcACjADMCcACaAEACBQAAABQCKAFGBhUAAAD7AuD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgAAAAQAAAAtAQEABAAAAPABAgAJAAAAMgoAAAAAAQAAAHgAQAIFAAAAFALgAVYAFQAAAPsC4P4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAAABAAAAC0BAgAEAAAA8AEBAAkAAAAyCgAAAAABAAAAeQBAAgUAAAAUAsQCywMVAAAA+wLg/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AAAAEAAAALQEBAAQAAADwAQIACgAAADIKAAAAAAIAAAB4eDQDQAIFAAAAFAIoAXIEEAAAAPsC4P4AAAAAAACQAQAAAAIAAgAQU3ltYm9sAAEEAAAALQECAAQAAADwAQEACQAAADIKAAAAAAEAAAArAEACBQAAABQC4AEkAQkAAAAyCgAAAAABAAAAPQBAAgUAAAAUAsQCiAQJAAAAMgoAAAAAAQAAACsAQAKmAAAAJgYPAEIBTWF0aFR5cGVVVTYBBQEABQBEU01UNQAAE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQASAAgp8mpfJfIV8hL0dfQVDyHwHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoBAAIAg3kAAgSGPQA9AwALAAABAAIAgXMAAgCBaAACAIIoAAIAiDEAAgSGKwArAgCBcwACAIFoAAIAg3gAAgCCKQAAAQACAIFzAAIAgWgAAgCIMgACAIN4AAIEhisAKwIAgXMAAgCBaAACAIgzAAIAg3gAAAAAAAsAAAAmBg8ADAD/////AQAAAAAAAAAJAAAA+gIAAAAAAAAAAAAAIgAEAAAALQEBABAAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCGBAAAAC0BAwAEAAAA8AECAAMAAAAAAA==)，其中，sh为双曲正弦函数，即![](data:image/x-wmf;base64,183GmgAAAAAAAEAHYAMACQAAAAAxWgEACQAAA2cCAAAEAKIAAAAAAAQAAAACAQEABQAAAAEC////AAQAAAAuARkABQAAADECAQAAAAUAAAALAgAAAAAFAAAADAJgA0AHEwAAACYGDwAcAP////8AAE0AEAAAAMD///+3////AAcAABcDAAALAAAAJgYPAAwATWF0aFR5cGUAAKAACQAAAPoCAAAOAAAAAAAAAiIABAAAAC0BAAAFAAAAFALYAZADBQAAABMC2AH7BgUAAAAJAgAAAAIFAAAAFAJoAZ4DFQAAAPsC4P4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAAABAAAAC0BAQAKAAAAMgoAAAAAAgAAAGVl7wFAAgUAAAAUAiACMwAVAAAA+wLg/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AAAAEAAAALQECAAQAAADwAQEADQAAADIKAAAAAAQAAABzaCgpcACeAMIAQAIFAAAAFAIEAwIFFQAAAPsC4P4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAAABAAAAC0BAQAEAAAA8AECAAkAAAAyCgAAAAABAAAAMgBAAgUAAAAUAucAIQQVAAAA+wIw/wAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AAAAEAAAALQECAAQAAADwAQEACgAAADIKAAAAAAIAAAB0dG4CoAEFAAAAFAIgAqABFQAAAPsC4P4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAAABAAAAC0BAQAEAAAA8AECAAkAAAAyCgAAAAABAAAAdABAAgUAAAAUAucAFgYQAAAA+wIw/wAAAAAAAJABAAAAAgACABBTeW1ib2wAAQQAAAAtAQIABAAAAPABAQAJAAAAMgoAAAAAAQAAAC0AoAEFAAAAFAJoAboEEAAAAPsC4P4AAAAAAACQAQAAAAIAAgAQU3ltYm9sAAEEAAAALQEBAAQAAADwAQIACQAAADIKAAAAAAEAAAAtAEACBQAAABQCIAKoAgkAAAAyCgAAAAABAAAAPQBAAqIAAAAmBg8AOQFNYXRoVHlwZVVVLQEFAQAFAERTTVQ1AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABIACCnyal8l8hXyEvR19BUPIfAeQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAACgEAAgCBcwACAIFoAAIAgigAAgCDdAACAIIpAAIEhj0APQMACwAAAQACAIFlAAMAHAAACwEBAQACAIN0AAAACgIEhhIiLQIAgWUAAwAcAAALAQEBAAIEhhIiLQIAg3QAAAAACgEAAgCIMgAAAAAAAAsAAAAmBg8ADAD/////AQAAAAAAAAAJAAAA+gIAAAAAAAAAAAAAIgAEAAAALQECABAAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCGBAAAAC0BAwAEAAAA8AEBAAMAAAAAAA==)。编写一个程序，输入*x*的值，求*y*的值。

【解答】

#include<iostream>

#include<cmath>

using namespace std;

double sh( double t );

int main()

{

double x,y;

cout << "x=";

cin >> x;

y = sh( 1+sh(x) )/( sh( 2\*x )+sh( 3\*x ) );

cout << "y=" << y << endl;

}

double sh( double t )

{ return ( exp( t )-exp( -t ) )/2; }

2．输入*m*、*n*和*p*的值，求*s* = ![](data:image/x-wmf;base64,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)的值。注意判断运算中的溢出。

【解答】

using namespace std;

double f( long k,long num );

int main()

{

long m,n,p; double s,f1,f2,f3;

cout << "m,n,p=";

cin>>m>>n>>p;

f1=f( 1,m );

f2=f( 3,n );

f3=f( 5,p );

if (f1 && f2 && f3 )

{

s = ( f1 + f2) /f3;

cout << "s=" << s << endl;

}

else

cout<<"溢出!\n";

}

double f( long k,long num )

{

long i;

double sum=0;

for( i=1; i<=num && sum<2147483647; i++ )

{

sum = sum + pow( double (i),double (k) );

}

if (i<=num)

return 0; //溢出时返回

return sum;

}

3．输入*a*、*b*和*c*的值，编写一个程序求这三个数的最大值和最小值。要求：把求最大值和最小值操作分别编写成一个函数，并使用指针或引用做为形式参数把结果返回main函数。

【解答】

（1）使用指针参数

#include<iostream>

using namespace std;

void fmaxmin( double,double ,double ,double \*,double \* );

int main()

{

double a,b,c,max,min;

cout << "a,b,c = ";

cin >> a >> b >> c;

fmaxmin( a,b,c,&max,&min );

cout << "max=" << max << endl;

cout << "min=" <<min << endl;

}

void fmaxmin( double x,double y,double z,double \*p1,double \*p2 )

{

double u,v;

if ( x>y )

{ u = x; v = y; }

else

{ u = y; v = x; };

if ( z>u ) u = z;

if ( z<v ) v = z;

\*p1 = u;

\*p2 = v;

}

（2）使用引用参数

#include<iostream>

using namespace std;

void fmaxmin( double,double ,double ,double& ,double& );

int main()

{

double a,b,c,max,min;

cout << "a,b,c=";

cin >> a >> b >> c;

fmaxmin( a,b,c,max,min );

cout << "max=" << max << endl;

cout << "min=" << min << endl;

}

void fmaxmin( double x,double y,double z,double &p1,double &p2 )

{

double u,v;

if ( x>y )

{ u = x; v = y; }

else

{ u = y; v = x; };

if ( z>u ) u = z;

if ( z<v ) v = z;

p1 = u;

p2 = v;

}

4．用线性同余法生成随机数序列的公式为：

*rk* = ( multiplier × *rk*−1 + increment ) % modulus

序列中的每一个数*rk*都可以由它的前一个数*rk*−1计算出来。例如，如果有：

*rk* = ( 25 173 × *rk*−1 + 13 849 ) % 65 536

则可以产生65 536个各不相同的整型随机数。设计一个函数作随机数生成器，生成1位或2位数的随机数。

利用这个随机数生成器，编写一个小学生学习四则运算的练习程序，要求：

* 可以进行难度选择，一级难度只用1位数，二级难度用2位数；
* 可以选择运算类型，包括加、减、乘、除等；
* 可以给出错误提示；
* 可以统计成绩。

【解答】

#include<iostream>

using namespace std;

int Rand(int,int); //生成指定范围的随机数

int main()

{

int w,i,r,t = 0;

char op,answer;

int a,b,d;

while(1) //练习开始

{

cout<<"现在开始？( Y 或 N )\n" ;

cin>>answer;

if (answer=='N'||answer=='n') break;

while(1)

{

cout << "请输入难度( 1或2 ):";

cin >> w;

if ( w != 1 && w != 2 )

cout << "输入难度错误，重新输入！" << endl;

else

break ;

}

while(1)

{

cout << "请输入运算类型( +,-,\*,/ ):" ;

cin >> op;

if ( op != '+' && op != '-' && op != '\*' && op != '/' )

cout << "输入运算符错误，重新输入！" << endl;

else

break;

}

//出10道题，每题10分

t=0;

for( i=1; i<=10; i++ )

{

while(1)

{ if( w == 1 )

{

a = Rand(0,10); b = Rand(0,10);

}

else

if( w == 2 )

{

a = Rand(10,100); b = Rand(10,100);

}

if ( op == '-' )

if ( a<b ) continue ; //使被减数大于减数

if ( op == '/' )

if ( int( a/b ) != (a / b) ) continue; //只做结果为整数的除法

break;

}

cout << a << op << b << '=';

cin >> d;

switch ( op )

{

case '+': r = a + b; break;

case '-': r = a - b; break;

case '\*': r = a \* b; break;

case '/': r = a / b; break;

}

if ( r == d )

{

cout << "你算对了，加10分！" << endl;

t = t + 10;

}

else

cout << "你算错了！" << endl;

}

cout << "你的成绩是：" << t << "分" << endl;

}

}

int Rand(int m, int n)

{

static int r; //静态变量保留上一个随机数

do

{

r = ( 25173\*r + 13849 ) % 65536 ;

} while (r<m||r>=n);

return r;

}

5．已知勒让德多项式为：
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编写程序，从键盘输入*x*和*n*的值，使用递归函数求*pn*(*x*)的值。

【解答】

#include<iostream>

using namespace std;

double p( double x,int n );

int main()

{

int n;

double x;

cout << "please input x and n:";

cin >> x >> n;

cout << "p(" << x << "," << n << ")=" << p( x,n ) <<endl;

}

double p( double x,int n )

{ double t1,t2;

if( n == 0 )

return 1;

else

if( n == 1 )

return x;

else

{

t1 = ( 2\*n-1 )\*p( x,n-1 );

t2 = ( n-1 )\*p( x,n-2 );

return ( t1-t2 )/n;

}

}

6．把以下程序中的print()函数改写为等价的递归函数。

#include <iostream>

using namespace std;

void print( int w )

{

for( int i = 1; i <= w; i ++ )

{

for( int j = 1; j <= i; j ++ )

cout << i << " ";

cout << endl;

}

}

int main()

{

print( 5 );

}

程序运行结果：

1

2 2

3 3 3

4 4 4 4

5 5 5 5 5

【解答】

#include<iostream>

using namespace std;

void print(int w)

{

int i;

if( w )

{ print( w-1 );

for( i=1; i<=w; i++ )

cout << w << " ";

cout << endl;

}

}

void main()

{

print( 5 );

}
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【解答】

#include<iostream>

#include<cmath>

using namespace std;

double f1( double x )

{

return 4 / ( 1 + x\*x );

}

double f2( double x )

{

return sqrt( 1 + x\*x );

}

double f3( double x )

{

return sin( x );

}

double trap( double( \*fun )( double x ), double a,double b,long n )

{

double t,h; int i;

t = ( ( \*fun )(a) + ( \*fun )( b ) ) / 2.0;

h = ( b - a ) / n;

for( i=1; i<=n-1; i++ ) t += ( \*fun )( a + i \* h );

t \*= h;

return t;

}

int main()

{

double t1,t2,t3;

t1 = trap( f1,0,1,10000 );

cout << "t1=" << t1 << endl;

t2 = trap( f2,1,2,10000 );

cout << "t2=" << t2 << endl;

t3 = trap( sin,0,3.14159265/2,10000 );

cout << "t3=" << t3 << endl;

}

8．编写一个程序，包含三个重载的display函数和一个主函数。要求：第一个函数输出double值，前面用字符串“a double:”引导；第二个函数输出一个int值，前面用字符串“a int:”引导；第三个函数输出一个char字符值，前面用字符串“a char:”引导；在主函数中，分别用double、int和char型变量作为实参调用display函数。

【解答】

#include<iostream>

using namespace std;

void display( double d )

{

cout << "a double:" << d << endl;

}

void display( int i )

{

cout << "a int:" << i << endl;

}

void display( char c )

{

cout << "a char:" << c << endl;

}

int main()

{

double d = 1.5; int i = 100; char c = 'a';

display( d );

display( i );

display( c );

}

9．使用重载函数编程序分别把两个数和三个数从大到小排列。

【解答】

#include<iostream>

using namespace std;

void sort( double x,double y );

void sort( double x,double y,double z );

int main()

{

sort( 5.6, 79 );

sort( 0.5, 30.8, 5.9 );

}

void sort(double x,double y)

{

if ( x>y )

cout << x << '\t' << y << endl;

else

cout << y << '\t' << x << endl;

}

void sort( double x,double y,double z )

{

double t;

if( y<z ) { t = y; y = z; z = t; }

if( x<z ) { t = x; x = z; z = t; }

if( x<y ) { t = x; x = y ;y = t; }

cout << x << '\t' << y << '\t' << z << '\t' << endl;

}

10．给定求组合数公式为：![](data:image/x-wmf;base64,183GmgAAAAAAAMAHYAMBCQAAAACwWgEACQAAA5QCAAAEAJ4AAAAAAAQAAAACAQEABQAAAAEC////AAQAAAAuARkABQAAADECAQAAAAUAAAALAgAAAAAFAAAADAJgA8AHEwAAACYGDwAcAP////8AAE0AEAAAAMD///+0////gAcAABQDAAALAAAAJgYPAAwATWF0aFR5cGUAAMAACQAAAPoCAAAOAAAAAAAAAiIABAAAAC0BAAAFAAAAFAKYAdMCBQAAABMCmAFlBwUAAAAJAgAAAAIFAAAAFAIoAWsFFQAAAPsC4P4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAAABAAAAC0BAQAJAAAAMgoAAAAAAQAAACEAQAIFAAAAFALEAn4DFQAAAPsC4P4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAAABAAAAC0BAgAEAAAA8AEBAA0AAAAyCgAAAAAEAAAAISgpIVUA3wJmAEACBQAAABQCXwENARUAAAD7AjD/AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgAAAAQAAAAtAQEABAAAAPABAgAJAAAAMgoAAAAAAQAAAG4AoAEFAAAAFAIqAvQAFQAAAPsCMP8AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAAABAAAAC0BAgAEAAAA8AEBAAkAAAAyCgAAAAABAAAAbQCgAQUAAAAUAigBlAQVAAAA+wLg/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AAAAEAAAALQEBAAQAAADwAQIACQAAADIKAAAAAAEAAABtAEACBQAAABQC4AEzABUAAAD7AuD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgAAAAQAAAAtAQIABAAAAPABAQAJAAAAMgoAAAAAAQAAAEMAQAIFAAAAFALEAuYCFQAAAPsC4P4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAAABAAAAC0BAQAEAAAA8AECAAwAAAAyCgAAAAADAAAAbm1uAFUB4gFAAgUAAAAUAuAB6wEQAAAA+wLg/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAQQAAAAtAQIABAAAAPABAQAJAAAAMgoAAAAAAQAAAD0AQAIFAAAAFALEAkUFCQAAADIKAAAAAAEAAAAtAEACngAAACYGDwAxAU1hdGhUeXBlVVUlAQUBAAUARFNNVDUAABNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIKfJqXyXyFfIS9HX0FQ8h8B5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKAQACAINDAAMAHQAACwEAAgCDbQAAAQACAINuAAAACgIEhj0APQMACwAAAQACAINtAAIAgiEAAAEAAgCDbgACAIIhAAIAgigAAgCDbQACBIYSIi0CAINuAAIAgikAAgCCIQAAAAAAAAsAAAAmBg8ADAD/////AQAAAAAAAAAJAAAA+gIAAAAAAAAAAAAAIgAEAAAALQEBABAAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCGBAAAAC0BAwAEAAAA8AECAAMAAAAAAA==)，编一程序，输入*m*和*n*的值，求![](data:image/x-wmf;base64,183GmgAAAAAAAOABAAIBCQAAAADwXQEACQAAA2YBAAACAHsAAAAAAAQAAAACAQEABQAAAAEC////AAQAAAAuARkABQAAADECAQAAAAUAAAALAgAAAAAFAAAADAIAAuABEwAAACYGDwAcAP////8AAE0AEAAAAMD///+/////oAEAAL8BAAALAAAAJgYPAAwATWF0aFR5cGUAAFAABQAAAAkCAAAAAgUAAAAUAt8ADQEVAAAA+wIw/wAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAbgCgAQUAAAAUAqoB9AAVAAAA+wIw/wAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AAAAEAAAALQEBAAQAAADwAQAACQAAADIKAAAAAAEAAABtAKABBQAAABQCYAEzABUAAAD7AuD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgAAAAQAAAAtAQAABAAAAPABAQAJAAAAMgoAAAAAAQAAAEMAQAJ7AAAAJgYPAOsATWF0aFR5cGVVVd8ABQEABQBEU01UNQAAE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQASAAgp8mpfJfIV8hL0dfQVDyHwHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoBAAIAg0MAAwAdAAALAQACAINtAAABAAIAg24AAAAAAAALAAAAJgYPAAwA/////wEAAAAAAAAAEAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAIYEAAAALQEBAAQAAADwAQAAAwAAAAAA)的值。注意优化算法，降低溢出可能。要求：主函数调用以下函数求组合数：

int Fabricate( int m, int n ); //返回![](data:image/x-wmf;base64,183GmgAAAAAAAOABAAIBCQAAAADwXQEACQAAA2YBAAACAHsAAAAAAAQAAAACAQEABQAAAAEC////AAQAAAAuARkABQAAADECAQAAAAUAAAALAgAAAAAFAAAADAIAAuABEwAAACYGDwAcAP////8AAE0AEAAAAMD///+/////oAEAAL8BAAALAAAAJgYPAAwATWF0aFR5cGUAAFAABQAAAAkCAAAAAgUAAAAUAt8ADQEVAAAA+wIw/wAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAbgCgAQUAAAAUAqoB9AAVAAAA+wIw/wAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AAAAEAAAALQEBAAQAAADwAQAACQAAADIKAAAAAAEAAABtAKABBQAAABQCYAEzABUAAAD7AuD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgAAAAQAAAAtAQAABAAAAPABAQAJAAAAMgoAAAAAAQAAAEMAQAJ7AAAAJgYPAOsATWF0aFR5cGVVVd8ABQEABQBEU01UNQAAE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQASAAgp8mpfJfIV8hL0dfQVDyHwHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoBAAIAg0MAAwAdAAALAQACAINtAAABAAIAg24AAAAAAAALAAAAJgYPAAwA/////wEAAAAAAAAAEAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAIYEAAAALQEBAAQAAADwAQAAAwAAAAAA)的值

Fabricate函数内需调用Multi函数：

int Multi( int m, int n ); // 返回 ![](data:image/x-wmf;base64,183GmgAAAAAAAMAIoAEBCQAAAABwVwEACQAAA6wBAAACAJUAAAAAAAQAAAACAQEABQAAAAEC////AAQAAAAuARkABQAAADECAQAAAAUAAAALAgAAAAAFAAAADAKgAcAIEwAAACYGDwAcAP////8AAE0AEAAAAMD///+8////gAgAAFwBAAALAAAAJgYPAAwATWF0aFR5cGUAAEAABQAAAAkCAAAAAgUAAAAUAiAB/gEVAAAA+wLg/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AAAAEAAAALQEAAAwAAAAyCgAAAAADAAAAKDEpACoCegBAAgUAAAAUAiABPAAVAAAA+wLg/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AAAAEAAAALQEBAAQAAADwAQAADAAAADIKAAAAAAMAAABtbW4AKgJ4BUACBQAAABQCIAE0ARAAAAD7AuD+AAAAAAAAkAEAAAACAAIAEFN5bWJvbAABBAAAAC0BAAAEAAAA8AEBAA0AAAAyCgAAAAAEAAAAtC20tDwCuQHmAUACBQAAABQCIAHdBRAAAAD7AuD+AAAAAAAAkAEAAACGAAIAAEDLzszlAIZlBAAAAC0BAQAEAAAA8AEAAAoAAAAyCgAAAAACAAAAoa1AAgAAlQAAACYGDwAfAU1hdGhUeXBlVVUTAQUBAAUARFNNVDUAARNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIKfJqXyXyFfIS9HX0FQ8h8B5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKAQACAINtAAIEhtcAtAIAgigAAgCDbQACBIYSIi0CAIgxAAIAgikAAgSG1wC0E1dpbkNoaW5hABEGQMvOzOUACAUAAgB/JiACBIbXALQCAINuAAAAAAsAAAAmBg8ADAD/////AQAAAAAAAAAQAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AhgQAAAAtAQAABAAAAPABAQADAAAAAAA=)

程序由4个文件组成。头文件用于存放函数原型，作为调用接口；其他3个cpp文件分别是main、Fabricate和Multi函数的定义。

【解答】

分析计算公式![](data:image/x-wmf;base64,183GmgAAAAAAAMAHYAMBCQAAAACwWgEACQAAA5QCAAAEAJ4AAAAAAAQAAAACAQEABQAAAAEC////AAQAAAAuARkABQAAADECAQAAAAUAAAALAgAAAAAFAAAADAJgA8AHEwAAACYGDwAcAP////8AAE0AEAAAAMD///+0////gAcAABQDAAALAAAAJgYPAAwATWF0aFR5cGUAAMAACQAAAPoCAAAOAAAAAAAAAiIABAAAAC0BAAAFAAAAFAKYAdMCBQAAABMCmAFlBwUAAAAJAgAAAAIFAAAAFAIoAWsFFQAAAPsC4P4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAAABAAAAC0BAQAJAAAAMgoAAAAAAQAAACEAQAIFAAAAFALEAn4DFQAAAPsC4P4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAAABAAAAC0BAgAEAAAA8AEBAA0AAAAyCgAAAAAEAAAAISgpIVUA3wJmAEACBQAAABQCXwENARUAAAD7AjD/AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgAAAAQAAAAtAQEABAAAAPABAgAJAAAAMgoAAAAAAQAAAG4AoAEFAAAAFAIqAvQAFQAAAPsCMP8AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAAABAAAAC0BAgAEAAAA8AEBAAkAAAAyCgAAAAABAAAAbQCgAQUAAAAUAigBlAQVAAAA+wLg/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AAAAEAAAALQEBAAQAAADwAQIACQAAADIKAAAAAAEAAABtAEACBQAAABQC4AEzABUAAAD7AuD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgAAAAQAAAAtAQIABAAAAPABAQAJAAAAMgoAAAAAAQAAAEMAQAIFAAAAFALEAuYCFQAAAPsC4P4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAAABAAAAC0BAQAEAAAA8AECAAwAAAAyCgAAAAADAAAAbm1uAFUB4gFAAgUAAAAUAuAB6wEQAAAA+wLg/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAQQAAAAtAQIABAAAAPABAQAJAAAAMgoAAAAAAQAAAD0AQAIFAAAAFALEAkUFCQAAADIKAAAAAAEAAAAtAEACngAAACYGDwAxAU1hdGhUeXBlVVUlAQUBAAUARFNNVDUAABNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIKfJqXyXyFfIS9HX0FQ8h8B5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKAQACAINDAAMAHQAACwEAAgCDbQAAAQACAINuAAAACgIEhj0APQMACwAAAQACAINtAAIAgiEAAAEAAgCDbgACAIIhAAIAgigAAgCDbQACBIYSIi0CAINuAAIAgikAAgCCIQAAAAAAAAsAAAAmBg8ADAD/////AQAAAAAAAAAJAAAA+gIAAAAAAAAAAAAAIgAEAAAALQEBABAAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCGBAAAAC0BAwAEAAAA8AECAAMAAAAAAA==)得到：

m!/(n!\*(m-n)!)=(m\*(m-1)\*…\*(m-n+1)\*(m-n)!)/ (n!\*(m-n)!)

=(m\*(m-1)\*…\*(m-n+1)/ (n!)

因此可以避免求较大数据m的阶乘，减少溢出的可能性。

//Fabricate.h

#ifndef FABRICATE\_H

#define FABRICATE\_H

int Fabricate( int m,int n );

int Multi( int m, int n );

#endif

//main.cpp

#include<iostream>

using namespace std;

#include "Fabricate.h"

int main()

{

int m ,n;

cout << "input m and n:";

cin >> m >> n;

cout << "Fabricate(" << m << "," << n << ")=" << Fabricate( m, n ) << endl;

}

//Fabricate.cpp

#include "Fabricate.h"

int Fabricate( int m, int n )

{

return Multi( m, m-n + 1 ) / Multi( n, 1 );

}

//Multi.cpp

int Multi( int m, int n )

{

int i, t = 1;

for( i=n; i<=m; i++ )

t = t \* i;

return t;

}

## 第4章 数组

#### 4.1 选择题

1．以下对一维数组 a 的定义正确的是（ C ）。

（A）int n = 5, a[n]; （B）int a(5);

（C）const int N = 5; int a[N]; （D）int n; cin>>n; int a[n];

2．下列数组定义语句中，不合法的是（ A ）。

（A）int a[3] = { 0, 1, 2, 3 }; （B）int a[] = { 0, 1, 2 };

（C）int a[3] = { 0, 1, 2 }; （D）int a[3] = { 0 };

3．已知 int a[10] = { 0, 1, 2, 3, 4, 5, 6, 7, 8, 9 }, \*p = a;，不能表示数组 a 中元素的式子是（ C ）。

（A）\*a （B）\*p （C）a （D）a[ p−a ]

4．已知 int a[] = { 0,2,4,6,8,10 }, \*p = a+1; 其值等于0的表达式是（ D ）。

（A）\* (p++) （B）\*(++p) （C）\*(p−−) （D）\*(−−p)

5．以下不能对二维数组a进行正确初始化的语句是（ C ）。

（A）int a[2][3] = { 0 };

（B）int a[][3] = { { 0,1 }, { 0 } };

（C）int a[2][3] = { { 0, 1 }, { 2, 3 }, { 4, 5 } };

（D）int a[][3] = { 0, 1, 2, 3, 4, 5 };

6．已知int a[][3] = { { 0, 1 }, { 2, 3, 4 }, { 5, 6 }, { 7 } }; 则 a[2][1]的值是（ C ）。

（A）0 （B）2 （C）6 （D）7

7．已知int a[3][3] = { 1, 2, 3, 4, 5, 6, 7, 8, 9 }; 不能表示数组元素a[2][1]的地址是（ B ）。

（A）&a[2][1] （B）\*(a[2]+1) （C）a[2]+1 （D）\*(a+2)+1

8．已知char \*a[]={ "fortran", " basic", "pascal", "java", "c++" };，则 cout<<a[3];的显示结果是（ C ）。

（A）t （B）一个地址值 （C）java （D）javac++

9．若用数组名作为调用函数的实参，则传递给形参的是（ A ）。

（A）数组存储首地址 （B）数组的第一个元素值

（C）数组中全部元素的值 （D）数组元素的个数

10．设有char \*s1="ABCDE", \*s2="ABCDE",\*s3=s1;，下列表达式中值等于true的是（ D ）。

（A）strcmp(s1,s2) （B）strcmp(s1,s3)==1 （C）strcmp(s2,s3)==-1（D）strcmp(s1,s3) ==0

11．设char \*s1, \*s2;分别指向两个字符串，可以判断字符串s1和s2是否相等的表达式为（ D ）。

（A）s1=s2 （B）strlen(s1,s2)

（C）strcpy(s1,s2)==0 （D）strcmp(s1,s2)==0

12．设char \*s1, \*s2;分别指向两个字符串，可以判断字符串s1是否大于字符串s2的表达式为（ C ）。

（A）strcmp(s1,s2)<0 （B）strcmp(s1,s2)==0

（C）strcmp(s1,s2)>0 （D）strcmp(s2,s1)>0

#### 4.2 阅读下列程序，写出运行结果

1．

#include <iostream>

using namespace std;

int main()

{

int i, count=0, sum=0;

double average;

int a[] = { 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 };

for( i=0; i<10; i++ )

{

if( a[i] % 2 == 0 )

continue;

sum += a[ i ];

count ++;

}

average = sum/count;

cout << "count = " << count << '\t' << "average = " << average << endl;

}

【解答】

conut = 5 average = 5

2．

#include <iostream>

using namespace std;

int main()

{

int a[9] = { 1, 2, 3, 4, 5, 6, 7, 8, 9 };

int \*p = a, sum = 0;

for(; p<a+9; p++ )

if(\*p % 2 == 0 )

sum += \*p;

cout << "sum = " << sum << endl;

}

【解答】

sum = 20

3．

#include <iostream>

#include <iomanip>

using namespace std;

const int N = 5;

int main()

{

int a[N][N]={ 0 }, i, j, k;

for( k=1, i=0; i<N; i++ )

for( j=i; j>= 0; j--, k++ )

a[j][i - j ] = k;

for( i=0; i<N; i++ )

{

for( j=0; j<N; j++ )

cout << setw( 3 ) << a[i][j];

cout << endl;

}

}

【解答】

1 3 6 10 15

2 5 9 14 0

4 8 13 0 0

7 12 0 0 0

11 0 0 0 0

4．

#include <iostream>

using namespace std;

int f(int [],int);

int main()

{

int a[] = { -1, 3, 5, -7, 9, -11 };

cout << f( a, 6 ) << endl;

}

int f( int a[], int size )

{

int i, t=1;

for( i=0; i<size; i ++ )

if( a[i]>0 ) \*= a[i];

return t;

}

【解答】

135

5．

#include <iostream>

using namespace std;

int f( int [][3], int, int );

int main()

{

int a[][3] = { 0, 1, 2, 3, 4, 5, 6, 7, 8 };

cout << f( a, 3, 3 ) << endl;

}

int f( int a[][3], int row, int col )

{

int i, j, t=1;

for( i=0; i<row; i ++ )

for( j=0; j<col; j++ )

{

a[i][j]++;

if( i == j ) t \*= a[i][j];

}

return t;

}

【解答】

45

6．

#include <iostream>

using namespace std;

void test1( int \*a1 )

{

a1 = new int( 5 );

cout << "\*a1 = " << \*a1 << endl;

}

void test2(int \* & a2)

{

a2 = new int( 5 );

cout << "\*a2 = " << \*a2 << endl;

}

int main()

{

int \*p = new int( 1 );

test1( p );

cout << "test1: \*p1 = " << \*p << endl;

test2( p );

cout << "test2: \*p2 = " << \*p << endl;

}

【解答】

\*a1= 5

test1: \*p1= 1

\*a2= 5

test2: \*p2= 5

7．

#include <iostream>

using namespace std;

int main()

{

char s[] = "abccda";

int i;

char c;

for( i = 1; ( c=s[i] ) != '\0'; i ++ )

{

switch( c )

{

case 'a' : cout << '%'; continue;

case 'b' : cout << '$'; break;

case 'c' : cout << '\*'; break;

case 'd' : continue;

}

cout << '#' << endl;

}

}

【解答】

$#

\*#

\*#

%

8．

#include <iostream>

using namespace std;

int main()

{

char \*str[] = { "c++", "basic", "pascal" };

char \*\*p;

int i;

p = str;

for( i=0; i<3; i++ )

cout << \* ( p+i ) << endl;

}

【解答】

c++

basic

pascal

9．

#include <iostream>

using namespace std;

int main()

{

char s1[] = "Fortran", s2[] = "Foxpro";

char \*p, \*q;

p = s1; q = s2;

while(\*p && \*q )

{ if (\*p == \*q )

cout << \*p;

p ++;

q ++;

}

cout << endl;

}

【解答】

For

10．

#include <cstring>

#include <iostream>

using namespace std;

int main()

{

char str[][10] = { "vb", "pascal", "c++" }, s[10];

strcpy\_s( s, ( strcmp( str[0], str[1] ) < 0 ? str[0] : str[1] ) );

if( strcmp( str[2], s ) < 0 )

strcpy\_s( s, str[2] );

cout << s << endl;

}

【解答】

C++

#### 4.3 思考题

1．数组说明语句要向编译器提供什么信息？请写出一维数组、二维数组说明语句的形式。

【解答】

数组说明语句要向编译器提供数组名（标识符），数组元素的类型、数组维数、数组长度（元素的个数）等信息。

一维数组说明语句为： 类型 数组名[表达式]

二维数组说明语句为： 类型 数组名[表达式1] [表达式2]

2．数组名、数组元素的区别是什么？归纳一维数组元素地址、元素值不同的表示形式。若有说明

int aa [3], \*pa=aa;

请使用aa或pa，写出3个以上与aa[2] 等价的表达式。

【解答】

数组名是一个标识符，执行代码中代表数组的地址，即指向数组起始位置的指针；而数组元素是下标变量，性质相当于普通变量。

对一维数组aa第i个元素的地址可以表示为： &aa[i] aa+i;

对一维数组aa第i个元素的值可以表示为： a[i] \*(a+i);

与aa[2]等价的表达式：

\*(aa+2) \*(&a[2]) \*(pa+2) pa[2]

3．要把一维数组 int a[m\*n] 的元素传送到二维数组 int b[m][n]中，即在程序中要执行

b[i][j]=a[k];

请写出*k*→*i*,*j*的下标变换公式，并用程序进行验证。

【解答】

转换公式： i=k/n j=k%n

验证程序：

#include <iostream>

using namespace std;

int main()

{

const int M=3,N=4;

int k,a[M\*N]={1,2,3,4,5,6,7,8,9,10,11,12}, b[M][N];

int i,j;

cout<<"array a:"<<endl;

for( k=0; k<M\*N; k++ )

b[k/N][k%N] = a[k];

for( k=0; k<M\*N; k++ )

cout<<a[k]<<'\t';

cout<<endl;

cout<<"\*\*After convert\*\*"<<endl;

cout<<"array b:"<<endl;

for(i=0;i<M;i++)

{

for(j=0;j<N;j++) cout<<b[i][j]<<'\t';

cout<<endl;

}

}

4．有以下函数：

void query()

{

int \*p;

p=new int[3];

//…

delete []p;

p=new double[5];

//…

delete []p;

}

出现了编译错误。请分析错误的原因，并把上述程序补充完整，上机验证你的判断。

【解答】

在语句p=new double[5]; 中企图把动态浮点型数组的地址写入整型指针p，造成错误。错误为：

error C2440: “=”: 无法从“double \*”转换为“int \*”。

改正方法：增加一个double\*q指针。

void query()

{

int \*p;

p=new int[3];

delete [] p;

//……

double \*q;

q=new double[5];

//……

delete []q;

}

5．有以下程序，设计功能是调用函数create建立并初始化动态数组，令a[i]=i。但该程序运行后不能得到期望结果，请分析程序的错误原因并进行修改。

#include <iostream>

using namespace std;

void create(int \*, int);

int main()

{

int \*a = NULL, len;

cin>>len;

create(a,len);

for( int i = 0; i<len; i++ )

cout << a[i] << " ";

cout << endl;

delete []a;

a = NULL;

}

void create(int \*ap, int n)

{

ap=new int[n];

for(int i=0; i<n; i++) ap[i]=i;

}

【解答】

函数create中，指针参数int\*ap是传地址值的参数。调用函数时接受实际参数a的值（地址值）作为初始值。ap仅是局部变量，ap=new int[n]获得新的地址值，函数执行完毕返回，ap被释放，完全与实际参数a无关。程序没有编译错误，但main不能获得动态数组。修改方法是把ap改为指针引用参数。

void create(int \*&,int); //函数原型声明,使用引用参数

void create(int \*&ap,int n) //函数定义

{

ap=new int[n];

for(int i=0;i<n;i++)

ap[i]=i;

}

#### 4.4 编程题

1．已知求成绩的平均值和均方差公式：![](data:image/x-wmf;base64,183GmgAAAAAAAKAFIAUBCQAAAACQXgEACQAAA9ECAAAEAKEAAAAAAAQAAAACAQEABQAAAAEC////AAQAAAAuARkABQAAADECAQAAAAUAAAALAgAAAAAFAAAADAIgBaAFEwAAACYGDwAcAP////8AAE0AEAAAAMD///++////YAUAAN4EAAALAAAAJgYPAAwATWF0aFR5cGUAAKAACQAAAPoCAAAOAAAAAAAAAiIABAAAAC0BAAAFAAAAFAKYA+0CBQAAABMCmANHBQUAAAAJAgAAAAIFAAAAFAJxA9QDFQAAAPsCMP8AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAAABAAAAC0BAQAJAAAAMgoAAAAAAQAAADEAoAEFAAAAFALgAzcAFQAAAPsC4P4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAAABAAAAC0BAgAEAAAA8AEBAAwAAAAyCgAAAAADAAAAYXZlAH4AiwBAAgUAAAAUAuAAcwMVAAAA+wIw/wAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AAAAEAAAALQEBAAQAAADwAQIACQAAADIKAAAAAAEAAABuAKABBQAAABQCbQLhBBUAAAD7AjD/AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgAAAAQAAAAtAQIABAAAAPABAQAJAAAAMgoAAAAAAQAAAGkAoAEFAAAAFAJxAx8DFQAAAPsCMP8AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAAABAAAAC0BAQAEAAAA8AECAAkAAAAyCgAAAAABAAAAaQCgAQUAAAAUAiMCdwQVAAAA+wLg/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AAAAEAAAALQECAAQAAADwAQEACQAAADIKAAAAAAEAAABzAEACBQAAABQCxATVAxUAAAD7AuD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgAAAAQAAAAtAQEABAAAAPABAgAJAAAAMgoAAAAAAQAAAG4AQAIFAAAAFAJxA2sDEAAAAPsCMP8AAAAAAACQAQAAAAIAAgAQU3ltYm9sAAEEAAAALQECAAQAAADwAQEACQAAADIKAAAAAAEAAAA9AKABBQAAABQC4AMFAhAAAAD7AuD+AAAAAAAAkAEAAAACAAIAEFN5bWJvbAABBAAAAC0BAQAEAAAA8AECAAkAAAAyCgAAAAABAAAAPQBAAgUAAAAUAnQC/QIQAAAA+wIg/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAQQAAAAtAQIABAAAAPABAQAJAAAAMgoAAAAAAQAAAOUAwAOhAAAAJgYPADcBTWF0aFR5cGVVVSsBBQEABQBEU01UNQAAE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQASAAgp8mpfJfIV8hL0dfQVDyHwHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoBAAIAgWEAAgCBdgACAIFlAAIEhj0APQMACwAAAQADABBwAAEAAgCDcwADABsAAAsBAAIAg2kAAAEBAAABAAIAg2kAAgSGPQA9AgCIMQAAAQACAINuAAANAgSGESLlAAAKAQACAINuAAAAAAAACwAAACYGDwAMAP////8BAAAAAAAAAAkAAAD6AgAAAAAAAAAAAAAiAAQAAAAtAQEAEAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAIYEAAAALQEDAAQAAADwAQIAAwAAAAAA), ![](data:image/x-wmf;base64,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)，其中，*n*为学生人数，*si*为第*i*个学生成绩。求某班学生的平均成绩和均方差。

【解答】

#include<iostream>

#include<cmath>

using namespace std;

void aveMsd( double [], int, double &, double & ); //求平均值和均方差值函数

int main()

{

double s[] = { 76, 85, 54, 77, 93, 83, 90, 67, 81, 65 };

double ave, msd;

int i,n;

n = sizeof( s )/sizeof( double ); //求数组元素的个数

cout<<"学生成绩：";

for( i=0; i<n; i++ )

cout<<s[i]<<" ";

cout<<endl;

aveMsd( s, n, ave, msd );

cout << "平均值：" << ave << endl << "均方差值：" << msd << endl;

}

void aveMsd( double s[], int n, double &ave, double &msd )

{

int i;

double sum1=0, sum2=0;

for( i=0; i<n; i++ ) //求平均值

sum1 += s[i];

ave = sum1/n;

for( i=0; i<n; i++ ) //求均方差

sum2 += pow( s[i]-ave, 2 );

msd = sqrt( sum2/n );

}

2．用随机函数产生10个互不相同的两位整数存放到一维数组中，并输出其中的素数。

【解答】

#include<iostream>

#include<cmath>

#include <cstdlib>

#include<ctime>

using namespace std;

int main()

{

int a[10],i,j;

srand( int( time(0)) ); //为随机数生成器设置种子值

for( i=0; i<10; i++ )

{

l: a[i] = rand(); //产生随机数存放到数组中

if ( a[i]<10 || a[i]>=100 ) //获取指定范围数据

goto l;

for( j=0; j<i; j++ ) //排除相同数据

if( a[i]==a[j] )

goto l;

}

for( i=0; i<10; i++ )

cout << a[i] << " ";

cout << endl;

for( i=0; i<10; i++ )

{

double m=sqrt( double (a[i]) );

for( j=2; j<=m; j++)

if( a[i] % j == 0 )break;

if( j>m )

cout << a[i] << " ";

}

cout << "是素数！" << endl;

}

3．将一组数据从大到小排列后输出，要求显示每个元素及它们在原数组中的下标。

【解答】

#include<iostream>

using namespace std;

int main()

{

int a[] = { 38, 6, 29, 1, 25, 20, 6, 32, 78, 10 };

int index[10]; //记录下标的数组

int i,j,temp;

for( i=0; i<10; i++ )

index[i] = i;

for( i=0; i<=8; i++ )

for( j=i+1; j<=9; j++ )

if( a[i] < a[j] )

{

temp = a[i]; a[i] = a[j]; a[j] = temp;

temp = index[i]; index[i] = index[j]; index[j] = temp;

}

for( i=0; i<10; i++ )

cout << a[i] << '\t' << index[i] << endl;

}

4．从键盘输入一个正整数，判别它是否为回文数。所谓回文数，是指正读和反读都一样的数。例如，123321是回文数。

【解答】

#include<iostream>

using namespace std;

int main()

{

int b[10], i, j, k, flag ;

long num, n ;

cout << "num=" ; cin >> num;

k = 0;

n = num;

do //拆分整数，把各数字放入数组b

{

b[k++] = n % 10;

n = n/10;

} while( n != 0);

flag=1; //判断标志

i=0; j=k-1; //设置指示下标的指针

while(i<j)

if( b[i++] != b[j--] ) //对称位置元素不相等

{

flag = 0;

break ;

}

if( flag ) cout << num << "是回文数！" << endl;

else cout << num << "不是回文数！" << endl;

}

5．把两个升序排列的整型数组合并为一个升序数组。设计好算法，以得到较高的运行效率。

【解答】

#include<iostream>

using namespace std;

void merge(const int a[],int na, const int b[],int nb, int c[],int nc);

int main()

{

int a[4] = { 1, 2, 5, 7 };

int b[8] = { 3, 4, 8, 8, 9, 10, 11, 12 };

int c[12];

int i;

merge( a,4,b,8,c,12 );

for( i=0; i<12; i++ )

cout << c[i] << " ";

cout << endl;

}

void merge(const int a[],int na, const int b[],int nb, int c[],int nc)

{

int i,j,k;

i = j = k = 0;

while( i<na && j<nb )

{

if( a[i] > b[j] ) //当a[i]>b[j]，把b[i]写入数组c

{ c[k] = b[j]; k++; j++; }

else //当a[i]<=b[j]，把a[i]写入数组c

{ c[k] = a[i]; k++; i++; }

}

while( i<na )

{

c[k] = a[i]; i++; k++; //把数组a的剩余元素写入数组c

}

while( j<nb )

{

c[k] = b[j]; k++; j++; //把数组b的剩余元素写入数组c

}

}

6. 输入一个表示星期几的数，然后输出相应的英文单词。要求：使用指针数组实现。

【解答】

#include<iostream>

using namespace std;

int main()

{

char \*weekday[7]

= { "sunday", "monday", "tuesday","wednesday", "thursday", "friday", "saturday" };

int d;

cout << "please input week day: ";

cin >> d;

if( d>=0 && d<=6 )

cout << d << "---" << \*( weekday + d ) <<endl;

else

cout << "input error!" << endl;

}

7．编写以下函数：

（1）在一个二维数组中形成以下形式的*n*阶矩阵：

![](data:image/x-wmf;base64,183GmgAAAAAAAKAJoAgACQAAAAARXwEACQAAA9wCAAACAO0AAAAAAAQAAAACAQEABQAAAAEC////AAQAAAAuARkABQAAADECAQAAAAUAAAALAgAAAAAFAAAADAKgCKAJEwAAACYGDwAcAP////8AAE0AEAAAAMD///+t////YAkAAE0IAAALAAAAJgYPAAwATWF0aFR5cGUAAAACBQAAAAkCAAAAAgUAAAAUAkcBYgEVAAAA+wLg/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AAAAEAAAALQEAAA8AAAAyCgAAAAAFAAAAMTExMTEAngGeAZ4BgwFAAgUAAAAUAvYCZwEVAAAA+wLg/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AAAAEAAAALQEBAAQAAADwAQAADwAAADIKAAAAAAUAAAAyMTExMQCZAZ4BngGDAUACBQAAABQCpQRnARUAAAD7AuD+AAAAAAAAkAEAAAAAAAIAEFRpbWVzIE5ldyBSb21hbgAAAAQAAAAtAQAABAAAAPABAQAPAAAAMgoAAAAABQAAADMyMTExAJ4BmQGeAYMBQAIFAAAAFAJUBmcBFQAAAPsC4P4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAAABAAAAC0BAQAEAAAA8AEAAA8AAAAyCgAAAAAFAAAANDMyMTEAngGeAZkBgwFAAgUAAAAUAgMIZQEVAAAA+wLg/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AAAAEAAAALQEAAAQAAADwAQEADwAAADIKAAAAAAUAAAA1NDMyMQCgAZ4BngF+AUACBQAAABQCXAEzABAAAAD7AuD+AAAAAAAAkAEAAAACAAIAEFN5bWJvbAABBAAAAC0BAQAEAAAA8AEAAAoAAAAyCgAAAAACAAAA5va/CEACBQAAABQCWwIzAAoAAAAyCgAAAAACAAAA5/e/CEACBQAAABQCagMzAAoAAAAyCgAAAAACAAAA5/e/CEACBQAAABQCeQQzAAoAAAAyCgAAAAACAAAA5/e/CEACBQAAABQCiAUzAAoAAAAyCgAAAAACAAAA5/e/CEACBQAAABQClwYzAAoAAAAyCgAAAAACAAAA5/e/CEACBQAAABQCkgczAAoAAAAyCgAAAAACAAAA5/e/CEACBQAAABQCRwgzAAoAAAAyCgAAAAACAAAA6Pi/CEAC7QAAACYGDwDQAU1hdGhUeXBlVVXEAQUBAAUARFNNVDUAABNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIKfJqXyXyFfIS9HX0FQ8h8B5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKAQADAAEDAAEABQABAQEBAQAAAQAAAAUAAQEBBQUAAAAAAQACAIgxAAABAAIAiDEAAAEAAgCIMQAAAQACAIgxAAABAAIAiDEAAAEAAgCIMgAAAQACAIgxAAABAAIAiDEAAAEAAgCIMQAAAQACAIgxAAABAAIAiDMAAAEAAgCIMgAAAQACAIgxAAABAAIAiDEAAAEAAgCIMQAAAQACAIg0AAABAAIAiDMAAAEAAgCIMgAAAQACAIgxAAABAAIAiDEAAAEAAgCINQAAAQACAIg0AAABAAIAiDMAAAEAAgCIMgAAAQACAIgxAAAABQABAQEBAQAAAQAAAAACAJYoAAIAlikAAAAACwAAACYGDwAMAP////8BAAAAAAAAABAAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCGBAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)

（2）去掉靠边的元素，生成新的*n*−2阶矩阵；

（3）求矩阵主对角线下元素之和；

（4）以方阵形式输出数组。

在main函数中调用以上函数进行测试。

【解答】

#include<iostream>

using namespace std;

void create( int \*&app, int n );

void del( int \*&app, int \*&bpp, int n );

int maindiagonal( int \*&app, int n );

void output( int \*&app, int );

int main()

{

int \*ap = NULL, \*bp = NULL, n;

cout << "输入矩阵的阶：";

cin >> n;

create( ap,n );

cout << "\n形成矩阵：\n";

output( ap, n );

cout << "去掉靠边元素生成的矩阵：\n";

del( ap,bp,n );

output( bp,n-2 );

cout << "主对角线元素之和：" << maindiagonal( ap, n ) <<endl;

}

//形成n阶矩阵函数

void create( int \* &app, int n )

{

app = new int[ n\*n ];

int i,j,k = 0;

for( i=0; i<n; i++ )

for( j=0; j<n; j++ )

{

if( i<=j )

app[k] = 1;

else

app[k] = i-j+1;

k++;

}

}

//去掉靠边元素生成n-2阶矩阵函数

void del( int \*&app, int \*&bpp, int n )

{

int i,j,k = 0;

bpp = new int[ ( n-2 )\*( n-2 ) ];

for ( i=0; i<n; i++ )

{

for( j=0; j<n; j++ )

if ( i && j && i<n-1 && j <n-1 )

{

bpp[k]= \*( app + i\*n + j );

k++;

}

}

}

//求主对角线元素之和函数

int maindiagonal( int \*&app, int n )

{

int i,j,k = 0,sum = 0;

for ( i=0; i<n; i++ )

{

for( j=0; j<n; j++ )

if( i==j )

sum += \*( app + i\*n + j);

}

return sum;

}

//以方阵的形式输出数组函数

void output( int \*&app, int n )

{

int i,j;

for ( i=0; i<n ; i++ )

{

for( j=0; j<n; j++ )

cout << \*( app + i\*n + j) << '\t';

cout<<endl;

}

cout<<endl;

}

8．设某城市3个百货公司某个季度销售电视机的情况和价格如下所示。编写程序，将表数据用数组存放，求各百货公司的电视机营业额。

|  |  |
| --- | --- |
| 牌号 | 价格 |
| 康佳 | 3500 |
| TCL | 3300 |
| 长虹 | 3800 |

|  |  |  |  |
| --- | --- | --- | --- |
| 牌号  公司 | 康佳 | TCL | 长虹 |
| 第一百货公司 | 300 | 250 | 150 |
| 第二百货公司 | 200 | 240 | 200 |
| 第三百货公司 | 280 | 210 | 180 |

【解答】

#include<iostream>

using namespace std;

int main()

{

long s[][3] = { { 300, 250, 150 }, { 200, 240, 200},{ 280, 210, 180 } };

long p[] = { 3500, 3300, 3800 };

int i,j;

double sum;

for( i=0; i<3; i++ )

{

sum=0;

for( j=0; j<3; j++)

sum += s[i][j] \* p[j];

cout << "第" << i+1 << "百货公司的电视机营业额: " << sum << endl;

}

}

9．设计函数求一整型数组的最小元素及其下标。在主函数中定义和初始化该整型数组，调用该函数，并显示最小元素值和下标值。

【解答】

#include<iostream>

using namespace std;

int fmin(int [], int);

int main()

{

int a[ ] = { 73, 85, 62, 95, 77, 56, 81, 66, 90, 80 };

int index;

index = fmin( a, sizeof(a)/sizeof(int) );

cout << "The minnum number is : " << a[index] << endl;

cout << "The index is : " << index << endl;

}

int fmin( int a[], int size )

{

int i,min = a[0], index = 0;

for( i=0; i<size; i++ )

if( a[i]<min )

{

min = a[i];

index = i;

};

return index;

}

10．假设有从小到大排列的一组数据存放在一个数组中，在主函数中从键盘输入一个在该数组的最小值和最大值之间的数，并调用一个函数把输入的数插入到原有的数组中，保持从小到大的顺序，并把最大数挤出。然后在主函数中输出改变后的数组。

【解答】

#include<iostream>

using namespace std;

void insert( int a[],int,int );

int main()

{

int a[] = { 10, 12, 23, 25, 48, 48, 53, 58, 60, 78 };

int x,n,i;

cout << "please input insert data: ";

cin >> x;

n = sizeof(a)/sizeof(int); //求数组长度

insert( a, n, x ); //插入元素

for( i=0; i<n; i++ )

cout << a[i] << " ";

cout << endl;

}

void insert( int a[],int n,int x )

{

int i,p,j;

if ( x<a[n-1] )

{

for( i=1; i<n; i++ ) //查找插入位置

if( x<a[i] )

{

p=i; break;

}

for( j=n-1; j>=p; j-- ) //后移元素，挤出最大值

a[j] = a[j-1];

a[p] = x; //插入元素

}

}

11．一个整型数组的每个元素占4字节。编写一个压缩函数pack，把一个无符号小整数（0~255）数组进行压缩存储，只存放低8位；再编写一个解压函数unpack，把压缩数组舒展开来，以整数形式存放。主函数用随机函数生成数据初始化数组，测试pack和unpack函数。

【解答】

#include<iostream>

#include <cstdlib>

#include<ctime>

using namespace std;

void pack( int \*a, unsigned char \*p, int n );

void unpack( unsigned char \*p, int \*a, int n );

int main()

{

int \*ary, n, i;

unsigned char \*packary;

cout<<"请输入数组长度：";

cin>>n;

ary = new int [n]; //建立动态数组

packary = new unsigned char[n]; //压缩数组

srand(int(time(0)));

for(i=0;i<n;i++) //产生随机数并存放到动态数组中

ary[i]=rand()/255;

pack( ary, packary, n );

cout<<"\n输出压缩数组：";

for( i=0; i<n; i++ )

{

if (i %10 == 0) cout<<endl; //控制一行输出10个数据

cout << int( packary[i] ) <<" ";

}

unpack( packary, ary, n);

cout<<"\n输出解压数组：";

for( i=0; i<n; i++ )

{

if (i %10 == 0) cout<<endl;

cout<<ary[i]<<" ";

}

}

void pack( int \*a, unsigned char \*p, int n )

{

for(int i=0; i<n; i++)

{

p[i] = unsigned char(a[i]);

}

}

void unpack( unsigned char \*p, int \*a, int n )

{

for(int i=0; i<n; i++)

{

a[i] = int(p[i]);

}

}

12．编写程序，按照指定长度生成动态数组，用随机数对数组元素进行赋值，然后逆置该数组元素。例如，数组A[5]的初值为{6, 3, 7, 8, 2}，逆置后的值为{2, 8, 7, 3, 6}。要求：输出逆置前、后的数组元素序列。

【解答】

#include<iostream>

#include <cstdlib>

#include<ctime>

using namespace std;

void printarray(int \*p,int n);

void adverse(int \*p,int n);

int main()

{

int \*p,n,i;

cout<<"请输入数组长度:";

cin>>n;

p=new int [n]; //建立动态数组

srand(int(time(0)));

for(i=0;i<n;i++) //产生随机数并存放到动态数组中

\*(p+i)=rand()%1000;

cout<<"动态数组：";

printarray(p,n); // 输出动态数组

adverse(p,n); // 对数组逆置

cout<<"逆置数组：";

printarray(p,n); // 输出逆置数组

}

// 输出数组函数

void printarray(int \*p,int n)

{

int i;

for( i=0; i<n; i++ )

{

if (i % 5==0) cout<<endl; // 控制一行输出5个数据

cout<<"ary["<<i<<"]="<<\*(p+i)<<"\t";

}

cout<<endl;

}

// 对数组逆置函数

void adverse(int \*p,int n)

{

int i,t;

for (i=0;i<n/2;i++)

{

t=\*(p+i);

\*(p+i)=\*(p+n-i-1);

\*(p+n-i-1)=t;

}

}

13．把一个字符串插到另一个字符串中指定的位置。

【解答】

#include<iostream>

using namespace std;

int main()

{

int p, i, j, k;

char s1[40], s2[40], s3[80];

cout << "s1=";

cin >> s1;

cout << "s2=";

cin >> s2;

cout << "input insert position:";

cin >> p; //输入插入位置

for( i=0; i<p; i++ )

s3[i] = s1[i];

for( j=0; s2[j] != '\0'; j++ )

s3[i+j] = s2[j];

for( k=p; s1[k] != '\0'; k++ )

s3[j+k] = s1[k];

s3[j+k] = '\0';

cout << "s3=" << s3 << endl;

}

14．把某班学生的姓名和学号分别存放到两个数组中，从键盘输入某位学生的学号，查找该学生是否在该班，若找到该学生，则显示出相应的姓名。

【解答】

#include<iostream>

using namespace std;

int main()

{

char name[5][20] = { "li ming", "zhang qing", "liu xiao ping", "wang ying", "lu pei" };

long num[5] = { 20030001, 20030002, 20030005, 20030007, 20030010 };

int i;

long snumber;

cout << "please input studentnumber:";

cin >> snumber;

for( i=0; i<5; i++ )

{

if( num[i] == snumber )

{

cout << "Found! The name is :" << name[i] << endl;

break;

}

}

if( i==5 ) cout << "Can\'t found!" << endl;

}

15．将一组C++关键字存放到一个二维数组中，并找出这些关键字中的最小者。

【解答】

#include<iostream>

#include <cstring>

using namespace std;

int main()

{

char string[10];

char str[][10]={ "while", "break", "if", "extern", "void", "auto", "long", "static", "do", "const" };

int i;

strcpy( string, str[0] );

for( i=0; i<10; i++ )

if( strcmp(str[i],string)<0 ) strcpy( string, str[i] );

cout << "The minimum string is:" << string << endl;

}

16．使用指针函数编写程序，把两个字符串连接起来。

【解答】

#include<iostream>

using namespace std;

char \*strcat( char \*str1,char \*str2 )

{

char \*p = str1;

while( \*p != '\0' ) p++;

\*p = \*str2;

do

{

p++;

str2++;

\*p = \*str2;

} while( \*str2 != '\0' );

return( str1 );

}

int main()

{

char str1[80], str2[80];

cout << "input str1:";

cin >> str1;

cout << "input str2:";

cin >> str2;

cout << "str1+str2=" << strcat( str1, str2 ) << endl;

}

17．使用string类，编写一个简单的文本编辑程序，能够实现基本的插入、删除、查找、替换等功能。

【解答】

略。

## 第5章 集合与结构

#### 5.1 选择题

1．语句cout<<(1&2)<<", "<<(1&&2)<<endl; 的输出结果是（ B ）。

（A）0, 0 （B）0, 1 （C）1, 0 （C）1, 1

2. 语句cout<<(1|2)<<", "<<(1||2)<<endl; 的输出结果是（ D ）。

（A）0, 0 （B）1, 1 （C）2, 0 （D）3, 1

3. 有以下说明语句：

struct point

{ int x; int y; }p;

则正确的赋值语句是（ C ）。

（A）point.x = 1; point.y = 2; （B）point={ 1, 2 };

（C）p.x = 1; p.y = 2; （D）p = { 1, 2 };

4．已知有职工情况结构变量emp定义为：

struct Date

{

int year;

int month;

int day;

};

strnct Employee

{

char name[20];

long code;

Date birth

};

Employee emp;

下列对emp的birth正确赋值方法是（ D ）。

（A）year=1980; month=5; day=1;

（B）birth.year=1980; birth.month=5; birth.day=1;

（C）emp.year=1980; emp.month=5; emp.day=1;

（D）emp.birth.year=1980; emp.birth.month=5; emp.birth.day=1;

5．有以下说明语句：

struct Student

{

int num;

double score;

};

Student stu[3]={{1001,80}, {1002,75}, {1003,91}}, \*p=stu;

则下面引用形式错误的是（ B ）。

（A）p−>num （B）(p++).num （C）(p++)−>num （D）(\*p).num

6．有以下说明语句：

struct Worker

{

int no;

char name[20];

};

Worker w, \*p ＝ &w;

则下列错误的引用是（ D ）。

（A）w.no （B）p->no （C）(\*p).no （D）\*p.no

7．s1和s2是两个结构类型变量，若要使赋值s1=s2合法，则它们的说明应该是（ C ）。

（A）s1只能接收相同类型的数据成员 （B）结构中的成员相同

（C）同一结构类型的变量 （D）存储字节长度一样的变量

#### 5.2 阅读下列程序，写出运行结果。

1．

#include <iostream>

using namespace std;

struct Data

{

int n;

double score;

};

int main()

{

Data a[3] = { 1001,87,1002,72,1003,90 }, \*p = a;

cout << (p++)->n << endl;

cout << (p++)->n << endl;

cout << p->n++ << endl;

cout << (\*p).n++ << endl;

}

【解答】

1001

1002

1003

1004

2．

#include <iostream>

using namespace std;

struct Employee

{

char name[ 20 ];

char sex;

};

void fun( Employee \*p )

{

if( (\*p).sex == 'm' )

cout << (\*p).name << endl;

}

int main()

{

Employee emp[5] = { "Liming", 'm', "Wangxiaoping", 'f', "Luwei", 'm' };

int i;

for( i=0; i<3; i++ )

fun( emp+i );

}

【解答】

Liming

Luwei

3．

#include <iostream>

using namespace std;

struct Node

{

char \* s;

Node \* q;

};

int main()

{

Node a[ ] = { { "Mary", a+1 }, { "Jack", a+2 }, { "Jim", a } };

Node \*p = a;

cout << p->s << endl;

cout << p->q->s << endl;

cout << p->q->q->s << endl;

cout << p->q->q->q->s << endl;

}

【解答】

Mary

Jack

Jim

Mary

#### 5.3 思考题

1．判断一个整数n的奇偶性，可以利用位运算判断吗？请你试一试。

【解答】

可以。一个整数当最低位为1时，它是奇数，否则为偶数。以下函数返回对参数k的奇偶判断。

bool odd( int k )

{

return 1&k;

}

2．长度为N的数组可以表示N个元素的集合，若有：

S[i]==1，表示对应元素在集合中

如何实现集合的基本运算？请你试一试。并从内存和处理要求上与5.2.2节中集合的实现方法进行比较。

【解答】

长度为N的数组S可以表示有N个元素的集合。当S[i]==1，表示元素i+1在集合中；当S[i]==0，表示元素i+1不在集合中。集合运算通过对数组元素操作完成。

用数组实现集合运算的空间和时间消耗高于用无符号整数和位运算实现集合运算。

用数组实现集合运算程序如下。

#include<iostream>

using namespace std;

void setPut( unsigned \*S ); //输入集合S的元素

void setDisplay( const unsigned \*S ); //输出集合S中的全部元素

bool putX( unsigned \*S, unsigned x ); //元素x并入集合

void Com( unsigned \*C, const unsigned \*A, const unsigned \*B); //求并集C=A∪B

void setInt( unsigned \*C, const unsigned A, const unsigned B); //求交集C=A∩B

void setDif( const unsigned A, const unsigned B ); //求差集C=A-B

bool Inc( const unsigned \*A, const unsigned \*B ); //判蕴含

bool In( const unsigned \*S, const unsigned x ); //判属于x∈S

bool Null( const unsigned \*S ); //判空集

const int N=32;

//输入集合元素

void setPut(unsigned \*S)

{

unsigned x;

cin >> x;

while( x>0&&x<=N)

{

putX( S, x ); //把输入元素并入集合S

cin >> x;

}

}

//输出集合S中的全部元素

void setDisplay( const unsigned \*S )

{

cout << "{ ";

if (Null(S))

cout<<" }\n";

else

{

for( int i=0; i<N; i++ ) //输出元素

{

if( S[i] )

cout << i+1 << ", ";

}

cout << "\b\b }\n"; //擦除最后的逗号

}

return;

}

//元素x并入集合S

bool putX( unsigned \*S, unsigned x )

{

if(x>0&&x<=N)

{

S[x-1] = 1;

return true;

}

return false;

}

//求并集C=A∪B

void Com( unsigned \*C, const unsigned \*A, const unsigned \*B )

{

for( int i=0; i<N; i++ )

C[i]= int( A[i] || B[i] ) ;

}

//求交集C=A∩B

void setInt( unsigned \*C, const unsigned \*A, const unsigned \*B )

{

for( int i=0; i<N; i++ )

C[i]= int( A[i]&&B[i] ) ;

}

//求差集C=A-B

void setDif( unsigned \*C, const unsigned \*A, const unsigned \*B )

{

for( int i=0; i<N; i++ )

C[i]= int( A[i]&&!(A[1]&&B[i]) ) ;

}

//判蕴含，A蕴含于B时返回true

bool Inc( const unsigned \*A, const unsigned \*B )

{

for(int i=0; i<N; i++)

{

if(A[i]&&!B[i])

return false;

}

return true;

}

//判属于，x∈S时返回true

bool In( const unsigned \*S, const unsigned x )

{

return S[x-1];

}

//判空集，S为空集时返回true

bool Null( const unsigned \*S )

{

for( int i=0; i<N; i++)

{

if( S[i])

return false;

}

return true;

}

int main()

{

unsigned A[N]={0}, B[N]={0}, C[N]={0};

unsigned x;

cout << "Input the elements of set A, 1-"<<N<<", until input 0 :\n";

setPut( A );

cout << "Input the elements of set B, 1-"<<N<<", until input 0 :\n";

setPut( B );

cout<<"A = ";

setDisplay( A );

cout<<"B = ";

setDisplay( B );

cout << "Input x: ";

cin>>x;

cout << "Put " << x << " in A = ";

putX( A, x) ;

setDisplay(A);

cout << "C = A+B = ";

Com( C, A, B );

setDisplay( C );

cout << "C = A\*B = ";

setInt( C, A, B );

setDisplay( C );

cout << "C = A-B = ";

setDif( C, A, B );

setDisplay( C );

if( Inc( A, B ) )

cout << "A <= B is true\n";

else

cout << "not A <= B\n";

cout << "Input x: ";

cin >> x;

if( In( A, x ) )

cout << x << " in A\n";

else

cout << x << " not in A\n";

}

3．分析以下说明结构的语句：

struct Node

{

int data;

Node error; //错误

Node \* ok; //正确

};

error和ok分别属于什么数据类型？有什么存储要求？error出错的原因是什么？

【解答】

error是Node结构类型数据成员，错误。原因是结构定义的数据成员若为本身的结构类型，是一种无穷递归。ok是指向Node类型的指针，定义正确，占4字节。

4．本章例5-8中用辅助数组对结构数组进行关键字排序，有定义：

person \*index[100];

index数组存放结构数组元素的地址。如果把index定义改为：

int index[100];

用于存放结构数组元素的下标，可以实现对结构数组的索引排序吗？如何修改程序？请你试一试。

【解答】

可以。关键是通过整型索引数组元素作为下标访问结构数组。表示为：

all[pi[i]].name all[pi[i]].id all[pi[i]].salary

有关程序如下：

#include<iostream>

using namespace std;

struct person //说明结构类型

{

char name[10];

unsigned int id;

double salary;

} ;

void Input( person[], const int );

void Sort( person[], int[],const int );

void Output( const person[], int[],const int );

int main()

{

person allone[100] ; //说明结构数组

int index[100]; //说明索引数组

int total ;

for(int i=0; i<100; i++) //索引数组元素值初始化为结构数组元素下标

index[i]=i ;

cout<<"输入职工人数：";

cin>>total;

cout<<"输入职工信息：\n";

Input(allone,total);

cout<<"以工资做关键字排序\n";

Sort(allone,index, total);

cout<<"输出排序后信息：\n";

Output(allone,index,total);

}

void Input( person all[], const int n )

{

int i ;

for( i=0; i<n; i++ ) // 输入数据

{

cout<<i<<": 姓名: ";

cin>>all[i].name;

cout<<"编号: ";

cin >> all[i].id;

cout<<"工资: ";

cin >> all[i].salary ;

}

}

void Sort(person all[], int pi[], const int n)

{

int i,j;

int t; //交换用中间变量

for(i=1; i<n; i++) //以成员salary做关键字排序

{

for(j=0; j<=n-1-i; j++)

if(all[pi[j]].salary>all[pi[j+1]].salary) //通过索引数组访问结构数组元素

{

t=pi[j]; //交换索引数组元素值

pi[j]=pi[j+1];

pi[j+1]= t;

}

}

}

void Output(const person all[], int pi[], const int n)

{

for( int i=0; i<n; i++ ) // 输出排序后数据

cout<<all[pi[i]].name<<'\t'<<all[pi[i]].id<<'\t'<<all[pi[i]].salary<<endl;

}

5．有以下结构说明和遍历单向链表的函数。函数内有错误吗？是什么性质的错误？请上机验证你的分析。

struct Node

{

int data;

Node \* next;

};

void ShowList( Node \*head )

{

while( head )

{

cout << head->date << '\n';

head ++;

}

}

【解答】

head++错误，原因是动态链表的结点存放不是连续顺序的内存空间，它们是逐个结点通过new建立的，所以不能用++做地址偏移运算。应该用：

head=head->next;

#### 5.4 编程题

1．编写程序，将一个整型变量右移4位，并以二进制形式输出该整数在移位前和移位后的数值。观察系统填补空缺的数位情况。

#include<iostream>

using namespace std;

void bitDisplay(unsigned value);

int main()

{

unsigned x;

cout << "Enter an unsigned integer: ";

cin >> x;

bitDisplay(x);

x>>=4;

cout<<"Right 4-bit\n";

bitDisplay(x);

}

void bitDisplay(unsigned value)

{

unsigned c;

unsigned bitmask = 1<<31;

cout << value << " = \t";

for( c=1; c<=32; c++ )

{

cout << ( value&bitmask ? '1' : '0' );

value <<= 1;

if( c%8 == 0 )

cout << ' ';

}

cout << endl;

}

2．整数左移一位相当于将该数乘以2。编写一个函数

unsigned power2( unsigned number, unsigned pow );

使用移位运算计算number\*2pow，并以整数形式输出计算结果。注意考虑数据的溢出。

【解答】

unsigned power2( unsigned number, unsigned pow )

{

unsigned c=1;

unsigned bitmask = 1<<31;

while(c<31) //溢出判断

{

if( number&bitmask ) break; //查找最高位的1

c++;

bitmask>>=1;

}

if(pow<c)

return number<<pow;

else

{

cout<<"overflow!\n";

return 0;

}

}

3．使用按位异或（^）运算，可以不使用中间变量，快速交换两个变量的值。设计一个函数，实现快速交换两个整型变量的值。

【解答】

void Swap( int &A, int &B)

{

A=A^B;

B=A^B;

A=A^B;

}

4. 集合的元素通常是字符。设计程序，用无符号整数表示ASCII码字符集合，用位运算实现各种基本集合运算。

【解答】

ASCII码是0~127的整数，可以用长度为4的无符号整型数组表示集合，如教材例5-4所示。区别是，在输入集合元素时，需要把字符转换成整型数据，在输出操作中，把整型集合元素转换成字符型数据。

程序略。

5．使用结构类型表示复数。设计程序输入两个复数，可以选择进行复数的＋、－、×或÷运算，并输出结果。

【解答】

#include <iostream>

#include <iomanip>

using namespace std;

struct complex

{

double re, im;

};

int main()

{

complex a,b,c; char oper;

cout << "输入复数a的实部和虚部: ";

cin >> a.re >> a.im;

cout << "输入复数b的实部和虚部:";

cin >> b.re >> b.im;

cout << "输入运算符: ";

cin >> oper;

switch ( oper )

{

case '+': c.re=a.re+b.re; c.im=a.im+b.im; break;

case '-': c.re=a.re-b.re; c.im=a.im-b.im; break;

case '\*': c.re=a.re\*b.re-a.im\*b.im;

c.im=a.im\*b.re+a.re\*b.im; break;

case '/': c.re=(a.re\*b.re+a.im\*b.im)/(b.re\*b.re+b.im\*b.im);

c.im=(a.im\*b.re-a.re\*b.im)/(b.re\*b.re+b.im\*b.im);

break;

default: cout << "input error!" << endl;

return 0;

}

cout << "c=" << c.re;

cout << setiosflags( ios::showpos );

cout << c.im << "i" << endl;

return 0;

}

6．把一个班的学生姓名和成绩存放到一个结构数组中，寻找并输出最高分者。

【解答】

#include <iostream>

using namespace std;

int main()

{

struct data

{

char name[12];

double score;

}a[ ] = {"李小平",90,"何文章",66,"刘大安",87,"汪立新",93,"罗建国",78,

"陆丰收",81,"杨勇",85,"吴一兵",55,"伍晓笑",68,"张虹虹",93};

double max = a[0].score;

int i,n = sizeof(a) / sizeof(data);

for( i=1; i<n; i++ )

if( a[i].score > max ) max = a[i].score;

for( i=0; i<n; i++ )

if( a[i].score == max ) cout << a[i].name << endl;

}

7．使用结构表示*X*—*Y*平面直角坐标系上的点，编写程序顺序读入一个四边形的4个顶点坐标，判别由这个顶点的连线构成的图形是否为正方形、矩形或其他四边形。要求：定义求两个点距离的函数使用结构参数。

【解答】

#include <iostream>

#include <cmath>

using namespace std;

struct point

{

double x;

double y;

};

double d( point p1, point p2 )

{

return sqrt( pow( p1.x-p2.x,2 )+pow( p1.y-p2.y,2 ) );

}

int main()

{

int i; point p[5];

for( i=1; i<=4; i++ )

{ cout << "输入第" << i << "个顶点的横坐标和纵坐标: ";

cin >> p[i].x >> p[i].y;

}

if( fabs( d( p[1],p[2] ) - d( p[3],p[4] ))<=1e-8

&& fabs( d( p[1],p[4] ) - d( p[2],p[3] ))<=1e-8

&& fabs( d( p[1],p[3] ) - d( p[2],p[4] ))<=1e-8)

if( fabs( d( p[1],p[2] ) - d( p[2],p[3] ))<1e-8 )

cout << "四个顶点构成的图形为正方形！" << endl;

else cout << "四个顶点构成的图形为矩形！" << endl;

else cout << "四个顶点构成的图形为其它四边形！" << endl;

}

8．建立一个结点包括职工的编号、年龄和性别的单向链表，分别定义函数完成以下功能：

（1）遍历该链表输出全部职工信息；

（2）分别统计男、女职工的人数；

（3）在链表尾部插入新职工结点；

（4）删除指定编号的职工结点；

（5）删除年龄在60岁以上的男性职工或55岁以上的女性职工结点，并保存在另一个链表中。

要求：用主函数建立简单菜单选择，并测试程序。

【解答】

#include <iostream>

using namespace std;

struct employee

{

int num;

int age;

char sex;

employee \*next;

};

employee \*head, \*head1;

//建立单向链表

employee \*create()

{

employee \*head, \*p, \*pend;

char ch;

head = NULL;

cout << "\t输入数据?(y/n)"; cin >> ch;

if( ch == 'y' )

{

p = new employee;

cout << "\t编号:"; cin >> p->num;

cout << "\t年龄:"; cin >> p->age;

cout << "\t性别:"; cin >> p->sex;

}

else

goto L0;

while( ch == 'y' )

{

if( head == NULL ) head = p;

else pend->next = p;

pend = p;

cout << "\t输入数据?(y/n)"; cin>>ch;

if( ch == 'y' )

{

p = new employee;

cout << "\t编号:"; cin >> p->num;

cout << "\t年龄:"; cin >> p->age;

cout << "\t性别:"; cin >> p->sex;

}

}

pend->next = NULL;

L0: return head;

}

//显示单向链表中全部职工信息

void show( employee \*head )

{

employee \*p = head;

if( !head ) { cout << "\t空链表！" << endl; goto L1; }

cout << "\t链表中的数据是: \n";

while( p )

{

cout << '\t' << p->num << "," << p->age << "," << p->sex << endl;

p = p->next;

}

L1:

}

//统计男女职工人数

void count( employee \*head )

{

employee \*p = head;

int m, f;

m = 0; f = 0;

while( p )

{

if( p->sex == 'm' )

m++;

else

f++;

p = p->next;

}

cout << "\t男职工人数：" << m << endl;

cout << "\t女职工人数：" << f << endl;

}

//在链表尾部插入新结点

employee \*insert()

{

employee \*pend = head, \*p;

//在空链表尾部插入新结点

if( !head )

{

p = new employee;

cout << "\t编号:"; cin >> p->num;

cout << "\t年龄:"; cin >> p->age;

cout << "\t性别:"; cin >> p->sex;

head = p;

p->next = NULL;

return head;

}

//在链表尾部插入新结点

while( pend->next != NULL )

{

pend = pend->next;

}

p = new employee;

cout << "\t编号:"; cin >> p->num;

cout << "\t年龄:"; cin >> p->age;

cout << "\t性别:"; cin >> p->sex;

pend->next = p;

pend = p;

pend->next = NULL;

return head;

}

//删除指定编号的结点

employee \*del( int bh )

{

employee \*p, \*q;

if ( !head )

{

cout << "\t空链表！" << endl;

goto L2;

}

//删除链首结点

if( head->num == bh )

{

p = head;

head = head->next;

delete p;

cout << "\t结点已被删除！" << endl;

goto L2;

}

//删除非链首结点

q = head;

while( q->next != NULL )

{

if ( q->next->num == bh )

{

p = q->next; //待删除结点

q->next = p->next;

delete p;

cout << "\t结点已被删除！" << endl;

goto L2;

}

q = q->next;

}

cout << "\t找不到需删除结点！" << endl;

L2: return ( head );

}

//删除指定年龄段的结点，并把被删除结点保存在另一链表中

employee \*delcreate()

{

employee \*p, \*pd, \*p1, \*q;

int flag;

//建立新链表

if ( head == NULL )

{

cout << "\t空链表！" << endl;

goto L3;

}

head1 = NULL;

pd = new employee;

p = head;

flag = 0;

while ( p != NULL )

{

if( p->age >= 55 && p->age <=60 )

{

pd->num = p->num;

pd->age = p->age;

pd->sex = p->sex;

if( head1 == NULL )

head1 = pd;

else

p1->next = pd;

p1 = pd;

pd = new employee;

flag = 1;

}

p = p->next;

}

if ( flag == 0 )

{ cout << "\t没有需删除的结点！" << endl; goto L3; }

p1->next = NULL;

//显示新链表

cout <<"\t新链表中的数据是: \n";

p = head1;

while( p )

{

cout << '\t' << p->num << "," << p->age << "," << p->sex << endl;

p = p->next;

}

//删除指定年龄的结点

p = head;

q = p;

while ( p != NULL )

{

if( p->age >= 55 && p->age <= 60)

if( head->age == p->age )

{

pd = head; //待删除结点

head = head->next;

delete pd;

p = head;

continue;

}

else

if( p->next == NULL )

{

pd = p; //待删除结点

q->next = NULL;

delete pd;

goto L3;

}

else

{

pd = p; //待删除结点

q->next = p->next;

delete pd;

p = q->next;

continue;

}

q = p;

p = p->next;

}

L3: return ( head );

}

int main()

{

int choice, bh ;

L:

cout << "\n\t\t请键入操作选择\n" << endl;

cout << "\t 1 --- 建立单向链表" << endl;

cout << "\t 2 --- 显示单向链表中全部职工信息" << endl;

cout << "\t 3 --- 统计男女职工人数" << endl;

cout << "\t 4 --- 在职工尾部插入新结点" << endl;

cout << "\t 5 --- 删除指定编号的结点" << endl;

cout << "\t 6 --- 删除指定年龄的结点，并把被删除结点保存在另一链表中" << endl;

cout << "\t 0 --- 退出" << endl ;

cout << "\t\t";

cin >> choice ;

switch ( choice )

{

case 1 : head = create() ; goto L ;

case 2 : show( head ); goto L ;

case 3 : count( head ); goto L;

case 4 : head = insert(); goto L;

case 5 : cout << "\t输入需删除结点编号:";

cin >> bh;

head = del( bh ); goto L;

case 6 : head = delcreate(); goto L;

case 0 : cout << " \t退出程序的运行！\n" << endl ; break ;

default : cout << "\t输入错误，请重新输入！\n" << endl ; goto L;

}

}

9．输入一行字符，按输入字符的反序建立一个字符结点的单向链表，并输出该链表中的字符。

【解答】

#include <iostream>

using namespace std;

struct node

{

char ch;

node \*next;

};

void show( node \*head );

int main()

{

node \*head, \*p;

char c;

head = NULL;

while( (c = getchar()) != '\n' ) //输入一行字符

{

p = new node; //建立新结点

p->ch = c;

p->next = head; //插入表头

head=p;

}

show(head);

}

void show( node \*head ) //输出链表

{

node \*p = head;

cout << "链表中的字符是: \n";

while( p )

{ cout << p->ch;

p = p->next;

}

cout << endl;

}

10．设有说明语句：

struct List { int data; List \* next; };

List \*head;

head是有序单向链表的头指针。请编写函数：

void Count( List \* head );

计算并输出链表数据相同值的结点及个数。例如，若数据序列为：

2 3 3 3 4 5 5 6 6 6 6 7 8 9 9

则输出结果为：

data number

3 3

5 2

6 4

9 2

请用本章例5-11的程序生成有序链表，测试Count函数。

【解答】 略

11．用带头结点的有序单向链表可以存放集合，如图5.16所示。头结点不存放集合元素，仅为操作方便而设置。使用这种数据结构，设计集合的输入、输出和各种基本运算的函数。

![](data:image/png;base64,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)

图5.16 带头结点的有序单向链表

【解答】 略

## 第6章 类与对象

#### 6.1 选择题

1．若有以下说明，则在类外使用对象objX成员的正确语句是（ C ）。

class X

{

int a;

void fun1();

public:

void fun2();

};

X objX;

（A）objX.a=0; （B）objX.fun1(); （C）objX.fun2(); （D）X::fun1();

2．若有以下说明，则对n的正确访问语句是（ B ）。

class Y

{

//… ;

public:

static int n;

};

int Y::n;

Y objY;

（A）n=1; （B）Y::n=1; （C）objY::n=1; （D）Y−>n

3．若有以下类Z说明，则函数fStatic中访问数据a错误的是（ C ）。

class Z

{

static int a;

public:

static void fStatic(Z&);

};

int Z::a=0;

Z objZ;

（A）void Z::fStatic() { objZ.a =1; }

（B）void Z::fStatic() { a = 1; }

（C）void Z::fStatic() { this−>a = 0; }

（D）void Z::fStatic() { Z::a = 0; }

4．若有以下类W说明，则函数fConst的正确定义是（ A ）。

class W

{

int a;

public:

void fConst(int&) const;

};

（A）void W::fConst( int &k )const { k = a; }

（B）void W::fConst( int &k )const { k = a++; }

（C）void W::fConst( int &k )const { cin >> a; }

（D）void W::fConst( int &k )const { a = k; }

5．若有以下类T说明，则函数fFriend的错误定义是（ C ）。

class T

{

int i;

friend void fFriend( T&, int );

};

（A）void fFriend( T &objT, int k ) { objT.i = k; }

（B）void fFriend( T &objT, int k ) { k = objT.i; }

（C）void T::fFriend( T &objT, int k ) { k += objT.i; }

（D）void fFriend( T &objT, int k ) { objT.i += k; }

6．在类定义的外部，可以被访问的成员有（ C ）。

（A）所有类成员 （B）private或protected的类成员

（C）public的类成员 （D）public或private的类成员

7．关于this指针的说法正确的是（ C ）。

（A）this指针必须显式说明 （B）定义一个类后，this指针就指向该类

（C）成员函数拥有this指针 （D）静态成员函数拥有this指针

8．说明一个类的对象时，系统自动调用（ B ）；撤销对象时，系统自动调用（ C ）。

（A）成员函数 （B）构造函数 （C）析构函数 （D）友元函数

9．下面对构造函数的不正确描述是（ C ）。

（A）用户定义的构造函数不是必须的 （B）构造函数可以重载

（C）构造函数可以有参数，也可以有返回值 （D）构造函数可以设置默认参数

10．下面对析构函数的正确描述是（ C ）。

（A）系统在任何情况下都能正确析构对象 （B）用户必须定义类的析构函数

（C）析构函数没有参数，也没有返回值 （D）析构函数可以设置默认参数

11．关于类的静态成员的不正确描述是（ D ）。

（A）静态成员不属于对象，是类的共享成员

（B）静态数据成员要在类外定义和初始化

（C）静态成员函数不拥有this指针，需要通过类参数访问对象成员

（D）只有静态成员函数可以操作静态数据成员

12．在下列选项中，（ C ）不是类的成员函数。

（A）构造函数 （B）析构函数 （C）友元函数 （D）复制构造函数

13．下面对友元的错误描述是（ D ）。

（A）关键字friend用于声明友元

（B）一个类中的成员函数可以是另一个类的友元

（C）友元函数访问对象的成员不受访问特性影响

（D）友元函数通过this指针访问对象成员

14．若class B中定义了一个class A的类成员A a，则关于类成员的正确描述是（ C ）。

（A）在类B的成员函数中可以访问A类的私有数据成员

（B）在类B的成员函数中可以访问A类的保护数据成员

（C）类B的构造函数可以调用类A的构造函数做数据成员初始化

（D）类A的构造函数可以调用类B的构造函数做数据成员初始化

#### 6.2 阅读下列程序，写出运行结果

1．

#include<iostream>

using namespace std;

class A

{

public :

int f1();

int f2();

void setx( int m ) { x = m; cout << x << endl; }

void sety( int n ) { y = n; cout << y << endl; }

int getx() { return x; }

int gety() { return y; }

private :

int x, y;

};

int A::f1()

{ return x + y; }

int A::f2()

{ return x - y; }

int main()

{

A a;

a.setx( 10 ); a.sety( 5 );

cout << a.getx() << '\t' << a.gety() << endl;

cout << a.f1() << '\t' << a.f2() << endl;

}

【解答】

10

5

10 5

15 5

2．

#include<iostream>

using namespace std;

class T

{

public :

T( int x, int y )

{

a = x; b = y;

cout << "调用构造函数1." << endl;

cout << a << '\t' << b << endl;

}

T( T &d )

{

cout << "调用构造函数2." << endl;

cout << d.a << '\t' << d.b << endl;

}

~T() { cout << "调用析构函数."<<endl; }

int add( int x, int y = 10 ) { return x + y; }

private :

int a, b;

};

int main()

{

T d1( 4, 8 );

T d2( d1 );

cout << d2.add( 10 ) << endl;

}

【解答】

调用构造函数1.

4 8

调用构造函数2.

4 8

20

调用析构函数.

调用析构函数.

3．

#include<iostream>

using namespace std;

class T

{

public:

T(int x) { a=x; b+=x; };

static void display(T c) { cout<<"a="<<c.a<<'\t'<<"b="<<c.b<<endl; }

private:

int a;

static int b;

};

int T::b=5;

int main()

{

T A(3), B(5);

T::display(A);

T::display(B);

}

【解答】

a=3 b=13

a=5 b=13

4．

#include<iostream>

using namespace std;

#include<cmath>

class Point

{

public :

Point( float x, float y )

{ a = x; b = y; cout<<"点( "<<a<<", "<<b<<" )"; }

friend double d( Point &A, Point &B )

{ return sqrt((A.a-B.a)\*(A.a-B.a)+(A.b-B.b)\*(A.b-B.b)); }

private:

double a, b;

};

int main()

{

Point p1( 2, 3 );

cout << " 到";

Point p2( 4, 5 );

cout << "的距离是：" << d( p1,p2 ) << endl;

}

【解答】

点（3，4）到点（4，5）的距离是：2.82843

5．

#include<iostream>

using namespace std;

class A

{

public :

A() { a = 5; }

void printa() { cout << "A:a = " << a << endl; }

private :

int a;

friend class B;

};

class B

{

public:

void display1( A t )

{ t.a ++; cout << "display1:a = " << t.a << endl; };

void display2( A t )

{ t.a --; cout << "display2:a = " << t.a << endl; };

};

int main()

{

A obj1;

B obj2;

obj1.printa();

obj2.display1( obj1 );

obj2.display2( obj1 );

obj1.printa();

}

【解答】

A:a = 5

display1:a = 6

display2:a = 4

A:a = 5

6．

#include<iostream>

using namespace std;

class A

{

public:

A(int x):a(x=0){ }

void getA(int &A) { A=a; }

void printA() { cout<<"a="<<a<<endl; }

private:

int a;

};

class B

{

public:

B(int x, int y):aa(x=0) { b = y; }

void getAB(int &A, int &outB) { aa.getA(A); outB=b; }

void printAB() { aa.printA(); cout<<"b="<<b<<endl; }

private:

A aa;

int b;

};

int main()

{

A objA;

int m=5;

objA.getA(m);

cout<<"objA.a="<<m<<endl;

cout<<"objB:\n";

B objB;

objB.getAB(12,56);

objB.printAB();

}

【解答】

objA:a=5

objB:

a=12

b=56

#### 6.3 思考题

1．结构与类有什么区别？如果把程序中定义结构的关键字struct直接改成class，会有什么问题？用教材中的一个例程试试看，想一想做什么修改能使程序正确运行？

【解答】

结构是数据的封装，类是数据和操作的封装。可以把结构看成是类的特例。结构和类都可以用关键字struct或class定义。区别是，struct定义的结构或类的全部成员都是公有的，用class定义的结构或类不做声明的成员是私有的。

若把struct改成class，只需要把全部成员定义为public就可以了。

2．有说明：

class A

{

int a;

double x;

public:

funMember();

};

A a1, a2, a3;

编译器为对象a1、a2和a3开辟了什么内存空间？它们有各自的funMember函数的副本吗？C++通过什么机制调用类的成员函数？

【解答】

开辟的存储空间有a1.a, a1.x, a2.a, a2.x, a3.a, a3.x。各对象没有funMember函数的副本，C++通过this指针调用成员函数。

3．C++提供了系统版本的构造函数，为什么还需要用户自定义构造函数？编写一个验证程序，说明自定义构造函数的必要性。

【解答】

类的默认构造函数可以建立基本类型数据成员的存储空间。基于以下两个原因，需要用户定义构造函数：

（1）对数据成员的值做指定初始化；

（2）类的数据是由指针管理的堆。

程序略。

4．试从定义方式、访问方式、存储性质和作用域4个方面来分析类的一般数据成员和静态数据成员的区别，并编写一个简单程序验证它。

【解答】

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | 定义方式 | 访问方式 | 存储性质 | 作用域 |
| 一般数据成员 | 类中定义 | 对象.数据成员 | 局部数据 | 由访问属性public, protected, private决定 |
| 静态数据成员 | 类中声明，类外定义 | 对象.数据成员  类::数据成员 | 全局数据 |

程序略。

5．试从定义方式、调用方式两个方面来分析常成员函数、静态成员函数和友元函数的区别。考察例6-15，若class Goods的指针域：

Goods \* next;

被声明为私有（private）成员，程序会出现什么错误？做什么最小修改能使程序正确运行？

【解答】

|  |  |  |
| --- | --- | --- |
|  | **定义方式** | **调用方式** |
| 常成员函数 | 函数原型以const做后缀  this指针被约束为指向常量的常指针 | 与一般成员函数调用形式相同  对数据成员只读 |
| 静态成员函数 | 以static做函数原型前缀  没有this指针 | 通过类或对象调用  用于操作静态数据成员 |
| 友员函数 | 以friend做函数原型前缀  没有this指针 | 通过参数访问对象  可以访问对象的不同属性的成员 |

在例6-15中，若把next声明为私有数据成员，只须把有关指针操作的函数定义为友员函数就可以了：

friend void purchase( Goods \* &f, Goods \*& r, int w );

friend void sale( Goods \* & f , Goods \* & r );

6．设有：

class M

{

public: int a;

};

class N

{

public:

M m;

int b;

void fun()

{ /\*…\*/ }

};

int main()

{

N n;

N \*p = &n;

/\*…\*/

}

描述在N::fun中如何访问M类的数据成员a？在main函数中又如何访问对象n的全部数据成员？

【解答】

在N::fun中访问M类的数据成员a的形式是： m.a

在main函数中访问M类的数据成员的形式是： n.b，n.m.a

#### 6.4 编程题

1．定义一个Book（图书）类，在该类定义中包括以下数据成员和成员函数。

数据成员： bookname（书名）、price（价格）和number（存书数量）。

成员函数： display()显示图书的情况；borrow()将存书数量减1，并显示当前存书数量；restore()将存书数量加1，并显示当前存书数量。

在main函数中，要求创建某一种图书对象，并对该图书进行简单的显示、借阅和归还管理。

【解答】

#include <iostream>

using namespace std;

class Book

{

public:

void setBook(char\*,double,int);

void borrow();

void restore();

void display();

private:

char bookname[40];

double price;

int number;

};

//在类外定义Book类的成员函数

void Book::setBook(char \*name, double pri, int num)

{

strcpy(bookname, name);

price=pri;

number=num;

}

void Book::borrow()

{

if (number==0 )

{

cout << "已没存书，退出！" << endl;

abort();

}

number = number - 1;

cout << "借一次，现存书量为：" << number << endl;

}

void Book::restore()

{

number = number + 1;

cout << "还一次，现存书量为：" << number << endl;

}

void Book::display()

{

cout << "存书情况：" << endl

<< "bookname:" << bookname << endl

<< "price:" << price << endl

<< "number:" << number << endl;

}

int main()

{

char flag, ch;

Book computer;

computer.setBook( "c++程序设计基础" , 32, 1000 );

computer.display();

ch = 'y';

while ( ch == 'y' )

{

cout << "请输入借阅或归还标志(b/r)：";

cin >> flag;

switch ( flag )

{

case 'b': computer.borrow(); break;

case 'r': computer.restore();

}

cout << "是否继续？(y/n)";

cin >> ch;

}

computer.display();

}

2．定义一个Box（盒子）类，在该类定义中包括以下数据成员和成员函数。

数据成员：length（长）、width（宽）和height（高）。

成员函数：构造函数Box，设置盒子的长、宽和高3个初始数据；成员函数setBox对数据成员置值；成员函数volume 计算盒子的体积。

在main函数中，要求创建Box对象，输入长、宽、高，输出盒子的体积。

【解答】

#include <iostream>

using namespace std;

class BOX

{

public:

BOX( double l, double w, double h )

{ length = l;

width = w;

height = h;

}

void volume()

{ cout << "volume=" << length \* width \* height << endl;

}

private:

double length, width, height;

};

int main()

{

BOX box1( 1,3,5 );

box1.volume();

BOX box2( 2,4,6 );

box2.volume();

}

3．定义一个Student类，在该类定义中包括：一个数据成员（分数score）及两个静态数据成员（总分total和学生人数count）；成员函数scoretotalcount(double s) 用于设置分数、求总分和累计学生人数；静态成员函数sum()用于返回总分；静态成员函数average()用于求平均值。

在main函数中，输入某班同学的成绩，并调用上述函数求全班学生的总分和平均分。

【解答】

#include <iostream>

using namespace std;

class student

{

public:

void scoretotalcount( double s )

{

score = s;

total = total + score;

count++;

}

static double sum()

{

return total;

}

static double average()

{

return total / count;

}

private:

double score;

static double total;

static double count;

};

double student::total=0;

double student::count=0;

int main()

{

int i,n; double s;

cout << "请输入学生人数：";

cin >> n;

student stu;

for( i=1; i<=n; i++ )

{

cout << "请输入第" << i << "个学生的分数：";

cin >> s;

stu.scoretotalcount( s );}

cout << "总分：" << student::sum() << endl;

cout << "平均分：" << student::average() << endl;

}

4．定义一个表示点的结构类型Point和一个由直线方程*y* = *ax* + *b*确定的直线类Line。结构类型Point有两个成员x和y，分别表示点的横坐标和纵坐标。Line类有两个数据成员a和b，分别表示直线方程中的系数。Line类有一个成员函数print用于显示直线方程。友元函数setPoint(Line &l1,Line &l2)用于求两条直线的交点。在main函数中，建立两个直线对象，分别调用print函数显示两条直线的方程，并调用函数setPoint求这两条直线的交点。

【解答】

#include <iostream>

using namespace std;

struct point

{

double x; double y;

};

class line

{

public:

line( double u, double v )

{

a=u; b=v;

}

void print()

{

cout<<"y="<<a<<"x+"<<b<<endl;

}

friend point setpoint(line &l1,line &l2);

private:

double a, b;

};

point setpoint( line &l1, line &l2 )

{

point p;

p.x=( l2.b-l1.b )/( l1.a-l2.a );

p.y=( l1.a\*l2.b-l2.a\*l1.b)/(l1.a-l2.a );

return p;

}

int main()

{

point setp;

line l1(2,3), l2(4,5);

cout<<"直线l1: ";

l1.print();

cout<<"直线l2: ";

l2.print();

setp=setpoint( l1,l2 );

cout<<"直线l1和直线l2的交点:("<<setp.x<<","<<setp.y<<")"<<endl;

}

5．用类成员结构修改习题6.4第4小题的程序，使其实现相同的功能。定义Point类和Line类，表示点和线；定义setPoint类，包含两个Line类成员和一个表示直线交点的Point成员，并定义类中求直线交点的成员函数。编写每个类相应的成员函数和测试用的主函数。

【解答】

略。

## 第7章 运算符重载

#### 7.1 选择题

1．在下列运算符中，不能重载的是（ B ）。

（A） ! （B）sizeof （C）new （D）delete

2．在下列关于运算符重载的描述中，（ D ）是正确的。

（A）可以改变参与运算的操作数个数 （B）可以改变运算符原来的优先级

（C）可以改变运算符原来的结合性 （D）不能改变原运算符的语义

3．在下列函数中，不能重载运算符的函数是（ B ）。

（A）成员函数 （B）构造函数 （C）普通函数 （D）友元函数

4．要求用成员函数重载的运算符是（ A ）。

（A）= （B）== （C）<= （D）++

5．要求用友元函数重载的ostream类输出运算符是（ ）。

（A）= （B）[] （C）<< （D）()

6．在下列关于类型转换的描述中，错误的是（ A ）。

（A）任何形式的构造函数都可以实现数据类型转换。

（B）带非默认参数的构造函数可以把基本类型数据转换成类类型对象。

（C）类型转换函数可以把类类型对象转换为其他指定类型对象。

（D）类型转换函数只能定义为一个类的成员函数，不能定义为类的友元函数。

#### 7.2 阅读下列程序，写出运行结果

1．

#include <iostream>

using namespace std;

class T

{

public :

T()

{ a = 0; b = 0; c = 0; }

T( int i, int j, int k )

{ a = i; b =j; c = k; }

void get( int &i, int &j, int &k )

{ i = a; j = b; k = c; }

T operator\* ( T obj );

private:

int a, b, c;

};

T T::operator\* ( T obj )

{

T tempobj;

tempobj.a = a \* obj.a;

tempobj.b = b \* obj.b;

tempobj.c = c \* obj.c;

return tempobj;

}

int main()

{

T obj1( 1,2,3 ), obj2( 5,5,5 ), obj3;

int a, b, c;

obj3 = obj1 \* obj2;

obj3.get( a, b, c );

cout<<"( obj1\*obj2 ): " <<"a = "<<a<<'\t'<<"b = "<<b<<'\t'<<"c = "<<c<<'\n';

(obj2\*obj3).get( a, b, c );

cout<<"( obj2\*obj3 ): " <<"a = "<<a<<'\t'<<"b = "<<b<<'\t'<<"c = "<<c<<'\n';

}

【解答】

( obj1 \* obj2 ): a = 5 b = 10 c = 15

( obj2 \* obj3 ): a = 25 b = 50 c = 75

2．

#include <iostream>

using namespace std;

class Vector

{

public:

Vector(){ }

Vector(int i,int j)

{ x = i; y = j; }

friend Vector operator+ ( Vector v1, Vector v2 )

{

Vector tempVector;

tempVector.x = v1.x + v2.x;

tempVector.y = v1.y + v2.y;

return tempVector;

}

void display()

{ cout << "( " << x << ", " << y << ") "<< endl; }

private:

int x, y;

};

int main()

{

Vector v1( 1, 2 ), v2( 3, 4 ), v3;

cout << "v1 = ";

v1.display();

cout << "v2 = ";

v2.display();

v3 = v1 + v2;

cout << "v3 = v1 + v2 = ";

v3.display();

}

【解答】

v1 = ( 1, 2 )

v2 = ( 3, 4 )

v3 = v1 + v2 = ( 4, 6 )

#### 7.3 思考题

1．一个运算符重载函数被定义为成员函数或友元函数后，在定义方式、解释方式和调用方式上有何区别？可能会出现什么问题？请用一个实例说明之。

【解答】

以二元运算符为例。

|  |  |  |  |
| --- | --- | --- | --- |
| **运算符重载** | **定义** | **解释** | **调用** |
| 成员函数 | Obj& operator op();  Obj operator *op*(object); | Obj.operator *op*()  ObjL.operator op(ObjR) | Obj *op* 或 *op* Obj  ObjL *op* ObjR  左操作数通过this指针指定，右操作数由参数传递 |
| 友员函数 | friend Obj & operator *op*(Obj &);  friend Obj operator *op*(Obj,Obj); | operator *op*(Obj)  operator *op*(ObjL,ObjR) | Obj *op* 或  *op* Obj  ObjL *op* ObjR  操作数均由参数传递 |

可能会出现的问题：

（1）运算符的左右操作数不同，须用友员函数重载；

（2）当运算符的操作需要修改类对象状态时，应用成员函数重载。

（3）友员函数不能重载运算符 = () [] ->

必须要用友员函数重载的运算符 >> <<

程序略。

2．类类型对象之间、类类型和基本类型对象之间用什么函数进行类型转换？归纳进行类型转换的构造函数和类型转换函数的定义形式、调用形式和调用时机。

【解答】

构造函数可以把基本类型、类类型数据转换成类类型数据；类类型转换函数可以在类类型和基本数据类型之间做数据转换。

|  |  |  |  |
| --- | --- | --- | --- |
|  | 定义形式 | 调用形式 | 调用时机 |
| 构造函数 | ClassX::ClassX(arg,arg1=E1,...,argn=En); | 隐式调用 | 建立对象、参数传递时 |
| 类类型转换函数 | ClassX::operator Type(); | 用类型符显式调用；  自动类型转换时隐式调用 | 需要做数据类型转换时 |

#### 7.4 编程题

1．分别使用成员函数和友元函数编写程序重载运算符“+”，使该运算符能实现两个字符串的连接。

【解答】

（1） 使用成员函数

#include <iostream>

#include<cstring>

using namespace std;

class s

{

public:

s(){ \*str = '\0'; }

s( char \*pstr ) { strcpy( str,pstr );

char \*gets() { return str; }

s operator+( s obj );

private:

char str[10];

};

s s::operator+( s obj )

{

strcat( str,obj.str );

return str; //或return \*this

}

int main()

{

s obj1( "Visual" ),obj2( " C++" ),obj3;

obj3 = obj1 + obj2;

cout << obj3.gets() << endl;

}

（2）使用友员函数

#include <iostream>

#include<cstring>

using namespace std;

class s

{ public:

s(){ \*str= '\0'; }

s( char \*pstr ) { strcpy( str,pstr ); }

char \*gets() { return str; }

friend s operator+( s obj1,s obj2 );

private:

char str[100];

};

s operator+( s obj1,s obj2 )

{

s tempobj;

strcat( tempobj.str,obj1.str );

strcat( tempobj.str,obj2.str );

return tempobj;

}

int main()

{

s obj1( "Visual" ),obj2( " C++" ),obj3;

obj3 = obj1 + obj2;

cout << obj3.gets() << endl;

}

2．定义一个整数计算类Integer，实现短整数 +、−、\*、/ 基本算术运算。要求：可以进行数据范围检查（−32 768～32 767，或自行设定），数据溢出时显示错误信息并中断程序运行。

【解答】

#include <iostream>

using namespace std;

class Integer

{

private:

short a;

public:

Integer (short n=0){ a=n;}

Integer operator +(Integer);

Integer operator -(Integer);

Integer operator \*(Integer);

Integer operator /(Integer);

Integer operator =(Integer);

void display()

{ cout<<a<<endl; }

};

Integer Integer::operator+(Integer x)

{

Integer temp;

if(a+x.a<-32768||a+x.a>32767)

{ cout<<"Data overflow!"<<endl; abort(); }

temp.a=a+x.a;

return temp;

}

Integer Integer::operator-(Integer x)

{

Integer temp;

if(a-x.a<-32768||a-x.a>32767)

{ cout<<"Data overflow!"<<endl; abort(); }

temp.a=a-x.a;

return temp;

}

Integer Integer::operator\*(Integer x)

{

Integer temp;

if(a\*x.a<-32768||a\*x.a>32767)

{cout<<"Data overflow!"<<endl; abort();}

temp.a=a\*x.a;

return temp;

}

Integer Integer::operator/(Integer x)

{

Integer temp;

if(a/x.a<-32768||a/x.a>32767)

{ cout<<"Data overflow!"<<endl; abort(); }

temp.a=a/x.a;

return temp;

}

Integer Integer::operator=(Integer x)

{

a=x.a;

return \*this;

}

int main()

{

Integer A(90),B(30),C;

cout<<"A=";A.display();

cout<<"B=";B.display();

C=A+B;

cout<<"C=A+B="; C.display();

C=A-B;

cout<<"C=A-B="; C.display();

C=A\*B;

cout<<"C=A\*B="; C.display();

C=A/B;

cout<<"C=A/B="; C.display();

}

3．定义一个实数计算类Real，实现单精度浮点数+、−、\*、/ 基本算术运算。要求：可以进行数据范围（−3.4×1038～3.4×1038，或自行设定）检查，数据溢出时显示错误信息并中断程序运行。

【解答】

#include <iostream>

using namespace std;

class Real

{

private:

double a;

public:

Real (double r=0){a=r;}

Real operator +(Real);

Real operator -(Real);

Real operator \*(Real);

Real operator /(Real);

Real operator =(Real);

void display()

{ cout<<a<<endl; }

};

Real Real::operator+(Real x)

{

Real temp;

if(a+x.a<-1.7e308||a+x.a>1.7e308)

{ cout<<"Data overflow!"<<endl; abort(); }

temp.a=a+x.a;

return temp;

}

Real Real::operator-(Real x)

{

Real temp;

if(a-x.a<-1.7e308||a-x.a>1.7e308)

{ cout<<"Data overflow!"<<endl; abort(); }

temp.a=a-x.a;

return temp;

}

Real Real::operator\*(Real x)

{

Real temp;

if(a\*x.a<-1.7e308||a\*x.a>1.7e308)

{ cout<<"Data overflow!"<<endl; abort(); }

temp.a=a\*x.a;

return temp;

}

Real Real::operator/(Real x)

{

Real temp;

if(a/x.a<-1.7e308||a/x.a>1.7e308)

{ cout<<"Data overflow!"<<endl; abort(); }

temp.a=a/x.a;

return temp;

}

Real Real::operator=(Real x)

{

a=x.a;

return \*this;

}

int main()

{

Real A(1.1),B(1.2),C;

cout<<"A=";A.display();

cout<<"B=";B.display();

C=A+B;

cout<<"C=A+B="; C.display();

C=A-B;

cout<<"C=A-B="; C.display();

C=A\*B;

cout<<"C=A\*B="; C.display();

C=A/B;

cout<<"C=A/B="; C.display();

}

4．假设有向量***X*** = ( *x*1, *x*2,…, *xn*) 和 ***Y*** = ( *y*1, *y*2, …, *yn*)，它们之间的加、减和乘法分别定义为：

***X*** + ***Y*** = ( *x*1 + *y*1*,* *x*2+ *y*2*,*…, *xn*+ *yn*)

***X*** − ***Y*** = ( *x*1 − *y*1*,* *x*2 − *y*2,…, *xn* − *yn* )

***X*** \* ***Y*** = *x*1 \* *y*1 + *x*2 \* *y*2 +,…,+ *xn*\* *yn*

编写程序定义向量类Vector，重载运算符“+”、“−”、“\*”和“=”，实现向量之间的加、减、乘、赋值运算；重载运算符“>>”、“<<”实现向量的输入、输出功能。注意检测运算的合法性。

【解答】

#include <iostream>

using namespace std;

class Vector

{

private:

double \*v;

int len;

public:

Vector(int size);

Vector(double \*,int);

~Vector();

double &operator[](int i);

Vector & operator =(Vector &);

friend Vector operator +(Vector &,Vector &);

friend Vector operator -(Vector &,Vector &);

friend double operator \*(Vector &,Vector &);

friend ostream & operator <<(ostream &output,Vector &);

friend istream & operator >>(istream &input,Vector &);

};

Vector::Vector (int size)

{

if(size<=0||size>=2147483647)

{ cout<<"The size of "<<size<<"is overflow!\n";

abort();

}

v=new double [size];

for(int i=0;i<size;i++) v[i]=0;

len=size;

}

Vector::Vector(double \*C,int size)

{

if(size<=0||size>=2147483647)

{ cout<<"The size of"<<size<<"is overflow!\n"<<endl;

abort();

}

v=new double[size];

len=size;

for(int i=0;i<len;i++) v[i]=C[i];

}

Vector::~Vector()

{

delete []v;

v=NULL; len=0;

}

double &Vector::operator[](int i)

{

if(i>=0 && i<len)

return v[i];

else

{ cout<<"The size of"<<i<<"is overflow!\n";

abort();}

}

Vector &Vector::operator =(Vector &C)

{

if(len==C.len)

{

for(int i=0;i<len;i++)

v[i]=C[i];

return \*this;

}

else

{

cout<<"Operator = fail!\n";

abort();

}

}

Vector operator +(Vector &A,Vector &B) // 向量相加

{

int size=A.len ;

double \*T=new double[size];

if(size==B.len)

{

for(int i=0;i<size;i++)

T[i]=A[i]+B[i];

return Vector (T,size);

}

else

{

cout<<"Operator + fail!\n";

abort();

}

}

Vector operator -(Vector &A,Vector &B) //向量相减

{

int size=A.len ;

double \*T=new double[size];

if(size==B.len)

{ for(int i=0;i<size;i++)

T[i]=A[i]-B[i];

return Vector (T,size);

}

else

{

cout<<"Operator - fail!\n";

abort();

}

}

double operator \*(Vector &A,Vector &B) //向量相乘

{

int size=A.len ;

double s=0;

if( size==B.len )

{

for( int i=0; i<size; i++ )

s+=A[i]\*B[i];

return s;

}

else

{

cout<<"Operator \* fail!\n";

abort();

}

}

ostream & operator <<(ostream &output,Vector &A) //输出

{

int i;

output<<'(';

for( i=0;i<A.len-1;i++)

output<<A[i]<<',';

output<<A[i]<<')';

return output;

}

istream & operator >>(istream &input,Vector &A) //输入

{

for(int i=0;i<A.len;i++)

input>>A[i];

return input;

}

int main()

{

int k1,k2,k3;double t;

cout<<"Input the length of Vector A:\n";

cin>>k1;

Vector A(k1);

cout<<"Input the elements of Vector A:\n";

cin>>A;

cout<<"Input the length of Vector B:\n";

cin>>k2;

Vector B(k2);

cout<<"Input the elements of Vector B:\n";

cin>>B;

cout<<"Input the length of Vector C:\n";

cin>>k3;

Vector C(k3);

cout<<"A="<<A<<endl;

cout<<"B="<<B<<endl;

C=A+B;

cout<<"A+B="<<A<<"+"<<B<<"="<<C<<endl;

C=A-B;

cout<<"A-B="<<A<<"-"<<B<<"="<<C<<endl;

t=A\*B;

cout<<"A\*B="<<A<<"\*"<<B<<"="<<t<<endl;

}

5．定义一个类nauticalmile\_kilometer，它包含两个数据成员kilometer（千米）和meter（米）；还包含一个构造函数对数据成员进行初始化；成员函数print，用于输出数据成员kilometer和meter的值；类型转换函数operator double，实现把千米和米转换为海里（1海里=1.852千米）的功能。编写main函数，测试类nauticalmile\_kilometer。

【解答】

#include <iostream>

using namespace std;

const double n = 1.852; // 定义海里与千米和米的转换系数(1海里=1.852千米)

class nauticalmile\_kilometer

{

public:

nauticalmile\_kilometer( int km,double m )

{

kilometer = km; meter = m;

}

void print()

{

cout<<"kilometer="<<kilometer<<'\t'<<"meter="<<meter<<endl;

}

operator double();

private:

int kilometer;

double meter;

};

nauticalmile\_kilometer::operator double()

{

return ( meter / 1000 + double( kilometer )) / n;

}

int main()

{

nauticalmile\_kilometer obj( 100,50 );

obj.print();

cout << "nauticalmile=" << double( obj ) << endl;

}

6．定义一个集合类setColour，要求元素为枚举类型值。例如，

enum colour { red, yellow, blue, white, black };

集合类实现交、并、差、属于、蕴含、输入、输出等各种基本运算。设计main函数测试setColour类的功能。

【解答】

枚举类型数据用序值参与运算。定义枚举集合关键是对输入/输出操作进行显示转换。

程序略。

## 第8章 继承

#### 8.1 选择题

1．在C++中，类之间的继承关系具有（ C ）。

（A）自反性 （B）对称性 （C）传递性 （D）反对称性

2．在下列关于类的继承描述中，正确的是（ D ）。

（A）派生类公有继承基类时，可以访问基类的所有数据成员，调用所有成员函数

（B）派生类也是基类，所以它们是等价的

（C）派生类对象不会建立基类的私有数据成员，所以不能访问基类的私有数据成员

（D）一个基类可以有多个派生类，一个派生类可以有多个基类

3．当一个派生类公有继承一个基类时，基类中的所有公有成员成为派生类的（ A ）。

（A）public成员 （B）private成员 （C）protected成员 （D）友元

4．当一个派生类私有继承一个基类时，基类中的所有公有成员和保护成员成为派生类的（ B ）。

（A）public成员 （B）private成员 （C）protected成员 （D）友元

5．当一个派生类保护继承一个基类时，基类中的所有公有成员和保护成员成为派生类的（ C ）。

（A）public成员 （B）private成员 （C）protected成员 （D）友元

6．不论派生类以何种方式继承基类，都不能直接使用基类的（ B ）。

（A）public 成员 （B）private成员

（C）protected成员 （D）所有成员

7．在下列描述中，错误的是（ D ）。

（A）在基类中定义的public成员在公有继承的派生类中可见，也能在类外被访问

（B）在基类中定义的protected成员在私有继承的派生类中可见

（C）在基类中定义的公有静态成员在私有继承的派生类中可见

（D）访问声明可以在公有继承派生类中把基类的public成员声明为private成员

8．在C++中，可以被派生类继承的函数是（ A ）。

（A）成员函数 （B）构造函数 （C）析构函数 （D）友元函数

9．在创建派生类对象时，构造函数的执行顺序是（ D ）。

（A）对象成员构造函数→基类构造函数→派生类本身的构造函数

（B）派生类本身的构造函数→基类构造函数→对象成员构造函数

（C）基类构造函数→派生类本身的构造函数→对象成员构造函数

（D）基类构造函数→对象成员构造函数→派生类本身的构造函数

10．当不同的类具有相同的间接基类时，（ C ）。

（A）各派生类无法按继承路线产生自己的基类版本

（B）为了建立唯一的间接基类版本，应该声明间接基类为虚基类

（C）为了建立唯一的间接基类版本，应该声明派生类虚继承基类

（D）一旦声明虚继承，基类的性质就改变了，不能再定义新的派生类

#### 8.2 阅读下列程序，写出运行结果

1．

#include<iostream>

using namespace std;

class Base

{

public :

void get( int i,int j,int k,int l )

{

a = i; b = j; x = k; y = l;

}

void print()

{

cout << "a = "<< a << '\t' << "b = " << b << '\t'

<< "x = " << x << '\t' << "y = " << y << endl;

}

int a, b;

protected :

int x, y;

};

class A : public Base

{

public :

void get( int i, int j, int k, int l )

{

Base obj3;

obj3.get( 50, 60, 70, 80 );

obj3.print();

a = i; b = j; x = k; y = l;

u = a + b + obj3.a; v = y - x + obj3.b;

}

void print()

{

cout << "a = " << a << '\t' << "b = " << b << '\t'

<< "x = " << x << '\t' << "y = " << y << endl;

cout << "u = " << u << '\t' << "v = " << v << endl;

}

private:

int u, v;

};

int main()

{

Base obj1;

A obj2;

obj1.get( 10, 20, 30, 40 );

obj2.get( 30, 40, 50, 60 );

obj1.print();

obj2.print();

}

【解答】

a = 50 b = 60 x = 70 y = 80

a = 10 b = 20 x = 30 y = 40

a = 30 b = 40 x = 50 y = 60

u = 120 v = 70

2．

#include<iostream>

using namespace std;

class Base1

{

public :

Base1( int i )

{ cout << "调用基类Base1的构造函数:" << i << endl; }

};

class Base2

{

public:

Base2( int j )

{ cout << "调用基类Base2的构造函数:" << j << endl; }

};

class A : public Base1, public Base2

{

public :

A( int a,int b,int c,int d ):Base2(b),Base1(c),b2(a),b1(d)

{ cout << "调用派生类A的构造函数:" << a+b+c+d << endl; }

private :

Base1 b1;

Base2 b2;

};

int main()

{

A obj( 1, 2, 3, 4 );

}

【解答】

调用基类BASE1的构造函数:3

调用基类BASE2的构造函数:2

调用基类BASE1的构造函数:4

调用基类BASE2构造函数:1

调用派生类A的构造函数:10

3．

#include<iostream>

using namespace std;

class A

{

public :

A( int i, int j ) {a=i; b=j;}

void Add( int x, int y ) { a += x; b += y; }

void show() { cout << "("<<a<<")\t("<<b<<")\n"; }

private :

int a, b;

};

class B : public A

{

public :

B(int i, int j, int m, int n) : A( i, j ),x( m ), y( n ) {}

void show() { cout << "(" << x << ")\t(" << y << ")\n"; }

void fun() { Add( 3, 5 ); }

void ff() { A::show(); }

private :

int x, y;

};

int main()

{

A a( 1, 2 );

a.show();

B b( 3, 4, 5, 6 );

b.fun();

b.A::show();

b.show();

b.ff();

}

【解答】

(1) (2)

(6) (9)

(5) (6)

(6) (9)

4．

#include<iostream>

using namespace std;

class A

{

public :

A(const char \*s) { cout << s << endl; }

~A() {}

};

class B : virtual public A

{

public :

B(const char \*s1, const char \*s2) : A( s1 ) { cout << s2 << endl; }

};

class C : virtual public A

{

public :

C(const char \*s1, const char \*s2):A(s1) { cout << s2 << endl; }

};

class D : public B, public C

{

public :

D( const char \*s1,const char \*s2,const char \*s3,const char \*s4 ):

B( s1, s2 ), C( s1, s3 ), A( s1 )

{ cout << s4 << endl; }

};

int main()

{

D \*ptr = new D( "class A", "class B", "class C", "class D" );

delete ptr;

}

【解答】

class A

class B

class C

class D

#### 8.3 思考题

1．函数和类这两种程序模块都可以实现软件重用，它们之间有什么区别？

【解答】

函数是基于参数集的功能抽象模块，以调用方式实现软件重用，函数之间没有逻辑关系。

类是数据属性与操作的封装，以继承方式实现软件重用，类之间构成有向无回图的类格。

2．请按照类成员的访问特性、类层次的继承特点，制作一张表格，总结各种类成员在基类、派生类中的可见性和作用域。

【解答】

|  |  |  |  |
| --- | --- | --- | --- |
| 基类成员  派生类继承 | public | protected | private |
| public | 在派生类中访问特性不变。派生类和类外均可见，有作用域。 | 在派生类中访问特性不变。类体系中可见。 | 基类私有成员，仅在基类中可见。 |
| protected | 成为派生类保护段成员。在整个类体系中可见。 | |
| private | 成为派生类私有成员。仅在派生类和基类中可见。 | |
|  | 派生类不论以何种方式继承基类，基类所有成员在整个类体系有作用域。 | | |

3．若有以下说明语句：

class A

{

private : int a1;

public : int a2; double x;

/\*…\*/

};

class B : private A

{

private : int b1;

public int b2; double x;

/\*…\*/

};

B b;

对象b将会生成什么数据成员？与继承关系、访问特性、名字有关吗？

【解答】

对象b生成的数据成员有a1 a2 A::x b1 b2 B::x，共六个数据成员。数据成员的建立和继承关系、访问特性、名字无关。

4．若有以下说明语句：

class A

{

/\*…\*/

public : void sameFun();

};

class B : public A

{

/\*…\*/

public : void sameFun();

};

void comFun()

{

A a;

B b;

/\*…\*/

}

（1）若在B::sameFun中调用A::sameFun，语句格式如何？它将在什么对象上操作？

（2）在comFun中可以用什么方式调用A::sameFun和B::sameFun？语句格式如何？它们将可以在什么对象上操作？

【解答】

（1）若要在B::sameFun中调用A::sameFun，语句形式应为：

A::samefun(); //域作用符说明调用基类函数

调用的A::samefun将在B类对象上进行操作。

（2）在comFun中调用B::sameFun和A::sameFun的方式有：

a.A::sameFun(); //通过A类对象调用A::sameFun，在a类对象上操作。

b.sameFun(); //通过B类对象调用B::sameFun，在b类对象上操作。

b.A::sameFun(); //通过B类对象调用A::sameFun

//在b类对象上（对由基类继承下来的数据成员）操作。

5．有人定义一个教师类派生一个学生类。他认为“姓名”和“性别”是教师、学生共有的属性，声明为public，“职称”和“工资”是教师特有的，声明为private。在学生类中定义特有的属性“班级”和“成绩”。所以有：

class teacher

{

public :

char name[20]; char sex;

//…

private :

char title[20]; double salary;

};

class student : public teacher

{

//…

private :

char grade[20]; int score;

};

你认为这样定义合适吗？请给出你认为合理的类结构定义。

【解答】

不合适，这样导致数据冗余。合理的结构是提取它们共有的数据和操作定义一个基类，然后分别定义teacher和student作为派生类。

class person

{ protected:

char name[20]; char sex;

//……

};

class teacher : public teache

{ //……

private:

char title[20]; double salary;

};

class student : public teacher

{ //……

private :

char grade[20] ; int score;

};

6．在第6章的例6-21中，定义Student类包含了Date类成员。可以用继承方式把Student类定义为Date类的派生类吗？如何改写程序？请你试一试。

【解答】

可以用继承方式改写。程序略。

7．“虚基类”是通过什么方式定义的？如果类A有派生类B、C，类A是类B虚基类，那么它也一定是类C的虚基类吗？为什么？

【解答】

虚基类是在声明派生类时，指定继承方式时声明的，声明虚基类的一般形式为：

class 派生类名 ： virtual 继承方式 基类名

若类A是类B和类C的虚基类，但不一定是类D的虚基类，原因在于“虚基类”中的“虚”不是基类本身的性质。而是派生类在继承过程中的特性。关键字virtual只是说明该派生类把基类当作虚基类继承，不能说明基类其他派生类继承基类的方式

8．在具有虚继承的类体系中，建立派生类对象时，以什么顺序调用构造函数？请用简单程序验证你的分析。

【解答】

在具有虚继承的类体系中，建立派生类对象时先调用间接基类构造函数，再按照派生类定义时各个直接基类继承的顺序调用直接基类的构造函数，最后再对派生类对象自身构造函数。

另外，C++为了保证虚基类构造函数只被建立对象的类执行一次，规定在创建对象的派生类构造函数中只调用虚基类的构造函数和进行(执行)自身的初始化。参数表中的其他调用被忽略，即直接基类的构造函数只调用系统自带的版本，或调用自定义版本但不对虚基类数据成员初始化。

程序略。

#### 8.4 编程题

1．定义一个Rectangle类，它包含两个数据成员length和width，以及用于求长方形面积的成员函数。再定义Rectangle的派生类Rectangular，它包含一个新数据成员height和用来求长方体体积的成员函数。在main函数中，使用两个类，求某个长方形的面积和某个长方体的体积。

【解答】

#include <iostream>

using namespace std;

class rectangle

{

public:

rectangle( double l,double w )

{ length = l;width = w; }

double area()

{ return( length\*width ); }

double getlength()

{ return length; }

double getwidth()

{ return width; }

private:

double length;

double width;

};

class rectangular:public rectangle

{

public:

rectangular( double l,double w,double h ) : rectangle( l,w )

{ height = h; }

double getheight()

{ return height; }

double volume()

{ return area() \*height; }

private:

double height;

};

int main()

{

rectangle obj1( 2,8 );

rectangular obj2( 3,4,5 );

cout<<"length="<<obj1.getlength()<<'\t'<<"width="<<obj1.getwidth()<<endl;

cout<<"rectanglearea="<<obj1.area()<<endl;

cout<<"length="<<obj2.getlength()<<'\t'<<"width="<<obj2.getwidth();

cout<<'\t'<<"height="<<obj2.getheight()<<endl;

cout<<"rectangularvolume="<<obj2.volume()<<endl;

}

2．假设某销售公司有一般员工、销售员工和销售经理。月工资的计算办法是：

一般员工月薪=基本工资；

销售员工月薪=基本工资+销售额\*提成率；

销售经理月薪=基本工资+职务工资+销售额\*提成率。

编写程序，定义一个表示一般员工的基类Employee，它包含3个表示员工基本信息的数据成员：编号number、姓名name和基本工资basicSalary；

由Employee类派生销售员工Salesman类，Salesman类包含2个新数据成员：销售额sales和静态数据成员提成比例commrate；

再由Salesman类派生表示销售经理的Salesmanager类。Salesmanager类包含新数据成员：岗位工资jobSalary。

为这些类定义初始化数据的构造函数，以及输入数据input、计算工资pay和输出工资条print的成员函数。

设公司员工的基本工资是2000元，销售经理的岗位工资是3000元，提成率=5/1000。在main函数中，输入若干个不同类型的员工信息测试你的类结构。

#include <iostream>

using namespace std;

class Employee

{

public:

Employee( char Snumber[]="\0", char Sname[]="\0", double bSalary=2000 )

{

strcpy(number,Snumber);

strcpy(name,Sname);

basicSalary=bSalary;

}

void input()

{

cout << "编号：" ; cin >> number;

cout <<"姓名：" ; cin >> name;

}

void print()

{

cout<<"员工 ："<<name<<"\t\t编号："<<number<<"\t\t本月工资："<<basicSalary<<endl;

}

protected:

char number[5];

char name[10];

double basicSalary;

};

class Salesman: public Employee

{

public:

Salesman(int sal=0)

{ sales=sal; }

void input()

{

Employee::input();

cout<<"本月个人销售额：";

cin>>sales;

}

void pay()

{

salary = basicSalary+sales\*commrate;

}

void print()

{

pay();

cout<<"销售员 ："<<name<<"\t\t编号："<<number<<"\t\t本月工资："<<salary<<endl; }

protected:

static double commrate;

int sales;

double salary;

};

double Salesman :: commrate=0.005;

class Salesmanager : public Salesman

{

public:

Salesmanager(double jSalary=3000)

{

jobSalary = jSalary;

}

void input()

{

Employee::input();

cout<<"本月部门销售额：";

cin>>sales;

}

void pay()

{

salary = jobSalary + sales\*commrate;

}

void print()

{

pay();

cout<<"销售经理 ："<<name<<"\t\t编号："<<number<<"\t\t本月工资："<<salary<<endl; }

private:

double jobSalary;

};

int main()

{

cout<<"基本员工\n";

Employee emp1;

emp1.input();

emp1.print();

cout<<"销售员\n";

Salesman emp2;

emp2.input();

emp2.print();

cout<<"销售经理\n";

Salesmanager emp3;

emp3.input();

emp3.print();

}

3．试写出你所能想到的所有形状（包括二维的和三维的），生成一个形状层次类体系。生成的类体系以Shape作为基类，并由此派生出TwoDimShape类和ThreeDimShape类。它们的派生类是不同的形状类。定义类体系中的每一个类，并用main函数进行测试。

【解答】

略。

4．为第7章习题7.4第2小题和第3小题的Integer和Real类定义一个派生类IntReal：

class IntReal : public Integer, public Real;

使其可以进行+、−、\*、/、=的左、右操作数类型不同的相容运算，并符合原有运算类型转换的语义规则。

【解答】

略。

5．使用Integer类，定义派生类Vector类：

class Integer

{ //…

protected :

int n;

};

class Vector:public Integer

{ //…

protected :

int \*v;

};

其中，数据成员v用于建立向量，n为向量长度。要求：类的成员函数可以实现向量的基本算术运算。

【解答】

略。

6．用包含方式改写习题8.4第5题中的Vector类，使其实现相同的功能。

class Vector

{ //…

protected :

Integer \*v;

Integer size;

};

【解答】

略。

7．使用Vector类，定义派生类Matrix，实现矩阵的基本算术运算。

【解答】

略。

8．用包含方式改写习题8.4第7题的Matrix类，使其实现相同的功能。

【解答】

略。

## 第9章 虚函数与多态性

#### 9.1 选择题

1．在C++中，要实现动态联编，必须使用（ D ）调用虚函数。

（A）类名 （B）派生类指针 （C）对象名 （D）基类指针

2．在下列函数中，不能说明为虚函数的是（ C ）。

（A）私有成员函数 （B）公有成员函数 （C）构造函数 （D）析构函数

3．在派生类中重载一个虚函数时，要求函数名、参数的个数、参数的类型、参数的顺序和函数的返回值（ A ）。

（A）相同 （B）不同 （C）相容 （D）部分相同

4．在C++中，根据（ D ）识别类层次中不同类定义的虚函数版本。

（A）参数个数 （B）参数类型 （C）函数名 （D）this指针类型

5．虚析构函数的作用是（ C ）。

（A）虚基类必须定义虚析构函数 （B）类对象作用域结束时释放资源

（C）delete动态对象时释放资源 （D）无意义

6．在下列函数原型中，（ B ）声明了fun为纯虚函数。

（A）void fun()=0; （B）virtual void fun()=0;

（C）virtual void fun(); （D）virtual void fun(){ };

7．若一个类中含有纯虚函数，则该类称为（ C ）。

（A）基类 （B）纯基类 （C）抽象类 （D）派生类

8．假设 Aclass为抽象类，下列正确的说明语句是（ B ）。

（A）Aclass fun( int ); （B）Aclass \* p;

（C）int fun( Aclass ); （D）Aclass Obj;

9．在下列描述中，正确的是（ D ）。

（A）虚函数是没有实现的函数 （B）纯虚函数是返回值等于0的函数

（C）抽象类是只有纯虚函数的类 （D）抽象类指针可以指向不同的派生类

10．构造异质链表的意义是（ D ）。

（A）用数组组织类对象 （B）用链表组织类对象

（C）用抽象类指针指向派生类对象 （D）用抽象类指针构造派生类对象链表

#### 9.2 阅读下列程序，写出执行结果

1．

#include <iostream>

using namespace std;

class Bclass

{

public:

Bclass( int i, int j )

{

x = i;

y = j;

}

virtual int fun()

{

return 0;

}

protected:

int x, y;

};

class Iclass:public Bclass

{

public :

Iclass(int i, int j, int k):Bclass(i, j)

{

z = k;

}

int fun()

{

return ( x + y + z ) / 3;

}

private :

int z;

};

int main()

{

Iclass obj( 2, 4, 10 );

Bclass p1 = obj;

cout << p1.fun() << endl;

Bclass &p2 = obj;

cout << p2.fun() << endl;

cout << p2.Bclass :: fun() << endl;

Bclass \*p3 = &obj;

cout << p3 -> fun() << endl;

}

【解答】

0

5

0

5

2．

#include <iostream>

using namespace std;

class Base

{

public:

virtual void getxy( int i,int j = 0 )

{

x = i;

y = j;

}

virtual void fun() = 0;

protected:

int x , y;

};

class A : public Base

{

public:

void fun()

{

cout<<"x = "<<x<<'\t'<<"y = x \* x = "<<x\*x<<endl;

}

};

class B : public Base

{

public:

void fun()

{

cout << "x = " << x << '\t' << "y = " << y << endl;

cout << "y = x / y = " << x / y << endl;

}

};

int main()

{

Base \* pb;

A obj1;

B obj2;

pb = &obj1;

pb -> getxy( 10 );

pb -> fun();

pb = &obj2;

pb -> getxy( 100, 20 );

pb -> fun();

}

【解答】

x = 10 y = x\*x = 100

x = 100 y = 20

y = x / y = 5

#### 9.3　思考题

1．在C++中，使用类体系依靠什么机制实现程序运行时的多态？

在C++中，基类指针可以指向派生类对象，以及基类中拥有虚函数，是支持多态性的前提。程序通过用同一个基类指针访问不同派生类的虚函数重载版本实现程序运行时的多态。C++的虚特性负责自动地在程序运行时把基类指针的关联类型转换成当前指向对象的派生类类型。

另外，抽象类机制提供了软件抽象和可扩展性的手段，实现运行时的多态性。

2．如果一个类的虚函数被声明为私有成员函数，会有语法错误吗？当它作为基类时，可以在应用类体系时实现动态联编吗？请验证一下。

没有语法错误。但在应用类体系时无法实现动态编联和多态。因为私有成员函数只在类内可见，在类外无法调用，无法在类外通过基类指针实现多态。

程序略。

3．虚函数和纯虚函数的区别是什么？

【解答】

虚函数定义时冠以关键字virtual,本身有实现代码，作用是引导基类指针根据指向对象调用类体系中不同重载版本函数。

纯虚函数是指在说明时代码“为0”的虚函数，即纯虚函数本身并没有实现代码，必须通过它的派生类定义实现版本。

4．一个非抽象类的派生类是否可以为抽象类？利用例9-11进行验证，从Hex\_type类派生一个Hex\_format类，其中包含一个纯虚函数Show\_format，然后定义Hex\_format的派生类定义实现Show\_format。

【解答】

一个非抽象类的派生类可以为抽象类，即在派生类中定义了纯虚函数。

程序略。

#### 9.4　编程题

1．使用虚函数编写程序，求球体和圆柱体的体积及表面积。由于球体和圆柱体都可以看做由圆继承而来，因此，可以把圆类Circle作为基类。在Circle类中定义一个数据成员radius及两个虚函数area和volume。由Circle类派生Sphere类和Column类。在派生类中对虚函数area和volume重新定义，分别求球体和圆柱体的体积及表面积。

【解答】

#include <iostream>

using namespace std;

const double PI=3.14159265;

class circle

{

public:

circle(double r) { radius = r; }

virtual double area() { return 0.0; }

virtual double volume() { return 0.0; }

protected:

double radius;

};

class sphere:public circle

{

public:

sphere( double r ):circle( r ){}

double area()

{ return 4.0 \* PI \* radius \* radius; }

double volume()

{ return 4.0 \* PI \* radius \* radius \* radius / 3.0; }

};

class column:public circle

{

public:

column( double r,double h ):circle( r ) { height = h; }

double area()

{ return 2.0 \* PI \* radius \* ( height + radius ); }

double volume()

{ return PI \* radius \* radius \* height; }

private:

double height;

};

int main()

{

circle \*p;

sphere sobj(2);

p = &sobj;

cout << "球体:" << endl;

cout << "体积 = " << p->volume() << endl;

cout << "表面积 = " << p->area() << endl;

column cobj( 3,5 );

p = &cobj;

cout << "圆柱体:" << endl;

cout << "体积 = " << p->volume() << endl;

cout << "表面积 = " << p->area() << endl;

}

2．某学校教职工的工资计算方法为：

所有教职工都有基本工资；

教师月工资为固定工资+课时补贴。课时补贴根据职称和课时计算。例如，每课时教授补贴50元，副补贴30元，讲师补贴20元。

管理人员月薪为基本工资+职务工资；

实验室人员月薪为基本工资+工作日补贴。工作日补贴等于日补贴×月工作日数。

定义教职工抽象类，派生教师、管理人员和实验室类，编写程序测试这个类体系。

【解答】

#include <iostream>

using namespace std;

class staff

{

public:

staff ( double bSalary)

{

basicSalary=bSalary;

}

virtual void input() = 0;

virtual void output() = 0;

protected:

char name[30];

double basicSalary;

};

class teacher : public staff

{

public:

teacher( int basicsalary=3000 ) : staff( basicsalary ){ }

void input()

{

cout<<"姓名？";

cin>>name;

cout<<"职称 1，教授 2，副教授 3，讲师 （输入1，2 或 3）：";

cin>>title;

cout<<"课时?";

cin>>coursetime;

}

void output()

{

double salary;

switch(title)

{

case 1: salary = basicSalary+coursetime \*50; break;

case 2: salary=basicSalary+coursetime\*30; break;

case 3: salary=basicSalary+coursetime\*20;

}

cout<<"姓名："<<name<<"\t本月工资："<<salary<<endl;

}

protected:

int coursetime;

int title;

};

class manage : public staff

{

public:

manage( int basicsalary=2500 ) : staff( basicsalary ){ }

void input()

{

cout<<"姓名？";

cin>>name;

cout<<"职务工资？ ";

cin>>jobSalary;

}

void output()

{

double salary;

salary = basicSalary+jobSalary;

cout<<"姓名："<<name<<"\t本月工资："<<salary<<endl;

}

protected:

double jobSalary;

};

class technician : public staff

{

public:

technician( int basicsalary=2000 ) : staff( basicsalary ){ }

void input()

{

cout<<"姓名？";

cin>>name;

cout<<"工作日？";

cin>>workdays;

}

void output()

{

double salary;

salary = basicSalary+workdays\*20;

cout<<"姓名："<<name<<"\t本月工资："<<salary<<endl;

}

protected:

int workdays;

};

int main()

{

teacher t;

t.input();

t.output();

manage m;

m.input();

m.output();

technician h;

h.input();

h.output();

}

3．使用习题9.4第2小题中定义的教师类体系，编写程序，输入某月各种职称教师的工资信息，建立异质链表，输出每位教师的工资条，统计当月的总工资、平均工资、最高工资和最低工资。

【解答】

略

4．改写第8章习题8.4第3小题，把Shape类定义为抽象类，提供共同操作界面的纯虚函数。TwoDimShape类和ThreeDimShape类仍然是抽象类，只有第3层具体类才提供全部函数的实现。在测试函数中，使用基类指针实现不同派生类对象的操作。

【解答】

略

## 第10章 模板

#### 10.1 选择题

1．关于函数模板，描述错误的是（ A ）。

（A）函数模板必须由程序员实例化为可执行的函数模板

（B）函数模板的实例化由编译器实现

（C）一个类定义中，只要有一个函数模板，这个类就是类模板

（D）类模板的成员函数都是函数模板，类模板实例化后，成员函数也随之实例化

2．在下列模板说明中，正确的是（ C ）。

（A）template < typename T1, T2 >

（B）template < class T1, T2 >

（C）template < typename T1, typename T2 >

（D）template ( typedef T1, typedef T2 )

3．假设有函数模板定义如下：

template <typename T>

Max( T a, T b ,T &c)

{ c　= a + b; }

下列选项正确的是（ B ）。

（A）int x, y; char z; （B）double x, y, z;

Max( x, y, z ); Max( x, y, z );

（C）int x, y; float z; （D）float x; double y, z;

Max( x, y, z ); Max( x, y, z );

4．关于类模板，描述错误的是（ A ）。

（A）一个普通基类不能派生类模板

（B）类模板可以从普通类派生，也可以从类模板派生

（C）根据建立对象时的实际数据类型，编译器把类模板实例化为模板类

（D）函数的类模板参数需生成模板类并通过构造函数实例化

5． 建立类模板对象的实例化过程为（ C ）。

（A）基类→派生类 （B）构造函数→对象

（C）模板类→对象 （D）模板类→模板函数

6．在C++中，容器是一种（ D ）。

（A）标准类 （B）标准对象 （C）标准函数 （D）标准类模板

#### 10.2 阅读下列程序，写出运行结果

1．

#include <iostream>

using namespace std;

template <typename T>

void fun( T &x, T &y )

{

T temp;

temp = x; x = y; y = temp;

}

int main()

{

int i , j;

i = 10; j = 20;

fun( i, j );

cout << "i = " << i << '\t' << "j = " << j << endl;

double a , b;

a = 1.1; b = 2.2;

fun( a, b );

cout << "a = " << a << '\t' << "b = " << b << endl;

}

【解答】

i=20 j=10

a=2.2 b=1.1

2．

#include <iostream>

using namespace std;

template <typename T>

class Base

{

public:

Base( T i , T j ) { x = i; y = j; }

T sum() { return x + y; }

private:

T x, y;

};

int main()

{

Base<double> obj2(3.3,5.5);

cout << obj2.sum() << endl;

Base<int> obj1(3,5);

cout << obj1.sum() << endl;

}

【解答】

8.8

8

#### 10.3 思考题

1．抽象类和类模板都是提供抽象的机制，请分析它们的区别和应用场合。

【解答】

抽象类至少包含一个纯虚函数，纯虚函数抽象了类体系中一些类似操作的公共界面，它不依赖于数据，也没有操作定义。派生类必须定义实现版本。抽象类用于程序开发时对功能的统一策划，利用程序运行的多态性自动匹配实行不同版本的函数。

类模板抽象了数据类型，称为类属参数。成员函数描述了类型不同，逻辑操作相同的功能集。编译器用建立对象的数据类型参数实例化为模板类，生成可运行的实体。类模板用于抽象数据对象类型不同，逻辑操作完全相同类定义。这种数据类型的推导必须在语言功能的范畴之内的。

2．类属参数可以实现类型转换吗？如果不行，应该如何处理？

【解答】

类属参数不可以实现类型转换。为了解决参数隐式类型转换的问题，可以用类型参数把函数模板重载为非模板函数。

3．类模板能够声明什么形式的友元？当类模板的友元是函数模板时，它们可以定义不同形式的类属参数吗？请编写一个验证程序试一试。

【解答】

类模板可以声明的友员形式有：普通函数、函数模板、普通类成员函数、类模板成员函数以及普通类、类模板。

当类模板的友员是函数模板时，它们可以定义不同形式的类属参数。

程序略。

4．类模板的静态数据成员可以是抽象类型吗？它们的存储空间是什么时候建立的？请用验证程序试一试。

【解答】

类模板的静态数据成员可以是抽象类型。它们的存储空间在生成具体模板类的时候建立，即每生成一个模板类同时建立静态储存空间并做一次文件范围的初始化。

程序略。

#### 10.4 编程题

1．使用函数模板实现对不同类型数组求平均值的功能，并在main函数中分别求一个整型数组和一个浮点型数组的平均值。

【解答】

#include <iostream>

using namespace std;

template <typename T>

double average( T \*array,int size )

{

T sum = 0;

for( int i=0; i<size; i++ )

sum += array[i];

return sum / size;

}

int main()

{

int a[] = { 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 };

double b[] = { 1.1, 2.2, 3.3, 4.4, 5.5, 6.6, 7.7, 8.8, 9.9, 10 };

cout << "Average of array a :" << average( a,10 ) << endl;

cout << "Average of array b :" << average( b,10 ) << endl;

}

2．建立结点，包括一个任意类型数据域和一个指针域的单向链表类模板。在main函数中使用该类模板建立数据域为整型的单向链表，并把链表中的数据显示出来。

【解答】

#include <iostream>

using namespace std;

template <typename T>

class List

{

public:

List( T x ) { data = x; }

void append( List \*node )

{

node->next = this;

next = 0;

}

List \*getnext() { return next; }

T getdata() { return data; }

private:

T data;

List \*next;

};

int main()

{

int i, idata, n, fdata;

cout << "输入结点的个数：";

cin >> n;

cout << "输入结点的数据域：";

cin >> fdata;

List <int> headnode( fdata );

List <int> \*p, \*last;

last = &headnode;

for( i=1; i<n; i++ )

{

cin >> idata;

p = new List <int>( idata );

p->append( last );

last = p;

}

cout << "链表已经建立！" << endl;

cout << "链表中的数据为：" << endl;

p = &headnode;

while( p )

{

cout << p->getdata() << endl;

p = p->getnext();

}

}

3．定义类模板T\_Counter，实现基本类型数据的+、−、\*、=、>>、<< 运算；类模板T\_Vector，实现向量运算；类模板T\_Matrix，实现矩阵运算。请分析使用类模板建立T\_Counter、T\_Vector、T\_Matrix对象和使用类继承体系建立IntReal、Vector、Matrix对象（见第8章习题8.4第4、5、7小题）的语法区别和运算功能区别。

【解答】

略。

4．学习MSDN Library中Visual C++的STL，应用容器和算法，实现一个简单的人员信息管理系统。

【解答】

略。

## 第11章 输入/输出流

#### 11.1 选择题

1．在下列流类中，可以用于处理文件的是( D )。

（A）ios （B）iostream （C）strstream （D）fstream

2．在下列选项中，（ B ）是istream类的对象。

（A）cerr （B）cin （C）clog （D）cout

3．用于处理字符串流的是（ A ）。

（A）strstream （B）ios （C）fstream （D）iostream

4．能够从输入流中提取指定长度的字节序列的函数是（ C ）。

（A）get （B）getline （C）read （D）cin

5．能够把指定长度的字节序列插入到输出流中的函数是（ B ）。

（A）put （B）write （C）cout （D）print

6．getline函数的功能是从输入流中读取（ C ）。

（A）一个字符 （B）当前字符 （C）一行字符 （D）指定若干个字节

7．在下列选项中，用于清除基数格式位设置以十六进制数输出的语句是（ B ）。

（A）cout<<setf( ios::dec, ios::basefield );

（B）cout<<setf( ios::hex, ios::basefield );

（C）cout<<setf( ios::oct, ios::basefield );

（D）cin>>setf( ios::hex, ios::basefield );

8．下列格式控制符，既可以用于输入，又可以用于输出的是（ A ）。

（A）setbase （B）setfill （C）setprecision （D）setw

9．要求打开文件 D:\file.dat，并能够写入数据，正确的语句是（ D ）。

（A）ifstream infile("D:\\file.dat", ios::in );

（B）ifstream infile("D:\\file.dat", ios::out );

（C）ofstream outfile("D:\\file.dat", ios::in );

（D）fstream infile("D:\\file.dat", ios::in|ios::out );

10．能实现删除文件功能的语句是（ A ）。

（A）ofstream fs("date.dat", ios::trunc );

（B）ifstream fs("date.dat", ios::trunc );

（C）ofstream fs("date.dat", ios::out );

（D）ifstream fs("date.dat", ios::in );

11．设已定义浮点型变量data，以二进制代码方式把data的值写入输出文件流对象outfile中，正确的语句是（ C ）。

（A）outfile.write((double \*) &data, sizeof(double));

（B）outfile.write((double \*) &data, data);

（C）outfile.write((char \*) &data, sizeof(double));

（D）outfile.write((char \*) &data, data);

12．二进制数据文件流fdat读指针移到文件头的语句是（ A ）。

（A）fdat.seekg( 0, ios::beg); （B）fdat.tellg( 0, ios::beg );

（C）fdat.seekp( 0, ios::beg); （D）fdat.tellp( 0, ios::beg );

#### 11.2 阅读下列程序，写出运行结果

1．

#include<iostream>

using namespace std;

int main()

{

double x = 123.456;

cout.width( 10 );

cout.setf( ios::dec, ios::basefield );

cout<<x<<endl;

cout.setf( ios::left );

cout<<x<<endl;

cout.width( 15 );

cout.setf( ios::right , ios::left );

cout<<x<<endl;

cout.setf( ios::showpos );

cout<<x<<endl;

cout<<-x<<endl;

cout.setf( ios::scientific );

cout<<x<<endl;

}

【解答】

123.456

123.456

123.456

+123.456

-123.456

+1.234560e+002

2．

#include<iostream>

using namespace std;

int main()

{

double x = 123.45678;

cout.width( 10 );

cout<<( "#" );

cout<<x<<endl;

cout.precision( 5 );

cout<<x<<endl;

cout.setf( ios::showpos );

cout<<x<<endl;

cout.setf( ios::scientific );

cout<<x<<endl;

}

【解答】

#123.457

123.46

+123.46

+1.23457e+002

3．

#include<iostream>

#include <iomanip>

using namespace std;

int main()

{

double x = 123.456789;

cout<<setiosflags( ios::fixed | ios::showpos )<<x<<endl;

cout<<setw( 12 )<<setiosflags( ios::right );

cout<<setprecision( 3 )<<-x<<endl;

cout<<resetiosflags( ios::fixed | ios::showpos )<<setiosflags( ios::scientific );

cout<<setprecision( 5 )<<x<<endl;

}

【解答】

+123.456789

-123.457

1.23457e+002

4．写出文件D:\f1.txt中的内容和屏幕显示的结果。

#include<iostream>

#include<fstream>

using namespace std;

int main()

{

int i;

ofstream ftxt1;

ftxt1.open( "D:\\f1.txt", ios::out );

for( i=1; i<10; i++ )

ftxt1<<i<<' ';

ftxt1.close();

ifstream ftxt2;

ftxt2.open( "D:\\f1.txt", ios::in );

while( !ftxt2.eof() )

{

ftxt2>>i>>i;

cout<<i<<endl;

}

}

【解答】

D:\f1.txt：

1 2 3 4 5 6 7 8 9

屏幕显示：

2

4

6

8

9

5．以下程序使用了习题11.2第4小题中生成的文件D:\f1.txt。写出程序运行后屏幕显示的结果。

#include<iostream>

#include<fstream>

using namespace std;

int main()

{

int i;

ifstream f1( "d:\\f1.txt", ios::in );

fstream f2;

f2.open( "d:\\f2.dat", ios::out|ios::binary );

while(!f1.eof())

{

f1>>i;

i = i\*5;

f2.write( ( char\* ) &i, sizeof( int ) );

}

f1.close();

f2.close();

f2.open( "d:\\f2.dat", ios::in|ios::binary );

do

{

f2.read( ( char\* ) &i, sizeof( int ) );

cout<<i<<" ";

}while( i<30 );

cout<<endl;

f2.close();

}

【解答】

5 10 15 20 25 30

#### 11.3 思考题

1．在Visual C++中，流类库的作用是什么？有人说，cin是键盘，cout是显示器，这种说法正确吗？为什么？

【解答】

在Visual C++中，流类库是一个程序包，作用是实现对象之间的数据交互。“cin是键盘，cout是显示器”的说法不正确。cin和cout分别是istream和ostream的预定义对象，默认连接标准设备键盘、显示器，解释从键盘接受的信息，传送到内存；把内存的信息解释传送到显示器。所以称为标准流对象。程序可以对cin、cout重定向，连接到用户指定的设备，例如指定的磁盘文件。

2．什么叫文件？C++读/写文件需要通过什么对象？有些什么基本操作步骤？

【解答】

任何一个应用程序运行，都要利用内存储器存放数据。这些数据在程序运行结束之后就会消失。为了永久的保存大量数据，计算机用外存储器（如磁盘和磁带）保存数据。各种计算机应用系统通常把一些相关信息组织起来保存在外存储器中，并用一个名字（称为文件名）加以标识，称为文件。

C++读/写文件需要用到文件流对象。

文件操作的三个主要步骤是：打开文件、读/写文件、关闭文件流。

打开文件包括建立文件流对象，与外部文件关联，指定文件的打开方式。

读/写文件是按文件信息规格、数据形式与内存交互数据的过程。

关闭文件包括把缓冲区数据完整地写入文件，添加文件结束表示符，切断流对象和外部文件的连接。

3．一个已经建立的文本文件可以用二进制代码方式打开操作吗？一个二进制数据文件可以用文本方式打开吗？为什么？写一个程序试一试。

【解答】

一个已经建立的文本文件可以用二进制方式打开操作。但必须以字符类型数据读取数据然后转换成需要的类型数据才有意义。通常一个二进制文件用文本方式打开是没有意义的，除非这个二进制文件全部是用字符类型数据建立的。因为文本文件是以可读形式ASC码存放数据的，二进制文件直接用计算机表示数据的二进制形式存放数据，它们之间解释方式不同。

程序略。

#### 11.4 编程题

1．以表格形式输出当*x* = 1°，2°，…，10°时sin*x*、cos*x*和tan*x*的值。要求：输出时，数据的宽度为10，左对齐，保留小数点后5位。

【解答】

#include <iostream>

#include <cmath>

#include <iomanip>

using namespace std;

int main()

{

int x; double a;

cout << "x sin(x) cos(x) tg(x)" << endl; //输出表头

for( x=1; x<=10; x++ )

{

a = x \* 3.14159265 / 180; //角度转换为弧度

cout << setw(3) << setiosflags( ios::left );

cout << setiosflags( ios::fixed );

cout << setprecision(5);

cout << x;

cout << setw(10) << sin(a);

cout << setw(10) << cos(a);

cout<<setw(10)<<sin(a)/cos(a)<<endl;

}

}

2. 建立一个文本文件，从键盘输入一篇短文存放在文件中。短文由若干行构成，每行不超过80个字符。

【解答】

#include <iostream>

#include <fstream>

using namespace std;

int main()

{

char filename[20];

fstream outfile;

cout << "Please input the name of file :\n";

cin >> filename ;

outfile.open( filename, ios::out );

if ( !outfile )

{

cerr << "File could not be open." << endl;

abort();

}

outfile << "This is a file of students\n";

outfile << "Input the number, name, and score.\n";

outfile << "Enter Ctrl-Z to end input? ";

outfile.close();

}

3．读出由习题11.4第2小题建立的文本文件，显示在屏幕上并统计该文件的行数。

【解答】

#include <iostream>

#include <fstream>

using namespace std;

int main()

{

char filename[20];

fstream infile;

cout << "Please input the name of file :\n";

cin >> filename ;

infile.open( filename, ios::in );

if ( !infile )

{

cerr << "File could not be open." << endl;

abort();

}

char textline[80];

int i = 0;

while ( !infile.eof() )

{

infile.getline( textline,sizeof( textline ));

cout << textline << endl;

++i;

}

infile.close();

cout << "i=" << i << endl;

}

4．读出一个作业cpp文件，删除全部注释内容，即以“/\*……\*/”相括的文本和以“//”开始到行末的文本，生成一个新的cpp文件。

【解答】

略。

5．建立某单位职工通讯录的二进制数据文件，文件中的每个记录包括：职工编号、姓名、电话号码、邮政编码和住址。

【解答】

#include <iostream>

#include<fstream>

using namespace std;

struct txrec

{

char no[6];

char name[20];

char tel[9];

char postc[7];

char addr[30];

};

int main()

{

int n,i;

txrec gzrec;

char filename[20];

fstream outfile;

cout << "请输入通讯录文件名:" ;

cin >> filename ;

outfile.open( filename, ios::out|ios::binary );

if ( !outfile )

{

cerr << "文件不能打开！" << endl ;

abort();

}

cout << "请输入职工人数:" ;

cin >> n;

for( i=1; i<=n; i++ )

{

cout << "请输入第"<< i <<"个职工的编号:" ;

cin >> gzrec.no ;

cout << "请输入第"<< i <<"个职工的姓名:" ;

cin >> gzrec.name ;

cout << "请输入第"<< i <<"个职工的电话号码:" ;

cin >> gzrec.tel ;

cout << "请输入第"<< i <<"个职工的邮政编码:" ;

cin >> gzrec.postc ;

cout << "请输入第"<< i <<"个职工的通信地址:" ;

cin >> gzrec.addr ;

outfile.write( ( char\* )&gzrec,sizeof( txrec )) ;

}

outfile.close() ;

}

6．从键盘输入职工的编号，在由习题11.4第5小题所建立的通讯录文件中查找该职工资料。查找成功后，显示职工的姓名、电话号码、邮政编码和住址。

【解答】

#include <iostream>

#include<fstream>

using namespace std;

struct txrec

{

char no[6];

char name[20];

char tel[9];

char postc[7];

char addr[30];

};

int main()

{

struct txrec gzrec; int i;

char filename[20], num[6];

fstream infile;

cout << "请输入通讯录文件名:";

cin >> filename ;

infile.open( filename, ios::in|ios::binary );

if ( !infile )

{

cerr << "文件不能打开！" << endl;

abort();

}

infile.seekg( 0,ios::end );

long posend = infile.tellp();

infile.seekg( 0,ios::beg );

cout << "请输入职工编号:" ;

cin >> num;

do

{

infile.read(( char \* )&gzrec,sizeof( txrec ));

} while ( strcmp( gzrec.no,num ) != 0 && long(infile.tellp()) != posend );

if ( strcmp( gzrec.no,num ) == 0 )

{

cout << "该职工的记录找到了！" << endl;

cout << "编号:" << gzrec.no << endl;

cout << "姓名:"<< gzrec.name << endl;

cout << "电话号码:"<< gzrec.tel << endl;

cout << "邮政编码:" << gzrec.postc << endl;

cout << "通信地址:" << gzrec.addr << endl;

}

else

{

cout << "该职工的记录找不到！" << endl;

}

infile.close();

}

7．设有两个按升序排列的二进制数据文件f和g，将它们合并生成一个新的升序二进制数据文件h。

【解答】

#include <iostream>

#include<fstream>

using namespace std;

int main()

{

int data1,data2;

fstream infile1,infile2,outfile;

infile1.open( "d:\\vc\\f.dat", ios::in|ios::binary);

if ( !infile1 )

{

cerr << "文件不能打开！" << endl ;

abort();

}

infile1.seekg(0,ios::end);

long posend1 = infile1.tellp();

infile2.open( "d:\\vc\\g.dat", ios::in|ios::binary);

if ( !infile2 )

{

cerr << "文件不能打开！" << endl ;

abort();

}

infile2.seekg( 0,ios::end );

long posend2 = infile2.tellp();

outfile.open( "d:\\vc\\h.dat", ios::out|ios::binary );

infile1.seekg( 0,ios::beg );

infile2.seekg( 0,ios::beg );

while ( long(infile1.tellp()) != posend1 && long(infile2.tellp()) != posend2 )

{

infile1.read(( char \* )&data1,sizeof( int ));

infile2.read(( char \* )&data2,sizeof( int ));

if( data1<data2 )

{

outfile.write(( char \* )&data1,sizeof( int ));

infile2.seekg(-int(sizeof( int )),ios::cur );

}

else

{

outfile.write(( char \* )&data2,sizeof( int ));

infile1.seekg( -int(sizeof(int)),ios::cur );

}

}

while ( long(infile1.tellp()) != posend1 )

{

infile1.read(( char \* )&data1,sizeof( int ));

outfile.write(( char \* )&data1,sizeof( int ));

}

while ( long(infile2.tellp()) != posend2 )

{

infile2.read(( char \* )&data2,sizeof( int ));

outfile.write(( char \* )&data2,sizeof( int ));

}

cout << "文件合并已完成！" << endl;

infile1.close();

infile2.close();

outfile.close();

}

8．编写一个函数，使用数据文件测试在第10章习题10.4第3小题完成的T\_Counter类体系。准备一个文件inputdat用于输入数据，把程序运行结果显示在屏幕上并写入文件outputdat中。

【解答】

略。

## 第12章 异常处理

#### 12.1 阅读下列程序，写出运行结果

1．

#include<iostream>

using namespace std;

int a[ 10 ] = { 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 };

int fun( int i );

int main()

{

int i ,s = 0;

for( i = 0; i <= 10; i++ )

{

try

{

s = s + fun( i );

}

catch( int )

{

cout<<"数组下标越界！"<<endl;

}

}

cout<<"s = "<<s<<endl;

}

int fun( int i )

{

if ( i >= 10 )

throw i;

return a[i];

}

【解答】

数组下标越界!

S=55

2．

#include<iostream>

using namespace std;

void f();

class T

{

public:

T()

{

cout<<"constructor"<<endl;

try

{

throw "exception";

}

catch( char \* )

{

cout<<"exception1"<<endl;

}

throw "exception";

}

~T()

{

cout<<"destructor";

}

};

int main()

{

cout<<"main function "<<endl;

try

{

f();

}

catch( char \* )

{

cout<<"exception2"<<endl;

}

cout<<"main function "<<endl;

}

void f()

{

T t;

}

【解答】

main function

constructor

exception1

exception2

main function

#### 12.2 思考题

1．对一个应用是否一定要设计异常处理程序？异常处理的作用是什么？

【解答】

一个应用不一定要设计异常处理程序。异常处理以结构化思想把异常检测与异常处理分离，增加了程序的可读性，便于大型软件的开发。

2．什么叫抛出异常？catch可以获取什么异常参数？是根据异常参数的类型还是根据参数的值处理异常？请编写测试程序验证。

【解答】

C++异常处理通过三个关键字实现：throw、try和catch。被调用函数按指定条件检测到异常条件的存在，用throw一个数值，称为抛出一个异常。这个函数仅仅做了throw，而不去处理错误。在上层调用函数中使用try语句检测函数调用是否引发异常，被检测到的各种异常由catch语句捕获并作相应的处理。catch只是根据异常参数的类型（不管具体数值）处理异常。

3．什么是不唤醒机制？这种机制有什么好处？请举例说明。

【解答】

不唤醒机制是指抛出异常后，调用链上的所有模块都终止执行，不返回异常抛出点。这种机制的好处是把函数的正常功能设计和异常处理设计分离，便于结构化处理。

程序略。

#### 12.3 编程题

1．从键盘上输入*x*和*y*的值，计算*y* = ln( 2*x* – *y* ) 的值，要求用异常处理“负数求对数”的情况。

【解答】

#include <iostream>

#include <cmath>

using namespace std;

double f( double x,double y );

int main()

{

double x,y;

try

{

cout << "输入x和y的值：";

cin >> x >> y;

cout << f( x,y ) << endl;

}

catch( char \* )

{

cout << "负数不能求对数！" << endl;

}

}

double f( double x,double y )

{

if( 2\*x-y < 0 )

throw "error";

else

return log( 2\*x - y );

}

2．程序中，典型的异常有：内存不足以满足new的请求、数组下标越界、运算溢出、除数为0或无效函数参数等。简单描述程序应该如何用异常处理的方法处理这些情况。

【解答】

略。

3．把12.2.4节中的代码补充成完整的测试程序并运行。

【解答】

略。