**Работа с файлами в Python с помощью модуля OS**

Обработка файлов в Python с помощью модуля os включает создание, переименование, перемещение, удаление файлов и папок, а также получение списка всех файлов и каталогов и многое другое.

В индустрии программного обеспечения большинство программ тем или иным образом обрабатывают файлы: создают их, переименовывают, перемещают и так далее. Любой программист должен обладать таким навыком. С этим руководством вы научитесь использовать модуль os в Python для проведения операций над файлами и каталогами вне зависимости от используемой операционной системы.

Важно знать, что модуль os используется не только для работы с файлами. Он включает массу методов и инструментов для других операций: обработки переменных среды, управления системными процессами, а также аргументы командной строки и даже расширенные атрибуты файлов, которые есть только в Linux.

Модуль встроенный, поэтому для работы с ним не нужно ничего устанавливать.

**Вывод текущей директории**

Для получения текущего рабочего каталога используется os.getcwd():

import os

# вывести текущую директорию

print("Текущая деректория:", os.getcwd())

os.getcwd() возвращает строку в Юникоде, представляющую текущий рабочий каталог. Вот пример вывода:

Текущая деректория: C:\python3\bin

**Создание папки**

Для создания папки/каталога в любой операционной системе нужна следующая команда:

# создать пустой каталог (папку)

os.mkdir("folder")

После ее выполнения в текущем рабочем каталоге тут же появится новая папка с названием «folder».

Если запустить ее еще раз, будет [**вызвана ошибка**](https://pythonru.com/osnovy/obrabotka-iskljuchenij-python-blok-try-except-blok-finally) FileExistsError, потому что такая папка уже есть. Для решения проблемы нужно запускать команду только в том случае, если каталога с таким же именем нет. Этого можно добиться следующим образом:

# повторный запуск mkdir с тем же именем вызывает FileExistsError,

# вместо этого запустите:

if not os.path.isdir("folder"):

os.mkdir("folder")

Функция os.path.isdir() вернет True, если переданное имя ссылается на существующий каталог.

**Изменение директории**

Менять директории довольно просто. Проделаем это с только что созданным:

# изменение текущего каталога на 'folder'

os.chdir("folder")

Еще раз выведем рабочий каталог:

# вывод текущей папки

print("Текущая директория изменилась на folder:", os.getcwd())

Вывод:

Текущая директория изменилась на folder: C:\python3\bin\folder

**Создание вложенных папок**

Предположим, вы хотите создать не только одну папку, но и несколько вложенных:

# вернуться в предыдущую директорию

os.chdir("..")

# сделать несколько вложенных папок

os.makedirs("nested1/nested2/nested3")

Это создаст три папки рекурсивно, как показано на следующем изображении:

![Создание вложенных папок](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAXUAAABsCAMAAACijdIdAAAAeFBMVEUlJSYJR3EeHh5ubm7CwsLMzMysrKxTU1SZmZpBQUKGpbm3t7iBgYHy9vhYWFjHx8f///+/0Nvl7PBJd5ZjiqWfuMj6/P3W4ei9vb0WUHi/v79fX2CTk5OgoKCRkZE2Nje3ydVzlq6FhYWEhIR/f39qamu1x9Q1aIuvr1tHAAAEFklEQVR42u3ce1ObQBQFcFIeIQkpIQ9ja9W+tN//G/ae5eo6oeNc2Bjt7jkzwgLxnx87FyU7N2MunE+SjHk9VI8iVDeE6lGE6oa8v/p9xlxc/eFrPjhXlauFP6h0kBd5xoSqa34OMGuYUz1Y3c6uzlR/a3WwU/2y6kP2oizLOlusZNc8qddl2d7hU3O5ulrgbCUfYqarg/3hZHbPC9nkbd0f1cVczrS5bBo5I+yV3BEmTP1XkZ+o44nqtnIEa60wdaUDyDMB6kD/fVrJqxqj/HqOI+wUu0TaHGeZIHWgW9W1llM9UF3RX6sweYsK07Q5TlA9SH2IPnyaNjrz9WnaP1/nt1QPVL+59uheHeyo33qEel40RY4bgdNU59uvDxC+6TWE6lGE6oZQPYpQ3RCqRxGnPmMuG6obQvUoQnVDqB5FqG4I1aMI1Q35z9WX6+WMeS/1YzdLOqPUv/wZDF/JYb3/p/puu9lQ3a4ONEXvtrup6t12v6X6iLn+HWoOff3DSx7WOnmPm82Vm8zYy8FG3Pdy0d2hTk4+9r+/ozrUR7Iruqpfie0B2sfjDAO3f1y6uS7oB7kg7J27A1dUH6uu7Iru1Q+941JcMVDTXr079oVF9DHgXB+vruwv0VUSjoeNCwbireqoM6g3ckuoPlUd7FeKPlD3D9hO3FVdfakeoA72JfyG6m6gQTnXCrPd+To0O7CuT1PXDNXlB8LdftftoI4L0Bbgvfwc+TR9C3VsUNb7HWb2UeqMsKOsu6PN+sAKw7df1lA9ilDdEKpHEaobQvUoQnVDqB5FnPq4fM6YwFDdEqrHEKpbQvUYQnVLqB5DqG5JLOppdwV7V/WmLMtinqWXqer3Y/o5NKAdqi9uF1mavakmqufXD4MmmmPVEy41U+f6tyes+uuNl2wKdBmUVH1bmMUK+6ovJNplUPsOUn2COtg9ugK2YttoEx4M3P4ud3PddxnUvoOKXbPCWNWVXdG9eoPpXaPdmhtgjED9ucug7zuINEk2epyuDvYX6CoJbKF0waCYq/pzl0HfAU9StQnWlwB1sLeKPlD3VaMWd1WvMxdR959NsbwEqYMOfkN1N9CgnEPdF3Dfd3CxSrUHW4C6Zqiuc/h2jj/IoY4Lvsug7zt4neJ/SG+ljs1Jo2rUGe0y6PsOavlPcMLz7ZclVI8hVLeE6jGE6pZQPYZQ3RKqxxCqW0L1GEJ1S6geQ6huCdVjCNUtiU89xaUZH0S9TuvbjTD1c629y+7wVV867GHq51l7l956pGD18LV3VB+pfs61d3mbziqwMPVzrb0T+6QWsoepn2/tHeBZYWzqwWvvEl3JHq4evvaO6pPUw9fe3aW11DRM/Uxr74Se/5vy7ddpqB5DqG4J1WMI1S2hegyh+sWj6n8Bvl5ludBA8NEAAAAASUVORK5CYII=)

**Создание файлов**

Для [**создания файлов в Python**](https://pythonru.com/osnovy/prostoj-sposob-sozdat-fajl-v-python) модули не нужны. Можно использовать встроенную функцию open(). Она принимает название файла, который необходимо создать в качестве первого параметра и желаемый режим открытия — как второй:

# создать новый текстовый файл

text\_file = open("text.txt", "w")

# запить текста в этот файл

text\_file.write("Это текстовый файл")

w значит write (запись), a — это appending (добавление данных к уже существующему файлу), а r — reading (чтение).

**Переименование файлов**

С помощью модуля os достаточно просто переименовать файл. Поменяем название созданного в прошлом шаге.

# переименовать text.txt на renamed-text.txt

os.rename("text.txt", "renamed-text.txt")

Функция os.rename() принимает 2 аргумента: имя файла или папки, которые нужно переименовать и новое имя.

**Перемещение файлов**

Функцию os.replace() можно использовать для перемещения файлов или каталогов:

# заменить (переместить) этот файл в другой каталог

os.replace("renamed-text.txt", "folder/renamed-text.txt")

Стоит обратить внимание, что это перезапишет путь, поэтому если в папке folder уже есть файл с таким же именем (renamed-text.txt), он будет перезаписан.

**Список файлов и директорий**

# распечатать все файлы и папки в текущем каталоге

print("Все папки и файлы:", os.listdir())

Функция os.listdir() возвращает список, который содержит имена файлов в папке. Если в качестве аргумента не указывать ничего, вернется список файлов и папок текущего рабочего каталога:

Все папки и файлы: ['folder', 'handling-files', 'nested1', 'text.txt']

А что если нужно узнать состав и этих папок тоже? Для этого нужно использовать функцию os.walk():

# распечатать все файлы и папки рекурсивно

for dirpath, dirnames, filenames in os.walk("."):

# перебрать каталоги

for dirname in dirnames:

print("Каталог:", os.path.join(dirpath, dirname))

# перебрать файлы

for filename in filenames:

print("Файл:", os.path.join(dirpath, filename))

os.walk() — это генератор дерева каталогов. Он будет перебирать все переданные составляющие. Здесь в качестве аргумента передано значение «.», которое обозначает верхушку дерева:

Каталог: .\folder

Каталог: .\handling-files

Каталог: .\nested1

Файл: .\text.txt

Файл: .\handling-files\listing\_files.py

Файл: .\handling-files\README.md

Каталог: .\nested1\nested2

Каталог: .\nested1\nested2\nested3

Метод os.path.join() был использован для объединения текущего пути с именем файла/папки.

**Удаление файлов**

Удалим созданный файл:

# удалить этот файл

os.remove("folder/renamed-text.txt")

os.remove() удалит файл с указанным именем (не каталог).

**Удаление директорий**

С помощью функции os.rmdir() можно удалить указанную папку:

# удалить папку

os.rmdir("folder")

Для удаления каталогов рекурсивно необходимо использовать os.removedirs():

# удалить вложенные папки

os.removedirs("nested1/nested2/nested3")

Это удалит только пустые каталоги.

**Получение информации о файлах**

Для получения информации о файле в ОС используется функция os.stat(), которая выполняет системный вызов stat() по выбранному пути:

open("text.txt", "w").write("Это текстовый файл")

# вывести некоторые данные о файле

print(os.stat("text.txt"))

Вывод:

os.stat\_result(st\_mode=33206, st\_ino=14355223812608232, st\_dev=1558443184, st\_nlink=1, st\_uid=0, st\_gid=0, st\_size=19, st\_atime=1575967618, st\_mtime=1575967618, st\_ctime=1575966941)

Это вернет кортеж с отдельными метриками. В их числе есть следующие:

* + st\_size — размер файла в байтах
  + st\_atime — время последнего доступа в секундах (временная метка)
  + st\_mtime — время последнего изменения
  + st\_ctime — в Windows это время создания файла, а в Linux — последнего изменения метаданных

Для получения конкретного атрибута нужно писать следующим образом:

# например, получить размер файла

print("Размер файла:", os.stat("text.txt").st\_size)

Вывод:

Размер файла: 19