File Processing: Design a base class File with a virtual function readData() that has an empty body. Create derived classes like TextFile and ImageFile inheriting from File and overriding readData() with their specific reading procedures. Implement a function that takes a pointer to File as input, attempts to read the data using the readData() function, and handles potential errors based on the actual derived class type (e.g., different file formats).

#ifndef FILEPROCESSING\_H

#define FILEPROCESSING\_H

#include <iostream>

#include <fstream>

#include <exception>

using namespace std;

namespace FileProcessing {

class File {

public:

virtual void readData() = 0;

virtual ~File() {} //

};

class TextFile : public File {

public:

void readData() override;

};

class ImageFile : public File {

public:

void readData() override;

};

void processFile(File\* file);

}

#endif // FILEPROCESSING\_H

namespace FileProcessing {

void TextFile::readData() {

ifstream file("example.txt");

if (!file) {

cerr << "Error opening text file" << endl;

return;

}

string line;

while (getline(file, line)) {

cout << "TextFile: " << line << endl;

}

file.close();

}

void ImageFile::readData() {

ifstream file("example.img", ios::binary);

if (!file) {

cerr << "Error opening image file" << endl;

return;

}

char buffer[256];

while (file.read(buffer, sizeof(buffer))) {

cout << "ImageFile: Read " << file.gcount() << " bytes" << endl;

}

file.close();

}

void processFile(File\* file) {

file->readData();

}

}

using namespace FileProcessing;

int main() {

TextFile txtFile;

ImageFile imgFile;

cout << "Processing TextFile:" << endl;

processFile(&txtFile);

cout << "\nProcessing ImageFile:" << endl;

processFile(&imgFile);

return 0;

}
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Or

#include <iostream>

#include <string>

using namespace std;

class File { // Base class File

public:

virtual void readData() = 0; // Virtual function for reading data

};

class TextFile : public File { // Derived class TextFile

public:

void readData() override { // Override readData() for text files

cout << "Reading text data from a text file..." << endl;

cout << "Text data read successfully." << endl; // Simulate reading text file data

}

};

class ImageFile : public File { // Derived class ImageFile

public:

void readData() override { // Override readData() for image files

cout << "Reading image data from an image file..." << endl;

cout << "Image data read successfully." << endl; // Simulate reading image file data

}

};

void processFile(File\* file) { // Function to process file based on its type

try {

file->readData(); // Attempt to read data using polymorphism

}

catch (const exception& e) {

cerr << "Error while reading file: " << e.what() << endl;

}

catch (...) {

cerr << "Unknown error occurred while reading file." << endl;

}

}

int main() {

TextFile txtFile; // Example usage:

ImageFile imgFile;

cout << "Processing Text File:" << endl; // Process a text file

processFile(&txtFile);

cout << endl;

cout << "Processing Image File:" << endl; // Process an image file

processFile(&imgFile);

cout << endl;

return 0;

}

![](data:image/png;base64,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)

2. Design an abstract factory class hierarchy to create different families of products (e.g., furniture). Use pointers and runtime polymorphism. Define an abstract base class FurnitureFactory with a virtual function createChair(). Create derived classes like ModernFurnitureFactory and ClassicFurnitureFactory that override createChair() to return pointers to concrete chair objects specific to their style. Utilize the factory pattern with runtime polymorphism to allow for flexible furniture creation based on user choice

#include <iostream>

#include <memory>

// Abstract product: Chair

class Chair {

public:

virtual ~Chair() = default;

virtual void sitOn() const = 0;

};

// Concrete product: ModernChair

class ModernChair : public Chair {

public:

void sitOn() const override {

std::cout << "Sitting on a modern chair." << std::endl;

}

};

// Concrete product: ClassicChair

class ClassicChair : public Chair {

public:

void sitOn() const override {

std::cout << "Sitting on a classic chair." << std::endl;

}

};

// Abstract factory: FurnitureFactory

class FurnitureFactory {

public:

virtual ~FurnitureFactory() = default;

virtual std::unique\_ptr<Chair> createChair() const = 0;

};

// Concrete factory: ModernFurnitureFactory

class ModernFurnitureFactory : public FurnitureFactory {

public:

std::unique\_ptr<Chair> createChair() const override {

return std::make\_unique<ModernChair>();

}

};

// Concrete factory: ClassicFurnitureFactory

class ClassicFurnitureFactory : public FurnitureFactory {

public:

std::unique\_ptr<Chair> createChair() const override {

return std::make\_unique<ClassicChair>();

}

};

// Client code

void clientCode(const FurnitureFactory& factory) {

auto chair = factory.createChair();

chair->sitOn();

}

int main() {

ModernFurnitureFactory modernFactory;

ClassicFurnitureFactory classicFactory;

std::cout << "Modern Furniture Factory:" << std::endl;

clientCode(modernFactory);

std::cout << "Classic Furniture Factory:" << std::endl;

clientCode(classicFactory);

return 0;

}

DATA STRUCTURES:

Data Structures:

Create a C++ structure named Flight to represent flight information, including:

Flight number (string)

Departure and arrival airports (strings)

Departure and arrival date/time (strings or appropriate data types)

Number of available seats (integer)

Price per seat (float)

Consider creating another structure named Passenger (optional) to store passenger details if needed (name, passport information etc.).

#include <iostream>

#include <string>

using namespace std;

struct Flight {

string flightNumber;

string departureAirport;

string arrivalAirport;

string departureDateTime;

string arrivalDateTime;

int availableSeats;

float pricePerSeat;

};

struct Passenger {

string name;

string passportInfo;

};

void displayFlightInfo(const Flight& flight) {

cout << "Flight Number: " << flight.flightNumber << endl;

cout << "Departure Airport: " << flight.departureAirport << endl;

cout << "Arrival Airport: " << flight.arrivalAirport << endl;

cout << "Departure Date/Time: " << flight.departureDateTime << endl;

cout << "Arrival Date/Time: " << flight.arrivalDateTime << endl;

cout << "Available Seats: " << flight.availableSeats << endl;

cout << "Price per Seat: $" << flight.pricePerSeat << endl;

}

int main() {

Flight flight1 = {

"AA123",

"JFK",

"LAX",

"2024-07-05 10:00",

"2024-07-05 13:00",

150,

299.99

};

Passenger passenger1 = {

"John Doe",

"P12345678"

};

displayFlightInfo(flight1);

cout << "\nPassenger Name: " << passenger1.name << endl;

cout << "Passport Info: " << passenger1.passportInfo << endl;

return 0;

}

Functions:

Develop C++ functions to:

Display a list of available flights based on user-specified origin and destination airports (consider searching by date range as well).

Book a specific number of seats for a chosen flight (handle cases where insufficient seats are available).

Cancel a booking for a specific flight and number of seats (ensure the user cancels the correct booking).

Display a list of all booked flights for a specific user (if using Passenger structure).

Implement error handling for invalid user input (e.g., trying to book negative seats).

Include a function to add new flights to the system (consider adding flights dynamically if needed).

REQUIREMENTS OF THE QUESTION:

#ifndef FLIGHTMANAGEMENT\_H

#define FLIGHTMANAGEMENT\_H

#include <iostream>

#include <string>

#include <vector>

#include <algorithm>

using namespace std;

namespace FlightManagement {

struct Flight {

string flightNumber;

string departureAirport;

string arrivalAirport;

string departureDateTime;

string arrivalDateTime;

int availableSeats;

float pricePerSeat;

};

struct Passenger {

string name;

string passportInfo;

vector<string> bookedFlights; // List of flight numbers the passenger has booked

};

void displayFlightInfo(const Flight& flight);

void displayAvailableFlights(const vector<Flight>& flights, const string& origin, const string& destination, const string& startDate, const string& endDate);

bool bookSeats(vector<Flight>& flights, const string& flightNumber, int seats, Passenger& passenger);

bool cancelBooking(vector<Flight>& flights, const string& flightNumber, int seats, Passenger& passenger);

void displayBookedFlights(const Passenger& passenger);

void addFlight(vector<Flight>& flights, const Flight& newFlight);

} // namespace FlightManagement

#endif // FLIGHTMANAGEMENT\_H

IMPLEMENTATION:

#include "FlightManagement.h"

namespace FlightManagement {

void displayFlightInfo(const Flight& flight) {

cout << "Flight Number: " << flight.flightNumber << endl;

cout << "Departure Airport: " << flight.departureAirport << endl;

cout << "Arrival Airport: " << flight.arrivalAirport << endl;

cout << "Departure Date/Time: " << flight.departureDateTime << endl;

cout << "Arrival Date/Time: " << flight.arrivalDateTime << endl;

cout << "Available Seats: " << flight.availableSeats << endl;

cout << "Price per Seat: $" << flight.pricePerSeat << endl;

}

void displayAvailableFlights(const vector<Flight>& flights, const string& origin, const string& destination, const string& startDate, const string& endDate) {

for (const auto& flight : flights) {

if (flight.departureAirport == origin && flight.arrivalAirport == destination && flight.departureDateTime >= startDate && flight.departureDateTime <= endDate) {

displayFlightInfo(flight);

cout << "--------------------------" << endl;

}

}

}

bool bookSeats(vector<Flight>& flights, const string& flightNumber, int seats, Passenger& passenger) {

if (seats <= 0) {

cout << "Error: Number of seats to book must be positive." << endl;

return false;

}

for (auto& flight : flights) {

if (flight.flightNumber == flightNumber) {

if (flight.availableSeats >= seats) {

flight.availableSeats -= seats;

passenger.bookedFlights.push\_back(flightNumber);

cout << "Successfully booked " << seats << " seats on flight " << flightNumber << "." << endl;

return true;

} else {

cout << "Error: Not enough seats available." << endl;

return false;

}

}

}

cout << "Error: Flight not found." << endl;

return false;

}

bool cancelBooking(vector<Flight>& flights, const string& flightNumber, int seats, Passenger& passenger) {

if (seats <= 0) {

cout << "Error: Number of seats to cancel must be positive." << endl;

return false;

}

auto it = find(passenger.bookedFlights.begin(), passenger.bookedFlights.end(), flightNumber);

if (it != passenger.bookedFlights.end()) {

for (auto& flight : flights) {

if (flight.flightNumber == flightNumber) {

flight.availableSeats += seats;

passenger.bookedFlights.erase(it);

cout << "Successfully cancelled " << seats << " seats on flight " << flightNumber << "." << endl;

return true;

}

}

} else {

cout << "Error: Booking not found for the passenger." << endl;

}

return false;

}

void displayBookedFlights(const Passenger& passenger) {

cout << "Booked Flights for " << passenger.name << ":" << endl;

for (const auto& flightNumber : passenger.bookedFlights) {

cout << "- " << flightNumber << endl;

}

}

void addFlight(vector<Flight>& flights, const Flight& newFlight) {

flights.push\_back(newFlight);

cout << "Flight " << newFlight.flightNumber << " added successfully." << endl;

}

} // namespace FlightManagement

MAIN:

#include "FlightManagement.h"

using namespace FlightManagement;

int main() {

vector<Flight> flights;

Passenger passenger1 = {"John Doe", "P12345678", {}};

// Adding flights

addFlight(flights, {"AA123", "JFK", "LAX", "2024-07-05 10:00", "2024-07-05 13:00", 150, 299.99});

addFlight(flights, {"BB456", "SFO", "ORD", "2024-07-06 14:00", "2024-07-06 18:00", 200, 199.99});

// Display available flights

cout << "Available flights from JFK to LAX between 2024-07-04 and 2024-07-06:" << endl;

displayAvailableFlights(flights, "JFK", "LAX", "2024-07-04", "2024-07-06");

// Book seats

bookSeats(flights, "AA123", 2, passenger1);

// Display booked flights for the passenger

displayBookedFlights(passenger1);

// Cancel booking

cancelBooking(flights, "AA123", 1, passenger1);

// Display booked flights for the passenger again

displayBookedFlights(passenger1);

return 0;

}

LAMBDA EXPRESSIONS:

#include<iostream>

int multiply(int a, int b);

int main(){

std::cout<<multiply(4,5)<<std::endl;

std::cout<<[](int a, int b){return a\*b;}(4,5)<<std::endl;

auto f = [](int a,int b){return a\*b;};

std::cout<<f(4,5)<<std::endl;

}

int multiply(int a,int b){

return a\*b;

}

OUTPUT:

20

20

20

CAPTURE BYVALUE:

#include <iostream>

void lambda\_value\_capture() {

int value = 1;

auto copy\_value = [value] {

return value;

};

value = 100;

auto stored\_value = copy\_value();

std::cout << "stored\_value = " << stored\_value << std::endl;

}

Int main(){

Lambda\_capture\_value();

Return 0;

}

REFERENCE CAPTURE:

#include <iostream>

using namespace std;

void lambda\_reference\_capture(){

int value = 1;

auto copy\_value = [&value]{

return value;

};

value=100;

auto stored\_value = copy\_value();

cout<<"stored\_value = "<<stored\_value<<endl;

}

int main(){

lambda\_reference\_capture();

return 0;

}

CAPTURE BY BOTH:

#include <iostream>

using namespace std;

int main(){

int m=0;

int n=0;

[&,n](int a)mutable{m=++n+a;}(4);

cout<<m<<endl<<n<<endl;

}

USECASE:

#include<iostream>

#include<algorithm>

#include<vector>

using namespace std;

void assign(int& v)

{

static int n=1; v= n++;

}

void print(int v){

cout<<v<<" ";

}

int main(){

vector<int>vec(10);

for\_each(vec.begin(),vec.end(),print);

cout<<endl;

for\_each(vec.begin(),vec.end(),assign);

for\_each(vec.begin(),vec.end(),print);

return 0;

}

OUTPUT:

![](data:image/png;base64,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)

Practice Problem Statement:

Scenario: You're working on a data analysis project where you need to filter a list of integers based on whether they are even or odd. You want to use a lambda expression to achieve this filtering.

Task:

Define a function named filter\_even\_odds that takes two arguments:

const std::vector<int>& numbers: The vector containing the integer values.

bool is\_even: A flag indicating whether to filter even (true) or odd (false) numbers.

Inside the function, use a lambda expression to iterate through the numbers vector.

Within the lambda, check if the current number is even using the modulo operator (%).

If the even/odd condition matches the is\_even flag, add the number to a new filtered vector.

Return the filtered vector from the filter\_even\_odds function.

#include <iostream>

#include <vector>

#include <algorithm> // for std::copy\_if

#include <iterator> // for std::back\_inserter

// Function to filter even or odd numbers based on the is\_even flag

std::vector<int> filter\_even\_odds(const std::vector<int>& numbers, bool is\_even) {

std::vector<int> filtered\_numbers; // Vector to store filtered numbers

// Lambda expression to check even or odd condition

auto condition = [is\_even](int number) {

return (number % 2 == 0) == is\_even;

};

// Use std::copy\_if to filter numbers based on the condition

std::copy\_if(numbers.begin(), numbers.end(), std::back\_inserter(filtered\_numbers), condition);

return filtered\_numbers;

}

int main() {

std::vector<int> numbers = {1, 2, 3, 4, 5, 6, 7, 8, 9, 10}; // Input vector

// Filter even numbers

std::vector<int> even\_numbers = filter\_even\_odds(numbers, true);

std::cout << "Even numbers: ";

for (int num : even\_numbers) {

std::cout << num << " ";

}

std::cout << std::endl;

// Filter odd numbers

std::vector<int> odd\_numbers = filter\_even\_odds(numbers, false);

std::cout << "Odd numbers: ";

for (int num : odd\_numbers) {

std::cout << num << " ";

}

std::cout << std::endl;

return 0;

}

2, 2. Finding Maximum Value:

Scenario: You have a list of objects and want to find the object with the highest value based on a specific criterion.

Task:

Define a function named find\_max that takes two arguments:

const std::vector<T>& objects: The vector containing the objects (can be any type T).

std::function<bool(const T& a, const T& b)> compare: A function object (e.g., a lambda) that defines the comparison logic for finding the maximum.

Inside the function, use a std::accumulate with a lambda expression to iterate through the objects vector.

Within the inner lambda, compare the current element with the current maximum using the provided compare function.

If the current element is greater (based on the comparison logic), return it as the new maximum.

#include <iostream>

#include <vector>

#include <functional>

#include <numeric>

// Template function to find the maximum value based on a comparison function

template <typename T>

T find\_max(const std::vector<T>& objects, std::function<bool(const T& a, const T& b)> compare) {

// Use std::accumulate to find the maximum element

return std::accumulate(objects.begin(), objects.end(), objects[0],

[compare](const T& max\_so\_far, const T& current) {

return compare(max\_so\_far, current) ? current : max\_so\_far;

}

);

}

int main() {

// Example usage with integers

std::vector<int> numbers = {1, 5, 3, 9, 2, 8};

// Define comparison logic for integers

auto compare\_ints = [](const int& a, const int& b) {

return a < b; // Find the maximum value (b is greater)

};

// Find the maximum integer

int max\_number = find\_max(numbers, compare\_ints);

std::cout << "Maximum number: " << max\_number << std::endl;

// Example usage with a custom struct

struct Person {

std::string name;

int age;

};

std::vector<Person> people = {

{"Alice", 30},

{"Bob", 25},

{"Charlie", 35},

{"Diana", 28}

};

// Define comparison logic for finding the oldest person

auto compare\_people = [](const Person& a, const Person& b) {

return a.age < b.age; // Find the person with the maximum age (b is older)

};

// Find the oldest person

Person oldest\_person = find\_max(people, compare\_people);

std::cout << "Oldest person: " << oldest\_person.name << " (Age: " << oldest\_person.age << ")" << std::endl;

return 0;

}