1. （单选）int a = 0x10; 请问以上声明是什么意思

A. a是十进制的10

B. a是八进制的10

C. a是二进制的10

D. a是十进制的16，16进制的10

2. （单选）以下代码的输出是什么？

#include <iostream>

#include <string>

void Alpha(string beta) {

    cout << beta << endl;

}

int main()

{

    Alpha("gamma");

    return 0;

{

A.编译错误

B.g

C.gamma

D.无输出

3.（单选）以下两段从代码属于两个不同的程序，在每个程序中，当proc被多线程并发调用了10000次后，对于相应的全局变量的值，说法正确的是（）

std::atomic<std::uint32\_t> g\_a(0);

void proc()

{

++g\_a;

}

volatile std::uint32\_t g\_v(0);

void proc()

{

++g\_v;

}

A、 g\_a的值为10000

g\_v的值不确定

B、 g\_a的值不确定

g\_v的值为10000

C、 g\_a的值为10000

g\_v的值为10000

D、 g\_a的值不确定

g\_v的值不确定

4. （多选）对于string类型的字符串mystring，哪些可以获取mystring所表示的字符长度（）

A、sizeof(mystring)

B、sizeof(mystring)-1

C、mystring.size()

D、mystrong.capacity()

E．mystring.length()

5.（多选）Data 是一个由32个unit32\_t组成的数据结构，DataList类的所有成员函数均可被多个线程调用，正确的是（）

class DataList {

public:

void AddToList(const Data &data);

void DelFronList();

Data &GetListHead();

int popListTail(Data &data ToFind);

private:

std::list<Data> m\_list;

std::mutex m\_mutex;

};

A、

void DataList::AddTolist(const Data &data)

{

std::lock\_guard<std::mutex> guard(m\_mutex);

m\_list.push\_back(data);

}

B、

void DataList::DelFormList()

{

std::lock\_guard<std::mutex> guard(m\_mutex);

if (!m\_list.empty()) {

m\_list.push\_back(data);

}

}

C、

Data &DataList::GetListHead()

{

if (m\_list.size() > 0) {

return m\_list.front();

}

static Data data;

return data;

}

D、

int DataList::poplistTail(Data &data)

{

if (!m\_list.empty()) {

std::loch\_guard<std::mutex> guard(m\_mutex);

data = m\_list.back();

m\_list.pop\_banck();

return 0;

}

return -1;

}

6. \*\*\*（多选）using typedef数组指针，指向数组的指针是

A. typedef int (Array\*)[10]

B. using Array = int(\*)[10]

C. typedef int (\*Array)[10]

D. using \*Array = int[10]

7.（单选）有一个main.c文件，共100行代码，假定任意一行都可以设置断点，其中有int main()和void Func(int a, int b)两个函数，编译后的文件执行发生死锁，需要分析相关的信息找到死锁相关代码，以下关于gdb获取死锁相关信息描述正确的是

A. 执行info address可以显示死锁的代码位置

B. 执行info threads显示所有线程信息，找到死锁相关线程

C. 执行info breakpoints显示断点，断点即死锁信息

D. 死锁时操作系统把进程挂起了，无法通过gdb获取任何信息

8. \*（单选）请问下面这段程序的输出结果是

#include <iostream>

#include <string>

using namespace std;

class Base {

public:

virtual ~Base(){}

virtual void Print() { std::cout<<"Base"<< endl;}

};

class Derived : public Base {

public:

virtual void Print() { std::cout<<"Derived"<< endl; }

};

int main()

{

Base\* base = new Derived();

base->Print();

base -> Base::Print();

delete base;

return 0;

}

A. Base

Base

B. Base

Derived

C. Derived

Base

D. Derived

Derived

9. （单选）以下选项中不符合编程规范的是

A. int errorCode = 5;

B. int hour = time \* 60 \* 60;

C. float mid = len / 2;

D. constexpr int SYSTEM\_VERSION = 4096;

10. \*\*（单选）以下代码执行完成后i j的值是

int main()

{

int i = 0;

int j = 0’

for (i = 10; i >= 0; --i) {

for (j = 10; j == 1; --j) {

i = j;

}

}

}

A. 0 0

B. -1 10

C. 执行超时

D. -1 0

11. \*\*（多选）以下#define定义正确的是

A. #ifdef \_\_GUN\_\_

#if (\_\_GUN\_\_ == 3)

…

#endif

#endif

B. #if defined(\_\_GUN\_\_) && \_\_GUN\_\_ > 3

…

#endif

C. #if (\_\_GUN\_\_ == 3)

…

#endif

D. #if \_\_GUN\_\_ == 3

…

#endif

12.（单选）GDB直接按下回车的作用是（）

A、next

B、step

C、continue

D、重复执行上一次命令

13. \*\*\*\*（单选）以下关于devid描述正确的是

typedef int DevId;

typedef DevId\* DevIdPtr;

const DevIdPtr devid;

A. 指向const DevId的指针，指针指向的内容不能被改变

B. 指向const DevId的指针，指针本身不能被改变

C. 指向DevId的const指针，指针本身不能被改变

D. 指向const DevId的const指针，指针本身合指针指向的内容都不能被改变

14. （单选）请问以下代码输出什么？

#include<iostream>

using namespace std;

int main()

{

int a = 1;

const int \*p=&a ;

\*p=9;

cout << \*p << endl;

return 0;

}

1. 编译错误
2. 9
3. 1
4. 0

15. \*\*\*（单选）以下为3个代码文件中的代码片段

// service.h

strcut Service {

static const std::string NAME;

};

// service.cpp

#include “service.h”

const std::string Service::NAME=“SERVICE1”;

// main.cpp

#include “service.h”

#include <iostream>

const std::string MSG=“service” + Service::NAME + “ready”;

int main()

{

std::cout<<MSG<<std::endl;

}

对于程序运行结果，以下说法正确的是

A. 运行输出 service SERVICE1 ready

B. 运行输出 service

C. 运行输出中包含随机字符或乱码

D. 运行结果取决于编译链接过程及std::string的内部实现

16. （多选）（考点完全相同的一个题）如下对于gtest字符串检查，描述正确的有

A. EXPECT\_STRNE(str1, str2)：两个字符串内容不同，检查通过

B. EXPECT\_STRNE(str1, str2)：两个字符串内容相同，检查通过

C. ASSERT\_GT(val1, val2)：val1的值大于val2时，断言失败

D. ASSERT\_GT(val1, val2)：val2的值大于val1时，断言失败

17.（单选）（考点完全相同的一个题）以下代码输出为

int main()

{

int x = 1;

int y = 2;

if (++x >= 2 || y++ >= 2) { }

std::cout<<x<<“ ”<<y<<std::endl;

return 0;

}

A. 2 2

B. 2 3

C. 3 3

D. 1 2

18.（单选）请问下面这段程序的输出结果是

class CParent {

public:

CParent() { Print(); };

virtual ~CParent() {};

virtual void Print() = 0;

}

class CSon : public CParent {

public:

CSon() { Print(); };

virtual ~CSon() {};

Print() { std::cout<<”2”; };

}

int main()

{

CParent\* pParent = new Son();

delete pParent;

}

A. 2,2

B. 2

C. 输出结果不确定

D. 以上都不对

18.（单选）以下代码运行结果是

#include <iostream>

using namespace std;

#define ALPHA(x,y) x##y

#define BETA beta

#define GAMMA gamma

int main()

{

int ALPHA(BETA, GAMMA) = 1;

cout<<BETAGAMMA;

return 0;

}

A. 1

B. BETA GAMMA

C. BETAGAMMA

D. 编译错误

19. \*\*（多选）假如有std::vector<int>类型的容器coll，需要对其元素从大到小排列，下列写法正确的有

A. std::sort(coll.begin(), coll.end(), std::greater<int>());

B. std::sort(coll.begin(), coll.end(), [](int a, int b) { return a >b; });

C. struct Cmp {

bool operator() (int a, int b) const {

return a > b;

}

};

std::sort(coll.begin(), coll.end(), Cmp);

D. bool Cmp(int a, int b)

{

return a > b;

}

std::sort(coll.begin(), coll.end(), Cmp);

20. \*\*（单选）以下代码输出的是

#include <iostream>

using namespace std;

class Foo {

public:

Foo() = default;

Foo(const Foo& foo) {

cout<<"复制构造函数:Foo(const Foo& foo)"<<endl;

}

Foo(Foo&& foo) {

cout<<"移动构造函数:Foo(Foo&& foo)"<<endl;

}

Foo& operator=(const Foo &foo) {

cout<<"赋值运算符:Foo& operator=(const Foo &foo)"<<endl;

return \*this;

}

Foo& operator=(Foo &&foo) {

cout<<"移动赋值运算符Foo& operator=(Foo &&foo)"<<endl;

return \*this;

}

};

Foo GetFoo()

{

Foo foo;

return foo;

}

void Pass(Foo foo)

{

;

}

Foo PassAndReturn(Foo foo)

{

return foo;

}

int main()

{

Foo foo1, foo2;

cout<<"--------------------------------"<<endl<<"1:\n";

foo1 = GetFoo();

cout<<"--------------------------------"<<endl<<"2:\n";

foo2 = foo1;

cout<<"--------------------------------"<<endl<<"3:\n";

foo2 = PassAndReturn(foo1);

cout<<"--------------------------------"<<endl<<"4:\n";

Pass(foo1);

cout<<"--------------------------------"<<endl<<"5:\n";

Foo foo3 = PassAndReturn(foo1);

cout<<"--------------------------------"<<endl;

return 0;

}

21. 以下关于c++的 bss和data 数据段说法正确的是

A 未初始化的变量放在 bss,

B 初始化非零的 const 变量放在 data

C 初始化非零的 const 变量放在 bss

D 初始化为0 的全局变量放在 bss

22. 下面代码运行结果是（）

#include <iostream>

#include <tuple>

int main() {

int a = 1, b =5;

int &r = a;

auto t = std::tie(r,b);

std::get<0>(t) = 3;

std::get<1>(t) += 2;

cout<<a<<" "<<b<<endl;

return 0;

}

A. 1 5

B. 3 7

C. 1 7

D. 3 5

23. 以下均为涉及动态内存管理的代码，分配的内存都只在局部使用，return之前要保证释放。其中符合公司C++通用编程规范的规则和建议的是（）

A.

Image\* imageA = new Image;

Image\* imageB = new Image;

// …

if (ProcFail()) {

delete imageA;

delete imageB;

return;

}

// …

delete imageA;

delete imageB;

return;

B.

auto imageA = std::make\_unique();

auto imageB = std::make\_unique();

if (ProcFail()) {

return;

}

return;

C.

auto imageA = std::make\_shared();

auto imageB = std::make\_shared();

// …

if (ProcFail()) {

return;

}

//…

return;

D.

std::auto\_ptr imageA(new image);

std::auto\_ptr imageB(new image);

// …

if (ProcFail()) {

return;

}

// …

return;

24. 下面使用模板参数推导C++17代码中哪一项是错误的

A auto pr = std::make\_pair(3, 5);

B std::pair pr(3, 5);

C std::array a{3, 5};

D std::vector v{3.0, 5};

25.（单选）每个变量的所有取值，能覆盖一次的是（）

A EC 单一组合

B BC 基本组合

C N-wise

D pair-wise

26. （单选）下列示例代码中对于枚举的使用方法，符合公司华为C++语言编程规范的是

A.

#define BOARD\_COUNT 64;

OspBoard neBoards[BOARD\_COUNT]

B.

enum WeekDay {

　　SUNDAY\_ZERO = 0,

　　MONDAY\_ONE = 1,

　　TUESDAY\_TWO = 2,

　　WEDNESDAY\_THREE = 3,

　　THURSDAY\_FOUR = 4,

　　FRIDAY\_FIVE = 5,

　　SATURDAY\_SIX = 6

};

C.

enum ScoreLevel {

　　BELOW\_AVERAGE = 50,

　　PASSED = 60,

　　GOOD = 80,

　　GROUP\_THRESHOLD = 80,

　　EXCELLENT = 90

};

D.

enum class ThreadState {

　　PENDING,

　　RUNNING,

　　WAITING,

　　SUSPENDED,

　　INVALID

}

enum class MsgState {

　　SENDING,

　　WAITING,

　　FINISHED,

　　INVALID

}

27. \*\*（单选）按照华为通用编程规范要求，应填入横线处的代码为

class Base {

public:

virtual ~Base() {}

};

class Derived : public Base {

public:

virtual ~Derived() {}

};

int Func(Base\* object)

{

Derived\* derived = \_\_\_\_\_\_;

if (derived == nullptr) {

reurn ERROR\_WRONG\_TYPE;

}

}

A. (Derived\*)object;

B. dynamic\_cast<Derived\*>(object);

C. static\_cast<Derived\*>(object);

D. reinterpret\_cast<Derived\*>(object);

28. （单选）阅读下面代码，输入“abcdef”，请问输出结果

char str[10];

cin.get(str, 5, 'd');

cout << str;

A. abc

B. abcd

C. abcde

D. abcdef

29.【存疑】foo.h中定义了模板类Foo，那么对于template<>class Foo(std::string)这个模板显示特殊化定义的位置，符合规范的是（）

template <typename T>

class Foo{

}

A、 必须放在foo.h中

B、 可以放在foo.h或其他包含了foo.h的头文件中

C、 必须放在.cpp中

D、 必须放在同时包含了foo.h和<string>的某个cpp文件中

30. \*\*\*以下输出？

cout << "Alpha\0and\0Gamma";

1. Alpha
2. Alpha\0and\0Gamma
3. Gamma
4. 无输出

31. \*\*对std::vector<int>类型的变量，以下符合华为语言编程规范的原则，要求和建议的是（）

A. for (size\_t i = 0; i < v.size(); ++i) {

B. for (int i = 0; i < v.size(); ++i) {

C. for (auto i = 0; i < v.size(); ++i) {

D. for (auto i{0}; i < v.size(); ++i) {

32.(单选)根据华为C++语言编程规范，针对cpp文件中不需要导出的变量，常量或者函数，下列哪种说法是正确的？

A. 只能使用 static 修饰

B. 只能使用匿名 namespace 封装

C. 可以使用匿名namespace封装或static修饰，推荐使用匿名namespace

D. 可以使用匿名namespace封装或static修饰，推荐使用static

33.左值引用捕获异常

34. （多选）代码的注释处可以插入的语句有（）

class Alpha{

public:

char factor;

Alpha(char value):factor(value){}

};

int main()

{

Alpha a1=Alpha(‘a’);

Alpha a2=Alpha(‘b’);

Alpha a3=Alpha(‘c’);

Alpha \*t[]={&a,&b,&c};

for(Alpha \*\*i=t;t+2!=i;i++){

————————

}

return 0;

}

A. std::cout <<(\*i)->factor;

B. std::cout <<(\*\*i).actor;

C. std::cout <<i.actor;

D. std::cout <<\*i->factor;

35.匿名函数捕获题

36. （单选）下面auto推导结果错误的有哪些（）

A.

auto a = 1; // 推导出变量 a 的类型是 int。

B.

int a = 1；

auto b = a; // 推导出变量 b 的类型是 int。

C.

int a =1;

const auto &c = a; //推导出变量 c 的类型是 const int& 。

D.

const int a =1;

auto d = a; //推导出变量 d 的类型是const int。

37.（单选）下面代码中，符合华为C++语言编程规范的是（）

A.

#define BOARD\_COUNT 64;

OspBoard neBoards[BOARD\_COUNT]

B.

enum WeekDay {

　　SUNDAY\_ZERO = 0,

　　MONDAY\_ONE = 1,

　　TUESDAY\_TWO = 2,

　　WEDNESDAY\_THREE = 3,

　　THURSDAY\_FOUR = 4,

　　FRIDAY\_FIVE = 5,

　　SATURDAY\_SIX = 6

};

C.

enum ScoreLevel {

　　BELOW\_AVERAGE = 50,

　　PASSED = 60,

　　GOOD = 80,

　　GROUP\_THRESHOLD = 80,

　　EXCELLENT = 90

};

D.

enum class ThreadState {

　　PENDING,

　　RUNNING,

　　WAITING,

　　SUSPENDED,

　　INVALID

}

enum class MsgState {

　　SENDING,

　　WAITING,

　　FINISHED,

　　INVALID

}

38. （单选）\*\*调用foo函数的返回值为（）

char foo(void)

{

　　unsigned int a = 6;

　　int b = -20;

　　char c;

　　(a + b > 6) ? (c = 1) : (c = 0);

　　return c;

}

A. 运行出错 B. 编译错误 C. 1 D. 0

39. （单选）以下代码，宏打印结果为：

#define ALPHA(x) if (x) {cout << #x;} else {cout << '?';}

int main() {

int i = 1;

ALPHA(i < 3)

return 0;

}

1. i<3
2. #x
3. 0
4. ?

40.（多选）测试边界值分析，利用哪些边界数值作为测试数据？（）

A.最大值最小值

B.最大值+1

C.最小值-1

D.默认值

41. （单选）哪个是定义的指向10个指针元素的指针（）

A、int\* p[10];

B、int (\*p)[10];

C、int\* (\*p)[10];

D、int (\*p[10])(int\*);

42.（单选）问以下代码输出是什么：（）

class Base {

public:

Base(){}

~Base(){}

void\* operator new(size\_t n) {

cout<<” operator new 1” <<endl;

return malloc(n);

}

void\* operator new[](size\_t n) {

cout<<” operator new 2” <<endl;

return malloc(n);

}

};

void\* operator new(size\_t n) {

cout<<” operator new 3” <<endl;

return malloc(n);

}

void\* operator new(size\_t n,char\* c,int line) {

cout<<” operator new 4” <<endl;

return malloc(n);

}

int main()

{

Base \*b = new Base();

return 0;

}

1. operator new 1
2. operator new 2
3. operator new 3
4. operator new 4

43.（单选 题目考点完全相同）lambda表达式的输出（）

int main()

{

int a = 12;

int b = 13;

auto f1 = [=](){cout<<a+b<<endl;};

auto f2 = [&](){cout<<a+b<<endl;};

auto f3 = [a,&b](){cout<<a+b<<endl;};

auto f4 = [&a,b](){cout<<a+b<<endl;};

b++;

f1();

f2();

f3();

f4();

return 0;

}

44（单选）运行结果（）

string getString();

void main(){

string str = "gamama";

cout << getString(str) << endl;

}

string getString(string &str){

return str;

}

A. gamama

B. g

C. 编译错误

D. 运行错误

45.（多选）怎么让这段代码输出012？

int select = 0;

switch (select)

{

case 0: cout<<0;

break;

case 1: cout<<1;

break;

default: cout<<2;

break;

case 2: cout<<3;

break;

}

A. 删除第一个break

B. 删除第二个break

C. 删除default分支

D. 删除第三个break

46. （单选）\*\*\* 正确的函数返回值方式：（）

A.

S Func{

S result;

return result;

}

B.

S\* Func{

S result;

return &result;

}

C.

S& Func{

S result;

return std::move(result);

}

D.

S&& Func{

S result;

return std::forward<S>(std::move(result));

}

47.异常捕获 ，选const &

try {throw BarException();} catch (const FooException& e) { ... }

48.（单选）命名空间求输出

#include <iostream>

using namespace std;

int a = 1;

namespace Outer {

int a = 2;

}

namespace Outer {

namespace Inner {

int a = 3;

}

}

using namespace Outer;

int main()

{

int a = 4;

cout << a;

cout << ::a;

cout << Outer::a;

cout << Outer::Inner::a;

return 0;

}

49. （单选）请问以下代码的输出为

int main()}{

map<string ,int> mp;

mp.insert({"abc",3});

mp.insert({"def",1});

mp.insert({"abcdef",2});

for(auto iter = mp.begin();iter !=mp.end(); iter++){

cout<< iter->second<<endl;

}

return 0;

}

A 1 2 3

B 3 2 1

C 2 3 1

D 2 1 3

50. （单选）函数Print的功能是对自定义类型MyClass中的值进行调试打印，不会对MyClass对象进行任何修改，则下列函数声明中符合华为C++语言编程规范的是

A. void Print(std::unique\_ptr<MyClass> obj);

B. void Print(const std::unique\_ptr<MyClass>& obj);

C. void Print(std::shared\_ptr<MyClass> obj);

D. void Print(const MyClass& obj);

51.（单选）以下哪条命令可以正确设置条件断点（test\_case.c为文件名，TestCase为函数名，isInit为Testcase中的局部变量）（）

A. break test\_case.c:100 while (isInit != 0)

B. break test\_case.c:100 if (isInit != 0)

C. break TestCase:100 while (isInit != 0)

D. break test\_case.c:100 (isInit != 0)

52.（单选）软件有多个测试输入，对每个输入组合设计用例，每种输入的每个值都能出现在组合中，应当选用哪种方法设计用例？

A、EC(单一选择)

B、BC(基本选择)

C、N-wise

D、pair-wise

53. （单选）关于断言，下列符合规范的是()

A、if(sizeo(int)!=4){

abort();

}

B、assert(sizeof(int))==4);

C、ASSERT (sizeof(int)==4)

D、static\_assert(sizeof(int)==4)

54. （单选）如果因为某些原因需要使用sprintf\_s函数，符合关于格式化输入/输出函数的要求是（）x,y均为int类型，buf为元素类型为char的数组

A、sprintf\_s(buf,sizeof(buf),”%d”,x);

B、sprintf\_s(buf,sizeof(buf),”%d”,x,y);

C、sprintf\_s(buf,sizeof(buf),”%d”);

D、sprintf\_s(buf,sizeof(buf),” ”,x);

55. （单选）以下两段从代码属于两个不同的程序，在每个程序中，当proc被多线程并发调用了10000次后，对于相应的全局变量的值，说法正确的是（）

std::atomic<std::uint32\_t> g\_a(0);

void proc()

{

++g\_a;

}

volatile std::uint32\_t g\_v(0);

void proc()

{

++g\_v;

}

A、 g\_a的值为10000

g\_v的值不确定

B、 g\_a的值不确定

g\_v的值为10000

C、 g\_a的值为10000

g\_v的值为10000

D、 g\_a的值不确定

g\_v的值不确定

56. （新题只记住了选项） gtest单元测试，一段代码，让填入合适的代码

A. TEST\_P(addList, result);

B. TEST\_P(addListCase, result);

C. TEST\_F(addListCase, result);

D. TEST\_F(addList, result);

57. 【多选】不保证对齐，下列指针转换符合C++编程规范继承自C语言规范条款的有（）【存疑】

A.

char \*pc;

int \*pi = reinterpret\_cast<int \*>(pc);

B.

int \*pi;

char \*pc = reinterpret\_cast<char \*>(pi);

C.

char \*pc;

void \*pv = pc;

int \*pi = static\_cast<int \*>(pv);

D.

int \*pi;

void \*pv = pi;

float pf = static\_cast<float \*>(pv);

58. 【单选】【tie】下面代码运行结果是（）

int a = 1, b =5;

int &r = a;

auto t = std::tie(r,b);

std::get<0>(t) = 3;

std::get<1>(t) += 2;

cout<<a<<" "<<b<<endl;

A. 1 5

B. 3 5

C. 1 7

D. 3 7

59.（新题只记得选项）一段代码，让选择合适的代码插入其中，使得不会发生数据竞争

题目给出了async的c++标准定义

A. std::async(std::launch::deferred……

B. std::async(std::launch::async……

C. std::async(std::launch::async | std::launch::deferred)

D. std::async();

60.（新题多选）类内的public说法错误的是

A. 只作用于成员变量

B. 只作用于成员函数

C. 用于访问控制

D. 一个类中只能出现一个public

61.（新题单选）运行调用栈后的输出是下面三行代码，问真正运行代码的函数调用顺序是什么

/\*三行输出

1 ……func()……(还有行号)

2 ……test()……(还有行号)

3 …………main()…….(有文件名和行号)

\*/

A.func() - test() – main()

B.main() – test() – func()

C.test() – func()

D.func() – test()

62. 我们在设计一个雇员关系的类图，其中雇员(Employee)类中有的实例是其它实例的主管，比如有雇员类的实例a、b、c，其中c是a、b的主管，应该使用下面哪种关系表示

A. 自身关联（Reflexive Association）

B. 聚合（Aggregation）

C. 泛化（Generalization）

D. 定向关联 (Directed Association)

63. 在软件需求工程中，需求管理贯穿整个过程。需求管理最基本的任务是明确需求，使项目团队和用户达成共识，建立

A. 需求跟踪说明

B. 需求变更管理文档

C. 需求分析计划

D. 需求基线

64．需求描述要清晰、需求可验收。小明看到以下关于设备数据采集功能相关的需求，请你帮忙审核下，需求满足清晰、 可验收标准的是

A．设备支持温度、功耗等信息实时统计

B．数据支持FTP协议传输

C．支持新老特性兼容

D．数据采集性能提升10%左右

65．请选择出下面类图中存在的问题（ ）

![image](data:image/jpeg;base64,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)

A. S类与P类的继承关系中不能指定多重性（1..\*）

B. S类与P类的聚合关系中不能指定多重性（1..\*）

C. S类与P类已经有继承关系，不能再存在聚合关系

D. S类不能与P类有重复的成员函数show

66. 针对重构方法，下列说法错误的有（）

A.提取接口（ExtractInterface）和提取超类（ExtractSuperclass）均可提取共通代码

B.隐藏委托关系（HideDelegate）会使代码层次更清晰，因此委托类的功能越多越好

C.当发现某个子类并未带来该有的派生价值时，可以考虑使用移除子类（RemoveSubclass）手法进行重构

D.将值域上移到父类（即字段上移Pull UpField）会有效减少子类的成员变量，只需要般移值域，不需要般移对该值域的操作方法

67. 静态分析检查是静态测试的一种方法，下面哪些是静态分析能够发现的缺陷？()

A. 引用未定义的变量

B. 从未使用的变量

C. 不可达的代码

D. 规格说明书的错误

E. 代码语法错误

68. 需求跟踪是需求管理活动之一，保证每项需求都能被关联跟踪，包括以下哪些关联

A、与设计关联

B、与代码关联

C、与测试关联

D、与需求状态关联