Lab Report 2 Date:2081/03/28

Experiment 1: RSA

Title: Programming to learn about RSA.

1. Objective:The objective of this Lab-Work is to provide a secure communication over an insecure network, such as the internet which it achieves through public-key.
2. Theory: RSA is a widely used public-key cryptography system that enables secure data encryption and digital signatures. RSA is based on the mathematical difficulty of factoring large prime numbers. It is widely used for securing sensitive data, such as in online banking, email encryption,and other secure communications.

**How RSA Works:**

1. Key Generation:

* Two large prime numbers p and q are selected. Their product n=pxq is computed where n is used as modulus foe both the public and private keys.
* A public exponent e is chosen, which is typically a small value. It must be co-prime to (p-1)x(q-1).
* The private exponent d is calculated such that : d ≡ e-1 mod Φ(n).

1. Encryption:

* The sender uses the recipients public key (n,e) to encrypt the message.
* First, the plain-text message M is a represented as an integer m were 0<=m<n.
* The cipher text c is computed as: m=cemod n.

1. Decryption:

* The recipient decrypt the message using their private key(n,d).
* To decrypt, they compute: m=cd mod n.

2.1. Application of RSA

* Secure Communication
* Digital Signature
* Key Exchange
* Secure Email
* Digital Certificate
* Cryptographic Tokens
* Secure Software Distribution

1. Implementation of RSA.

*import random*

*import math*

*def is\_prime(number):*

*if number<2:*

*return False*

*for i in range (2,number//2+1):*

*if number%i==0:*

*return False*

*return True*

*def generate\_prime(min\_value,max\_value):*

*prime=random.randint(min\_value,max\_value)*

*while not is\_prime(prime):*

*prime=random.randint(min\_value,max\_value)*

*return prime*

*def mod\_inverse(e,phi):*

*for d in range(3,phi):*

*if(d\*e)%phi==1:*

*return d*

*raise ValueError("mod inverse doesnot exsist")*

*p,q=generate\_prime(100,200),generate\_prime(100,200)*

*while p==q:*

*q=generate\_prime(100,200)*

*n=p\*q*

*phi\_n=(p-1)\*(q-1)*

*e=random.randint(3,phi\_n-1)*

*while math.gcd(e,phi\_n)!=1:*

*e=random.randint(3,phi\_n-1)*

*d=mod\_inverse(e,phi\_n)*

*print("Public key:",e)*

*print("Private key:",d)*

*print("n :",n)*

*print("Phi of n:",phi\_n)*

*print("p:",p)*

*print("q:",q)*

*message="Hello world"*

*message\_encoded=[ord(ch) for ch in message]*

*cipher\_text=[pow(ch,e,n) for ch in message\_encoded]*

*print("The cipher text of the message is: ")*

*print(cipher\_text)*

*message\_encoded=[pow(ch,d,n) for ch in cipher\_text]*

*message1="".join(chr(ch) for ch in message\_encoded)*

*print("The original message is: ")*

*print(message1)*

Output:

![](data:image/png;base64,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)

Conclusion: In the above page we have learned about RSA encryption and decryption and implemented them by using python.