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#install.packages("qdap")  
library("qdap")

## Warning: package 'qdap' was built under R version 3.4.3

## Loading required package: qdapDictionaries

## Loading required package: qdapRegex

## Warning: package 'qdapRegex' was built under R version 3.4.3

## Loading required package: qdapTools

## Warning: package 'qdapTools' was built under R version 3.4.3

## Loading required package: RColorBrewer

##   
## Attaching package: 'qdap'

## The following object is masked from 'package:base':  
##   
## Filter

#install.packages("ggplot2")  
library("ggplot2")

## Warning: package 'ggplot2' was built under R version 3.4.3

##   
## Attaching package: 'ggplot2'

## The following object is masked from 'package:qdapRegex':  
##   
## %+%

#install.packages("ggthemes")  
library("ggthemes")

## Warning: package 'ggthemes' was built under R version 3.4.3

#install.packages("tidytext")  
library(tidytext)

## Warning: package 'tidytext' was built under R version 3.4.3

#install.packages("tidyr")  
library("tidyr")

## Warning: package 'tidyr' was built under R version 3.4.3

##   
## Attaching package: 'tidyr'

## The following object is masked from 'package:qdap':  
##   
## %>%

#install.packages("dplyr")  
library(dplyr)

## Warning: package 'dplyr' was built under R version 3.4.3

##   
## Attaching package: 'dplyr'  
##   
## The following object is masked from 'package:qdap':  
##   
## %>%

## The following object is masked from 'package:qdapTools':  
##   
## id

## The following object is masked from 'package:qdapRegex':  
##   
## explain

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

#install.packages("tm")  
library("tm")

## Warning: package 'tm' was built under R version 3.4.3

## Loading required package: NLP

##   
## Attaching package: 'NLP'

## The following object is masked from 'package:ggplot2':  
##   
## annotate

## The following object is masked from 'package:qdap':  
##   
## ngrams

##   
## Attaching package: 'tm'

## The following objects are masked from 'package:qdap':  
##   
## as.DocumentTermMatrix, as.TermDocumentMatrix

#install.packages("wordcloud")  
library("wordcloud")

## Warning: package 'wordcloud' was built under R version 3.4.3

bos\_reviews<-readRDS("C:/Users/suyas/Downloads/TwitteR/Datacamp/Sentiment Analysis/Sentiment Analysis - Airbnb Reviews/Sentiment-Analysis---Airbnb-Reviews/bos\_reviews.rds")  
head(bos\_reviews)

## id  
## 1 1  
## 2 2  
## 3 3  
## 4 4  
## 5 5  
## 6 6  
## comments  
## 1 My daughter and I had a wonderful stay with Maura. She kept in close touch with us throughout the day as we weren't arriving til later in the evening. The room was charming and the whole apartment was very warm and eclectic. She asked us what time we'd like breakfast and laid out a very nice spread. Right down the street from Jamaica Pond and very close to Center St. as well. All in all, great experience!  
## 2 We stay at Elizabeth's place for 3 nights in October 2014.\nThe apartment is really a great place to stay. \nLovely decorated and extremely well located. Very close to Back Bay station if you come by train, and close also to the subway and just a nice walk from the city center. \n\nI would say that is better that what you appreciate in the pictures\nAlso the bed is very confortable.\nSo really it was an optimal choice for us.  
## 3 If you're staying in South Boston, this is a terrific place to camp out. The apartment and bedroom are lovely, Ellie is an excellent host, and there is a lot within walking distance in a neighborhood on the rise.  
## 4 Derian and Brian were great and prompt with their communications with us. The room was as described; it was a small nice and clean room with a very comfortable bed and pillows. We shared a bathroom with others in the apartment. Derian had turned on the AC in our room prior to our arrival which we appreciated a lot. He also greeted us kindly when we arrived and showed us around. We arrived late and left early in the morning to catch our flight, so unfortunately, we did not get a chance to meet Brian or to talk much with Derian.   
## 5 John and Dan were gracious hosts and the location and accommodations were very nice......as listed.  
## 6 The best thing about Sean's place is the location. It's by a T station, there are a number of groceries and restaurants around, etc. It was nice to see all the drawings he made while studying architecture. The building is a bit old so walls are a bit thinner but overall it was a nice place to be.\n\nSean was great in answering phone calls and questions. He was there to meet us when we got to the place.

str(bos\_reviews)

## 'data.frame': 1000 obs. of 2 variables:  
## $ id : int 1 2 3 4 5 6 7 8 9 10 ...  
## $ comments: chr "My daughter and I had a wonderful stay with Maura. She kept in close touch with us throughout the day as we wer"| \_\_truncated\_\_ "We stay at Elizabeth's place for 3 nights in October 2014.\nThe apartment is really a great place to stay. \nLo"| \_\_truncated\_\_ "If you're staying in South Boston, this is a terrific place to camp out. The apartment and bedroom are lovely, "| \_\_truncated\_\_ "Derian and Brian were great and prompt with their communications with us. The room was as described; it was a s"| \_\_truncated\_\_ ...

dim(bos\_reviews)

## [1] 1000 2

# Practice apply polarity to first 6 reviews  
practice\_pol <- polarity(bos\_reviews$comments[1:6])

## Warning in polarity(bos\_reviews$comments[1:6]):   
## Some rows contain double punctuation. Suggested use of `sentSplit` function.

# Review the object  
practice\_pol

## all total.sentences total.words ave.polarity sd.polarity stan.mean.polarity  
## 1 all 6 390 0.747 0.398 1.875

# Check out the practice polarity  
summary(practice\_pol$all$polarity)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.2500 0.5009 0.6594 0.7466 1.0779 1.2455

# polarity for all reviews 1000  
bos\_pol <- polarity(bos\_reviews$comments)

## Warning in polarity(bos\_reviews$comments):   
## Some rows contain double punctuation. Suggested use of `sentSplit` function.

bos\_pol

## all total.sentences total.words ave.polarity sd.polarity stan.mean.polarity  
## 1 all 1000 70481 0.902 0.502 1.799

# Summary for all reviews  
summary(bos\_pol$all$polarity)

## Min. 1st Qu. Median Mean 3rd Qu. Max. NA's   
## -0.9712 0.6047 0.8921 0.9022 1.2063 3.7510 1

# Plot it  
ggplot(bos\_pol$all, aes(x = polarity, y = ..density..)) +  
 theme\_gdocs() +   
 geom\_histogram(binwidth = 0.25, fill = "#bada55", colour = "grey60") +  
 geom\_density(size = 0.75)

## Warning: Removed 1 rows containing non-finite values (stat\_bin).

## Warning: Removed 1 rows containing non-finite values (stat\_density).

![](data:image/png;base64,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)

# Review  
bos\_pol$group

## all total.sentences total.words ave.polarity sd.polarity  
## 1 all 1000 70481 0.9021735 0.5015318  
## stan.mean.polarity  
## 1 1.798836

# Add polarity column  
bos\_reviews\_with\_pol <- bos\_reviews %>%   
 mutate(polarity = bos\_pol$all$polarity)  
  
# Subset positive comments   
pos\_comments <- bos\_reviews\_with\_pol %>%   
 filter(polarity > 0) %>%   
 pull(comments)  
  
# Subset negative comments  
neg\_comments <- bos\_reviews\_with\_pol %>%   
 filter(polarity<0) %>%   
 pull(comments)  
  
# Paste and collapse the positive comments  
pos\_terms <- paste(pos\_comments, collapse = " ")  
  
# Paste and collapse the negative comments  
neg\_terms <- paste(neg\_comments,collapse = " ")  
  
# Concatenate the terms  
all\_terms <- c(pos\_terms, neg\_terms)  
  
# Pipe a VectorSource Corpus  
all\_corpus <- all\_terms %>%   
 VectorSource() %>%   
 VCorpus()  
  
# Simple TFIDF TDM  
all\_tdm <- TermDocumentMatrix(  
 all\_corpus,   
 control = list(  
 weighting = weightTfIdf,   
 removePunctuation = TRUE,   
 stopwords = stopwords(kind = "en")  
 )  
)  
  
# Examine the TDM  
all\_tdm

## <<TermDocumentMatrix (terms: 4967, documents: 2)>>  
## Non-/sparse entries: 4350/5584  
## Sparsity : 56%  
## Maximal term length: 93  
## Weighting : term frequency - inverse document frequency (normalized) (tf-idf)

# Vector to tibble  
tidy\_reviews <- bos\_reviews %>%   
 unnest\_tokens(word, comments)  
  
# Group by and mutate  
tidy\_reviews <- tidy\_reviews %>%   
 group\_by(id) %>%   
 mutate(original\_word\_order = seq\_along(word))  
  
# Quick review  
tidy\_reviews

## # A tibble: 70,986 x 3  
## # Groups: id [1,000]  
## id word original\_word\_order  
## <int> <chr> <int>  
## 1 1 my 1  
## 2 1 daughter 2  
## 3 1 and 3  
## 4 1 i 4  
## 5 1 had 5  
## 6 1 a 6  
## 7 1 wonderful 7  
## 8 1 stay 8  
## 9 1 with 9  
## 10 1 maura 10  
## # ... with 70,976 more rows

# Load stopwords  
data("stop\_words")  
  
# Perform anti-join  
tidy\_reviews\_without\_stopwords <- tidy\_reviews %>%   
 anti\_join(stop\_words)

## Joining, by = "word"

# Get the correct lexicon  
bing<-get\_sentiments("bing")  
  
# Calculate polarity for each review  
pos\_neg <- tidy\_reviews %>%   
 inner\_join(bing) %>%  
 count(sentiment) %>%  
 spread(sentiment, n, fill = 0) %>%   
 mutate(polarity = positive - negative)

## Joining, by = "word"

# Check outcome  
summary(pos\_neg)

## id negative positive polarity   
## Min. : 1 Min. : 0.0000 Min. : 0.000 Min. :-10.000   
## 1st Qu.: 251 1st Qu.: 0.0000 1st Qu.: 4.000 1st Qu.: 3.000   
## Median : 499 Median : 0.0000 Median : 6.000 Median : 5.000   
## Mean : 500 Mean : 0.6633 Mean : 6.569 Mean : 5.906   
## 3rd Qu.: 748 3rd Qu.: 1.0000 3rd Qu.: 8.000 3rd Qu.: 8.000   
## Max. :1000 Max. :14.0000 Max. :42.000 Max. : 37.000

# Review tidy\_reviews  
tidy\_reviews

## # A tibble: 70,986 x 3  
## # Groups: id [1,000]  
## id word original\_word\_order  
## <int> <chr> <int>  
## 1 1 my 1  
## 2 1 daughter 2  
## 3 1 and 3  
## 4 1 i 4  
## 5 1 had 5  
## 6 1 a 6  
## 7 1 wonderful 7  
## 8 1 stay 8  
## 9 1 with 9  
## 10 1 maura 10  
## # ... with 70,976 more rows

# Review pos\_neg  
pos\_neg

## # A tibble: 977 x 4  
## # Groups: id [977]  
## id negative positive polarity  
## <int> <dbl> <dbl> <dbl>  
## 1 1 0 8 8  
## 2 2 0 7 7  
## 3 3 0 3 3  
## 4 4 1 7 6  
## 5 5 0 2 2  
## 6 6 0 5 5  
## 7 7 0 7 7  
## 8 8 0 3 3  
## 9 9 0 5 5  
## 10 10 1 18 17  
## # ... with 967 more rows

# Create effort  
effort<- tidy\_reviews %>%  
count(id)  
  
# Inner join  
pos\_neg\_with\_effort <- pos\_neg %>%  
inner\_join(effort)

## Joining, by = "id"

# Review   
pos\_neg\_with\_effort

## # A tibble: 977 x 5  
## # Groups: id [?]  
## id negative positive polarity n  
## <int> <dbl> <dbl> <dbl> <int>  
## 1 1 0 8 8 77  
## 2 2 0 7 7 80  
## 3 3 0 3 3 39  
## 4 4 1 7 6 101  
## 5 5 0 2 2 16  
## 6 6 0 5 5 79  
## 7 7 0 7 7 45  
## 8 8 0 3 3 27  
## 9 9 0 5 5 26  
## 10 10 1 18 17 117  
## # ... with 967 more rows

# Add pol  
pos\_neg\_pol <- pos\_neg\_with\_effort %>%  
 mutate(  
 pol = ifelse(  
 polarity >= 0,   
 "Positive",   
 "Negative"  
 )  
 )  
  
# Plot  
ggplot(  
 pos\_neg\_pol,   
 aes(polarity, n, color = pol)  
) +   
 geom\_point(alpha = 0.25) +  
 geom\_smooth(method = "lm", se = FALSE) +  
 theme\_gdocs() +  
 ggtitle("Relationship between word effort & polarity")
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# Matrix  
all\_tdm\_m <- as.matrix(all\_tdm)  
  
# Column names  
colnames(all\_tdm\_m) <- c("positive","negative")  
  
# Top pos words  
order\_by\_pos <- order(all\_tdm\_m[, 1], decreasing = TRUE)  
  
# Review top 10 pos words  
all\_tdm\_m[order\_by\_pos, ] %>% head(n=10)

## Docs  
## Terms positive negative  
## walk 0.004557696 0  
## definitely 0.004172956 0  
## staying 0.003729024 0  
## city 0.003285093 0  
## wonderful 0.003107520 0  
## restaurants 0.003048329 0  
## highly 0.002959543 0  
## station 0.002693184 0  
## enjoyed 0.002426825 0  
## subway 0.002397230 0

# Top neg words  
order\_by\_neg <- order(all\_tdm\_m[,2], decreasing = TRUE)  
  
# Review top 10 neg words  
all\_tdm\_m[order\_by\_neg, ] %>% head(n=10)

## Docs  
## Terms positive negative  
## condition 0 0.002159827  
## don´t 0 0.002159827  
## demand 0 0.001439885  
## disappointed 0 0.001439885  
## dumpsters 0 0.001439885  
## hygiene 0 0.001439885  
## inform 0 0.001439885  
## it´s 0 0.001439885  
## nasty 0 0.001439885  
## safety 0 0.001439885

# Comparison cloud  
comparison.cloud(  
 all\_tdm\_m,   
 max.words = 20,  
 colors = c("darkgreen","darkred")  
)

## Warning in comparison.cloud(all\_tdm\_m, max.words = 20, colors =  
## c("darkgreen", : dumpsters could not be fit on page. It will not be  
## plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 20, colors =  
## c("darkgreen", : hygiene could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 20, colors =  
## c("darkgreen", : inform could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 20, colors =  
## c("darkgreen", : nasty could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 20, colors =  
## c("darkgreen", : safety could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 20, colors =  
## c("darkgreen", : shouldve could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 20, colors =  
## c("darkgreen", : sounds could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 20, colors =  
## c("darkgreen", : speaking could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 20, colors =  
## c("darkgreen", : staying could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 20, colors =  
## c("darkgreen", : restaurants could not be fit on page. It will not be  
## plotted.
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# Review  
bos\_pol$all[1:6,1:3]

## all wc polarity  
## 1 all 77 1.1851900  
## 2 all 78 1.2455047  
## 3 all 39 0.4803845  
## 4 all 101 0.7562283  
## 5 all 16 0.2500000  
## 6 all 79 0.5625440

# Scale/center & append  
bos\_reviews$scaled\_polarity <- scale(bos\_pol$all$polarity)  
  
# Subset positive comments  
pos\_comments <- subset(bos\_reviews$comments, bos\_reviews$scaled\_polarity>0)  
  
# Subset negative comments  
neg\_comments <- subset(bos\_reviews$comments, bos\_reviews$scaled\_polarity<0)  
  
# Paste and collapse the positive comments  
pos\_terms <- paste(pos\_comments, collapse = " ")  
  
# Paste and collapse the negative comments  
neg\_terms <- paste(neg\_comments, collapse = " ")  
  
# Organize  
all\_terms<- c(pos\_terms, neg\_terms)  
  
# VCorpus  
all\_corpus <- VCorpus(VectorSource(all\_terms))  
  
# TDM  
all\_tdm <- TermDocumentMatrix(  
 all\_corpus,   
 control = list(  
 weighting = weightTfIdf,   
 removePunctuation = TRUE,   
 stopwords = stopwords(kind = "en")  
 )  
)  
  
# Column names  
all\_tdm\_m <- as.matrix(all\_tdm)  
colnames(all\_tdm\_m) <- c("positive", "negative")  
  
# Comparison cloud  
comparison.cloud(  
 all\_tdm\_m,   
 max.words = 100,  
 colors = c("darkgreen", "darkred")  
)

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : wellequipped could not be fit on page. It will not be  
## plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : importantly could not be fit on page. It will not be  
## plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : suggested could not be fit on page. It will not be  
## plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : victorian could not be fit on page. It will not be  
## plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : dishes could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : initial could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : response could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : terrible could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : amazingly could not be fit on page. It will not be  
## plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : appliances could not be fit on page. It will not be  
## plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : caring could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : danielle could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : gerald could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : luxurious could not be fit on page. It will not be  
## plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : matter could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : meetings could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : mentioned could not be fit on page. It will not be  
## plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : offers could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : particularly could not be fit on page. It will not be  
## plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : phyllis could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : round could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : saras could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : spaces could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : unique could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : andree could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : broken could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : elevator could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : narrow could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : smaller could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : steep could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : supplied could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : utensils could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : accomodations could not be fit on page. It will not be  
## plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : arboretum could not be fit on page. It will not be  
## plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : baking could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : barry could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : carol could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : case could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : chinese could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : comes could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : continental could not be fit on page. It will not be  
## plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : coupon could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : cramped could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : cynthia could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : dogs could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : fascinating could not be fit on page. It will not be  
## plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : flatscreen could not be fit on page. It will not be  
## plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : flowers could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : homemade could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : hospital could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : inexpensive could not be fit on page. It will not be  
## plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : jairs could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : jannah could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : jims could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : kevin could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : kitty could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : knowledge could not be fit on page. It will not be  
## plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : lily could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : lived could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : luxury could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : max could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : messaged could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : mine could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : mother could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : navigate could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : recommand could not be fit on page. It will not be  
## plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : respectful could not be fit on page. It will not be  
## plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : suite could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : superclean could not be fit on page. It will not be  
## plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : timely could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : walgreens could not be fit on page. It will not be  
## plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : warmly could not be fit on page. It will not be plotted.

## Warning in comparison.cloud(all\_tdm\_m, max.words = 100, colors =  
## c("darkgreen", : warmth could not be fit on page. It will not be plotted.
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