**Java At A Glance**

* **String** is a final class from **java.lang** package.
* **System** is a final class from **java.lang** package. **out** is static member of System class of type **PrintStream**. **println** is a method of **PrintStream** class.
* Setting **path** variable and **classpath** variable

set path=I:\Java\jdk1.7.0\_25\bin

echo %path%

>javac  -d  (Specify the path where to save generated .class files)  FileName.java

>java  -classpath  (path of generated .class files)  ClassName

> set classpath=I:\Classes

> echo %classpath%

* **Public JRE** is a Standalone JRE. Any java application running on your system can use this JRE

**Using newInstance() Method**

Class c = Class.forName("packageName.MyClass");

MyClass object = (MyClass) c.newInstance();

**Using clone() method**

MyClass object1 = new MyClass();

MyClass object2 = object1.clone();

**Using object deserialization**

ObjectInputStream inStream = new ObjectInputStream(anInputStream );

MyClass object = (MyClass) inStream.readObject();

**Creating string and array objects**

String s = "string object";

int[] a = {1, 2, 3, 4};

**default**

* *default* keyword is used to define the default methods in an interface (From Java 8)

interface MyInterface

{

    public default void myDefaultMethod()

     {

        System.out.println("Default Method");

    }

}

**SIB**

* Static Initialization Block(**SIB**) is used to initialize only **static** variables.

**IIB**

* IIB stands for **Instance Initialization Block**. As the name suggest this block is used to initialize **state of an object**. State of an object is indicated by instance variables or non-static variables. So, IIB is used to initialize instance variables or non-static variables.
* We all know that [first statement of constructor](http://javaconceptoftheday.com/constructors-in-java/) is super() or this(). After executing first statement, IIB blocks are called. After executing IIB blocks, remaining statements are executed.
* So, when the constructor is called while creating an object (Line 19), compiler will treat constructor code like this,

![instance initialization block in java](data:image/png;base64,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)

where (this) is a calling statement to IIB block.

You can keep any number of IIB blocks in a class. All blocks are called after super() in the constructor in the order they appear.

* **Note** : IIB blocks will **not** be called from the **constructor** in which **this()** statement is written as a first statement.
* IIBs can also be written as,

class A

{

     int i = 10;

}

This is same as,

class A

{

     int i;

     {

          i = 10;

     }

}

**Constructor**

* Only **public**, **protected** and **private** keywords are allowed before a **constructor** name. If you keep any other keyword before a constructor name, it gives **compile** time error.
* First statement in a constructor must be either **super**() or **this**(). If you put any other statements you will get compile time error.If you don’t include these statements, by default compiler will keep **super**() calling statement. **super**() – It is a calling statement to default constructor of super class. **this**()- it is a calling statement to constructor of the same class.
* **Private** constructors are used to restrict the instantiation of a class. When a class needs to prevent other classes from creating it’s objects then private constructors are suitable for that. Objects to the class which has only private constructors can be created within the class. A very good use of private constructor is in singleton pattern. This ensures only one instance of a class exist at any point of time. Here is an example of singleton pattern using private constructor.

class MyClass

{

    private static MyClass object = null;

    private MyClass()

     {

        //private constructor

    }

    public MyClass getObject()

    {

        if(object == null)

        {

            object = new MyClass();   //Creating object using private constructor

        }

        return object;

    }

}

**Super**

* super keyword is used to access super class members inside the sub class. Using super keyword, we can access super class methods, super class fields and super class constructors in the sub classes.
* super class constructor is called by **super()** calling statement.You can’t use super() calling statement outside the constructor. By default, super() calling statement is the first statement in any constructor.
* If you want same implementation as that of super class method in the sub class, but want to add some more extra statements to it, in such cases, super keyword will be very useful. First call the super class method using super keyword and after it add extra statements according to requirements in the sub class method.
* **Note** : You **can’t** use **super** and **this** keywords in a **static** **method** and in a **static initialization block** even though you are referring **static members**.

**This**

* **Note** : You **can’t** use **super** and **this** keywords in a **static** **method** and in a **static initialization block** even though you are referring **static members**.
* this keyword is used to access other members of the same class. Using this keyword, you can access methods, fields and constructors of the same class within the class. this refers to current instance of the class.
* this() is the calling statement to same class constructor. It must be used within constructor only. If it is used, it must be the first statement in the constructor.
* You can’t use super and this keywords in a static method and in a static initialization block even though you are referring static members.

**Final**

* **final keyword in java** can be used with a class, with a variable and with a method. final keyword restricts the further modification. When you use final keyword with an entity (class or variable or method), it gets the meaning that entity is complete and can not be modified further.
* We **can’t** create a **subclass** to the class or we **can’t** **extend** a class or we **can’t modify** a class which is declared as **final**.
* We **can’t override** a method or we **can’t modify** a method in the **sub class** which is declared as **final** in the **super class**.
* The value of a final variable can not be changed in the whole execution once it got initialized.
* Any class or any method can be either **abstract or final** but not both. abstract and final are totally opposite. Because, abstract class or abstract method must be implemented or modified in the sub classes but final does not allow this. This creates an ambiguity.
* final method can be overloaded and that overloaded method can be overridden in the sub class.
* final variable can not be re-initialized but final variable can be used to initialize other variables.
* When an array reference variable is declared as final, only variable itself is final but not the array elements.
* When a reference variable is declared as final, you can’t re-assign a new object to it once it is referring to an object. But, you can change the state of an object to which final reference variable is referring.
* Static variables, non-static variables and local variables all can be final. once the final variables are initialized, even you can’t re-assign the same value.
* If the **global variables** are not **initialized explicitly**, they get default value at the time of object creation. But **final global variables** don’t get default value and they must be **explicitly initialized** at the time of **object creation**. Uninitialized final field is called **Blank Final Field**.
* **final non-static global** variable must be **initialized** at the time of **declaration** or in all **constructors** or in any one of **IIBs – Instance Initialization Blocks.**
* **final static global variable** must be **initialized** at the time of **declaration** or in any one of **SIBs – Static Initialization Blocks.** (final static global variable **can’t** be initialized in constructors)

**Inheritance**

* Constructors, SIB – Static Initialization Block and IIB – Instance Initialization Block of super class will not be inheriting to its sub class. But they are executed while creating an object to sub class
* Static members of super class are inheriting to sub class as static members and non-static members are inheriting as non-static members only.
* By default, every class is a sub class of **java.lang.Object** class. So, every class in java has properties inherited from Object class

**private —> default or no access modifiers —> protected —> public**

**Private**

* **Private** members of a class whether it is a field or method or constructor **can not** be accessed **outside** the **class**.
* **Private** members will **not** be **inherited** to sub class.
* Class can not be a private except inner classes. Inner classes are nothing but again members of outer class. So members of a class (field, method, constructor and inner class) can be private but not the class itself.
* We can’t create sub classes to that class which has only private constructors.

**Default or Package or No-Access Modifiers**

* Default members or members with No-Access modifiers are accessed or visible within the package only. It applies to outer classes also.
* Default members can be inherited to sub classes within package.

**Protected**

* Protected member can be used within the package only.
* we can’t instantiate a class outside the package which has only protected constructors.
* **Note** : Outer class can not be protected.
* **Note** : We can create sub classes to a class which has only protected constructors but we can’t create objects to that class outside the package.

**Public**

* Public members can be used anywhere.
* Public members can be inherited to any sub class.

**Type Casting**

* **byte < short < int < long < float < double.**
* **Auto Widening -** When you are converting data from small sized data type to big sized data type, i.e when you are converting data from left-placed data type to right-placed data type in the above order, auto widening will be used. For example, when you are converting byte to short or short to int, auto widening will be used.
* **Explicit Narrowing -** When you are converting data from big sized data type to small sized data type, i.e when you are converting data from right-placed data type to left-placed data type in the above order, explicit narrowing will be used. For example, when you are converting double to float or float to int, explicit narrowing will be used.
* **Auto-Up Casting -** Auto-Up Casting is used to change the type of object from sub class type to super class type. i.e an object of sub class type is automatically converted to an object of super class type.
* **Explicit Down Casting -** Explicit down Casting is used to change the type of object from super class type to sub class type. i.e you have to explicitly convert an object of super class type to an object of sub class type.

**ClassCastException**

ClassCastException in java is a run time error it occurs when an object can not be casted to another type.

An object is automatically upcasted to its super class type. You need not to mention class type explicitly. But, when an object is supposed to be downcasted to its sub class type, then you have to mention class type explicitly. In such case, there is a possibility of occurring class cast exception. In most of time, it occurs when you are trying to downcast an object explicitly to its sub class type.

package com;

class A

{

    int i = 10;

}

class B extends A

{

    int j = 20;

}

class C extends B

{

    int k = 30;

}

public class ClassCastExceptionDemo

{

    public static void main(String[] args)

    {

        A a = new B();   //B type is auto up casted to A type

        B b = (B) a;     //A type is explicitly down casted to B type.

        C c = (C) b;    //Here, you will get class cast exception

        System.out.println(c.k);

    }

}

You will get ClassCastException. Below is the sample of the error.

**Exception in thread “main” java.lang.ClassCastException: com.B cannot be cast to com.C**  
**at com.ClassCastExceptionDemo.main(ClassCastExceptionDemo.java:23)**

In the above example, Class B extends Class A and Class C extends Class B. In the main method, Class B-type object is created (Line 21). It will be having two non-static fields. one field (int i) is inherited from class A and another one is its own field (int j). ‘a’ is Class A-type reference variable which will be pointing to this newly created object. In the next statement (Line 22), reference variable ‘a’ is assigned to ‘b’ which is Class B-type reference variable. After execution of this statement, ‘b’ will also be pointing to the same object to which ‘a’ is pointing. In the third statement, ‘b’ is assigned to ‘c’ which is Class C-type reference variable. So, ‘c’ will also be pointing to same object to which ‘a’ and ‘b’ are pointing. While executing this statement, you will get run time exception called Class Cast Exception.

**Why you got this exception?**

Every sub class extends its super class. i.e every child class will have some additional properties along with some inherited properties from its parent class. In the above example, Class A has one property (int i). Class B has two properties, one is it’s own and another one is inherited. Class C has three properties. one is it’s own and two are inherited. In this example, Class C-type reference variable is referring to Class B-type object. Class B-type object will be having only two properties. But, through Class C-type reference variable, you can access Class C’s own property (int k) like in the line 24. But, actually this property does not exist in Class B-type object. This creates the confusion. Class B-type can not be casted to Class C-type. That’s why, you will get class cast exception.

Put ClassCastException in simple terms. ClassCastException occurs when code has attempted to cast an object to a type of which it is not an object. In the above example, Class B is a Class A type but Class B is not a Class C type. Therefore, you are getting ClassCastException.

Consider one more case of ClassCastException.

public class ClassCastExceptionDemo

{

    public static void main(String[] args)

    {

        Object o = new String();

        Integer i = (Integer) o;

    }

}

We all know that every class in java is a sub class of java.lang.Object class. String is also a subclass of Obeject class and Integer is also a subclass of Object class. In the above example, String object is created and it is automatically up casted to Object type. Further, this object is explicitly downcasted to Integer type. This causes ClassCastException, because, String object is not an Integer type.

**Abstraction**

**Interface**

* Interface methods must be implemented as public. Because, interface methods are public by default and you should not reduce the visibility of any methods while overriding.
* interface fields are static and final by default and you can’t change their value once they are initialized
* Interfaces can’t have constructors.
* Interfaces can’t have initializers.
* Interfaces can’t be local members of a method.