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**ЛАБОРАТОРНАЯ РАБОТА №2**

**«Создание и обработка древовидных структур данных»**

**ДИСЦИПЛИНА: «Типы и структуры данных»**

![](data:image/jpeg;base64,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)

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
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**Цель:** формирование практических навыков создания алгоритмов обработки древовидных структур данных.

**Задачи:**

1. Изучить виды деревьев.
2. Научиться стоить двоичные деревья, деревья поиска.
3. Изучить способы балансировки деревьев.
4. Познакомиться с основными алгоритмами обработки деревьев.
5. Реализовать основные алгоритмы обработки древовидных структур данных (создание, удаление, поиск, добавление и удаление элемента), а также алгоритм согласно полученному варианту.

**Вариант 25**

**Формулировка задания:**

1. Разработать консольное приложение, написанное с помощью объектно-ориентированной технологии. Индивидуальное задание предусмотрено вариантом, который назначает преподаватель.
2. Приложение необходимо запускать для демонстрации из командной строки с указанием названий приложения и трех файлов:

− все входные данные (например, последовательности чисел, коэффициенты многочленов и т.д.) считать из первого файла;

− все выходные данные записать во второй файл;

− все возникшие ошибки записать в третий файл – файл ошибок.

1. Все основные сущности приложения представить в виде отдельных классов.
2. Необходимо предусмотреть пользовательское меню, содержащее набор команд всех основных операций для работы со списком, а также команду для запуска индивидуального задания.
3. В приложении также должны быть учтены все критические ситуации, обработанные с помощью класса исключений.

**Индивидуальное задание:**

Построить двоичное дерево из целых чисел и написать следующие процедуры:

a) вывод элементов дерева по уровням;

b) удаление из дерева отрицательных элементов.

**Листинг программы:**

**main.cpp**

1 *#include* *"CMenu.h"*

2 *#include* *"MyError.h"*

3 *#include* *<iostream>*

4

5 CMenu::CMenu() {}

6 CMenu::CMenu(std::string title, CMenuItem \*items, size\_t count) : m\_title(title), m\_items(items), m\_count(count) {}

7

8 int CMenu::getSelect() const

9 {

10 return m\_select;

11 }

12

13 bool CMenu::getRunning()

14 {

15 return m\_running;

16 }

17 void CMenu::setRunning(bool \_running)

18 {

19 m\_running = \_running;

20 }

21

22 size\_t CMenu::getCount() const

23 {

24 return m\_count;

25 }

26

27 std::string CMenu::getTitle()

28 {

29 return m\_title;

30 }

31

32 CMenuItem \*CMenu::getItems()

33 {

34 return m\_items;

35 }

36

37 void CMenu::print()

38 {

39

40 for (size\_t i{}; i < m\_count - 1; ++i)

41 {

42 std::cout << i + 1 << ". ";

43 m\_items[i].print();

44 std::cout << std::endl;

45 }

46 std::cout << "0. ";

47 m\_items[m\_count - 1].print();

48 std::cout << std::endl;

49 }

50

51 void CMenu::printTitle()

52 {

53 std::cout << "\033[2J\033[1;1H";

54 std::cout << "\t" << m\_title << std::endl;

55 }

56

57 int CMenu::runCommand()

58 {

59 printTitle();

60 print();

61 std::cout << "\n Select >> ";

62 std::string SelectInput;

63 bool flag = true;

64 std::cin >> SelectInput;

65 for (int i{0}; i < SelectInput.size(); i++)

66 {

67 if (!(SelectInput[i] >= '0' && SelectInput[i] <= '9'))

68 {

69 flag = false;

70 }

71 }

72 if (flag)

73 {

74 m\_select = std::stoi(SelectInput);

75 }

76 else

77 {

78 std::cout << "\033[2J\033[1;1H";

79 throw MyError{"Wrong input. Enter only number."};

80

81 std::cout << "Нажмите Enter, чтобы продолжить...";

82 std::cin.clear();

83 std::cin.ignore(1024, '\n');

84 std::cin.get();

85 std::cin.clear();

86 std::cin.ignore(1024, '\n');

87

88 return 1;

89 }

90 if (m\_select == 0)

91 {

92 return m\_items[m\_count - 1].run();

93 }

94 else

95 {

96 if ((m\_select > m\_count - 1) || (m\_select < 0))

97 {

98 std::cout << "\033[2J\033[1;1H";

99 throw MyError{"Wrong input. Enter correct number of menu."};

100

101 std::cout << "Нажмите Enter, чтобы продолжить...";

102 std::cin.clear();

103 std::cin.ignore(1024, '\n');

104 std::cin.get();

105 std::cin.clear();

106 std::cin.ignore(1024, '\n');

107

108 return 1;

109 }

110 else

111 {

112 std::cout << "\033[2J\033[1;1H";

113 return m\_items[m\_select - 1].run();

114 }

115 }

116 }

**Cmenu.h**

1 *#ifndef MYMENU\_CMENU\_H*

2 *#define MYMENU\_CMENU\_H*

3

4 *#include* *"CMenuItem.h"*

5 *#include* *<cstddef>*

6

7 class CMenu

8 {

9 public:

10 CMenu();

11 CMenu(std::string, CMenuItem \*, size\_t);

12 int getSelect() const;

13 bool getRunning();

14 void setRunning(bool);

15 std::string getTitle();

16 size\_t getCount() const;

17 CMenuItem \*getItems();

18 void print();

19 void printTitle();

20 int runCommand();

21

22 private:

23 int m\_select{-1};

24 size\_t m\_count{};

25 bool m\_running{true};

26 std::string m\_title{};

27 CMenuItem \*m\_items{};

28 };

29

30 *#endif // MYMENU\_CMENU\_H*

**Cmenu.cpp**

1 *#include* *"CMenu.h"*

2 *#include* *"MyError.h"*

3 *#include* *"Tools.h"*

4 *#include* *<iostream>*

5

6 namespace ExpressionTree

7 {

8 CMenu::CMenu() {}

9 CMenu::CMenu(std::string title, CMenuItem \*items, size\_t count) : m\_title(title), m\_items(items), m\_count(count) {}

10

11 int CMenu::getSelect() const

12 {

13 return m\_select;

14 }

15

16 bool CMenu::getRunning()

17 {

18 return m\_running;

19 }

20 void CMenu::setRunning(bool \_running)

21 {

22 m\_running = \_running;

23 }

24

25 size\_t CMenu::getCount() const

26 {

27 return m\_count;

28 }

29

30 std::string CMenu::getTitle()

31 {

32 return m\_title;

33 }

34

35 CMenuItem \*CMenu::getItems()

36 {

37 return m\_items;

38 }

39

40 void CMenu::print()

41 {

42

43 for (size\_t i{}; i < m\_count - 1; ++i)

44 {

45 std::cout << i + 1 << ". ";

46 m\_items[i].print();

47 std::cout << std::endl;

48 }

49 std::cout << "0. ";

50 m\_items[m\_count - 1].print();

51 std::cout << std::endl;

52 }

53

54 void CMenu::printTitle()

55 {

56 СlearScreen();

57 std::cout << "\t" << m\_title << std::endl;

58 }

59

60 int CMenu::runCommand()

61 {

62 printTitle();

63 print();

64 std::cout << "\n Select >> ";

65 std::string SelectInput;

66 bool flag = true;

67 std::cin >> SelectInput;

68 for (int i{0}; i < SelectInput.size(); i++)

69 {

70 if (!(SelectInput[i] >= '0' && SelectInput[i] <= '9'))

71 {

72 flag = false;

73 }

74 }

75 if (flag)

76 {

77 m\_select = std::stoi(SelectInput);

78 }

79 else

80 {

81 СlearScreen();

82 throw MyError{"Wrong input. Enter only number."};

83 WaitForEnter();

84 return 1;

85 }

86 if (m\_select == 0)

87 {

88 return m\_items[m\_count - 1].run();

89 }

90 else

91 {

92 if ((m\_select > m\_count - 1) || (m\_select < 0))

93 {

94 СlearScreen();

95 throw MyError{"Wrong input. Enter correct number of menu."};

96 WaitForEnter();

97 return 1;

98 }

99 else

100 {

101 СlearScreen();

102 return m\_items[m\_select - 1].run();

103 }

104 }

105 }

106 }

**CmenuItem.h**

1 *#ifndef MYMENU\_CPP\_CMENUITEM\_H*

2 *#define MYMENU\_CPP\_CMENUITEM\_H*

3 *#include* *<string>*

4 *#include* *<functional>*

5

6 using Func = std::function<int()>;

7

8 class CMenuItem

9 {

10 public:

11 CMenuItem(std::string, Func);

12 Func m\_func{};

13 std::string m\_item\_name{};

14 std::string getName();

15 void print();

16 int run();

17 };

18

19 *#endif // MYMENU\_CPP\_CMENUITEM\_H*

**CmenuItem.cpp**

1 *#include* *"CMenuItem.h"*

2 *#include* *<iostream>*

3

4 CMenuItem::CMenuItem(std::string item\_name, Func func) : m\_item\_name(item\_name), m\_func(func) {}

5

6 std::string CMenuItem::getName()

7 {

8 return m\_item\_name;

9 }

10

11 void CMenuItem::print()

12 {

13 std::cout << m\_item\_name;

14 }

15

16 int CMenuItem::run()

17 {

18 return m\_func();

19 }

**BinTree.h**

1 *#ifndef BINTREE\_H*

2 *#define BINTREE\_H*

3

4 *#include* *<fstream>*

5 *#include* *<iostream>*

6 *#include* *<queue>*

7

8 namespace ExpressionTree

9 {

10

11 struct Node

12 {

13 int data;

14 Node \*left;

15 Node \*right;

16 };

17

18 class BinTree

19 {

20 public:

21 BinTree();

22 bool IsEmpty() const;

23

24 void Insert(int info);

25 void LevelOrderTraversal();

26 void RemoveNegative();

27 void PrintTree();

28 void WriteToFile(const std::string &filename);

29 void Clear();

30

31 private:

32 Node \*root;

33

34 Node \*Create\_Node(int info);

35 Node \*InsertRec(Node \*node, int info);

36 Node \*RemoveNegativeRec(Node \*node);

37 void PrintTreeRec(Node \*node, int depth);

38 void WriteToFileRec(Node \*node, std::ofstream &out);

39 void ClearRec(Node \*node);

40 };

41 }

42

43 *#endif // BINTREE\_H*

**BinTree.cpp**

1 *#include* *"BinTree.h"*

2

3 namespace ExpressionTree

4 {

5

6 BinTree::BinTree() : root(nullptr) {}

7

8 Node \*BinTree::Create\_Node(int info)

9 {

10 Node \*temp = new Node();

11 temp->left = nullptr;

12 temp->right = nullptr;

13 temp->data = info;

14 return temp;

15 }

16

17 bool BinTree::IsEmpty() const

18 {

19 return root == nullptr;

20 }

21

22 void BinTree::Insert(int info)

23 {

24 root = InsertRec(root, info);

25 }

26

27 void BinTree::LevelOrderTraversal()

28 {

29 if (root == nullptr)

30 {

31 std::cout << "Дерево пустое\n";

32 return;

33 }

34

35 std::queue<Node \*> q;

36 q.push(root);

37

38 while (!q.empty())

39 {

40 int levelSize = q.size(); *// Количество узлов на текущем уровне*

41 for (int i = 0; i < levelSize; ++i)

42 {

43 Node \*node = q.front();

44 q.pop();

45 std::cout << node->data << " "; *// Вывод данных узла*

46

47 if (node->left)

48 q.push(node->left);

49 if (node->right)

50 q.push(node->right);

51 }

52 std::cout << std::endl;

53 }

54 }

55

56 void BinTree::RemoveNegative()

57 {

58 root = RemoveNegativeRec(root);

59 }

60

61 void BinTree::PrintTree()

62 {

63 PrintTreeRec(root, 0);

64 }

65

66 void BinTree::WriteToFile(const std::string &filename)

67 {

68 std::ofstream out(filename);

69 if (out.is\_open())

70 {

71 WriteToFileRec(root, out);

72 out.close();

73 std::cout << "Дерево записано в файл: " << filename << std::endl;

74 }

75 else

76 {

77 std::cerr << "Не удалось открыть файл для записи.\n";

78 }

79 }

80

81 void BinTree::Clear()

82 {

83 ClearRec(root);

84 root = nullptr;

85 std::cout << "Дерево успешно удалено.\n";

86 }

87

88 Node \*BinTree::InsertRec(Node \*node, int info)

89 {

90 if (node == nullptr)

91 {

92 return Create\_Node(info);

93 }

94 if (info < node->data)

95 {

96 node->left = InsertRec(node->left, info);

97 }

98 else

99 {

100 node->right = InsertRec(node->right, info);

101 }

102 return node;

103 }

104

105 Node \*BinTree::RemoveNegativeRec(Node \*node)

106 {

107 if (node == nullptr)

108 return nullptr;

109

110 node->left = RemoveNegativeRec(node->left);

111 node->right = RemoveNegativeRec(node->right);

112

113 if (node->data < 0)

114 {

115 Node \*temp = (node->left) ? node->left : node->right;

116 delete node;

117 return temp;

118 }

119 return node;

120 }

121

122 void BinTree::PrintTreeRec(Node \*node, int depth)

123 {

124 if (node)

125 {

126 PrintTreeRec(node->right, depth + 1);

127 std::cout << std::string(depth \* 4, ' ') << node->data << std::endl;

128 PrintTreeRec(node->left, depth + 1);

129 }

130 }

131

132 void BinTree::WriteToFileRec(Node \*node, std::ofstream &out)

133 {

134 if (node)

135 {

136 WriteToFileRec(node->left, out);

137 out << node->data << std::endl;

138 WriteToFileRec(node->right, out);

139 }

140 }

141

142 void BinTree::ClearRec(Node \*node)

143 {

144 if (node)

145 {

146 ClearRec(node->left);

147 ClearRec(node->right);

148 delete node;

149 }

150 }

151 }

**MyError.cpp**

1 *#define \_CRT\_SECURE\_NO\_WARNINGS*

2 *#include* *"MyError.h"*

3 *#include* *<iostream>*

4 *#include* *<fstream>*

5 *#include* *<chrono>*

6

7 namespace ExpressionTree

8 {

9 const char\* MyError::getError() const

10 {

11 return m\_error.c\_str();

12 }

13

14

15 MyError::MyError(std::string error)

16 {

17 m\_error = error;

18 logging();

19 }

20

21 void MyError::logging()

22 {

23 std::fstream file;

24 auto now = std::chrono::system\_clock::now();

25 std::time\_t end\_time = std::chrono::system\_clock::to\_time\_t(now);

26 file.open(m\_file, std::ios::app);

27 file << "WARNING: " << m\_error.c\_str() << "|" << std::ctime(&end\_time);

28 file.close();

29 }

30 }

**MyError.h**

1 *#ifndef MYERROR\_H*

2 *#define MYERROR\_H*

3 *#include* *<string>*

4 *#include* *<string\_view>*

5

6 namespace ExpressionTree

7 {

8 class MyError

9 {

10 public:

11 MyError(std::string error);

12 static std::string m\_file;

13 const char\* getError() const;

14

15 private:

16 void logging();

17 std::string m\_error;

18

19

20 };

21 }

22 *#endif // MYERROR\_H*

**Tools.cpp**

1 *#include* *<iostream>*

2 *#include* *<limits>*

3 *#include* *"Tools.h"*

4

5

6

7 *#ifdef \_WIN32*

8 *#include* *<windows.h>*

9 *#endif*

10

11 void СlearScreen() {

12 *#ifdef \_WIN32*

13 *// Очистка экрана для Windows*

14 system("cls");

15 *#else*

16 *// Очистка экрана для Linux/Unix*

17 system("clear");

18 *#endif*

19 }

20

21 void WaitForEnter()

22 {

23 std::cout << "Нажмите Enter для продолжения...";

24 std::cin.ignore(std::numeric\_limits<std::streamsize>::max(), '\n');

25 std::cin.get(); *// Ожидание ввода*

26 }

**Результат работы:**

Дерево выражения

1. Распечатать дерево

2. Вывод дерева по уровням

3. Удаление дерева

4. Удаление отрицательных элементов

5. Вывод в файл

0. Выход

Select >> 1

499

44

25

3

-5

-36

-323

Нажмите Enter для продолжения…

25

3 499

-5 44

-36

-323

Нажмите Enter для продолжения…

499

44

25

3

Нажмите Enter для продолжения...

**Вывод:** в ходе работы были сформированы практические навыки создания алгоритмов обработки древовидных структур данных.