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**Feladatkiírás**

A kitűzőtt feladat egy webalkalmazás elkészítése amely képes részletes  
3D modellek megjelenítésére. A projekt elkészítése során cél a Three.js, React.js könyvtárak alapos elsajátítása és átfogó elemzés készítése az alkalmazásban implementált optimalizálásokról.

A teljesítménynek skálázódik, mivel a programnak futnia kell mobil eszközökön, laptopokon és asztali számítógépeken, változó felbontásokat és képarányokat támogatva.

Tömörített 3D modelleket kell kezelnie az alkalmazásnak, mivel cél a gyors működés, mobilhálozatról is gyorsan és gördülékenyen kell történnie a betöltésnek.  
Az optimalizálási módokról részletes elemzést kell készíteni és a feltárt összefüggéseket ábrákon keresztül szemléltetni.

Az alkalmazásnak rendelkezni kell felhasználói felülettel, amin keresztül interakív módon változtatható a betöltött 3D modell megjelenése, a szintér környezete és a virtuális kamera forgatása.

A renderelésnél használt shader programok működésének megismerése, különböző fény számítási algoritmusok elemzése és összehasonlítása. Utófeldolgozás során alkalmazott algoritmusok megértése és ismertetése.

**Tartalmi összefoglaló**

* **Téma megnevezése:**Interaktív 3D Technológiák a Weben:  
  Dinamikus Modell Megjelenítő Fejlesztése React Three Fiberrel
* **A megadott feladat megfogalmazása:**Egy webes környezetben működő, 3D modellek realisztikus megjelenítésére alkalmas alkalmazás fejlesztése, amely interaktív funckiókat tartalmaz és optimalizáltságnak köszönhetően mobilokon is jól működik.  
  A fejletszési folyamat alatt használt techinkák elemzése, valamint az optimalizálási módok szemléltetése.
* **A megoldási mód:**  
  Az alkalmazás React Three Fiber könyvtár felhasználásával készült JavaScript programozási nyelvben írva, a Visual Studio Code fejlesztői környezeten belül.
* **Alkalmazott eszközök, módszerek:**Az alkalmazás alapját a ***React Three Fiber*** könytár adja, továbbá a kamera és irányítás funkciók, illetve a 3D modell importáló modul a ***drei*** kollekcióból lett felhsaználva. Állapotok kezelését a ***Zustand*** rendszerével készült. ***Blender*** szoftverrel történt a modellek optimalizálása, szekesztése, tömörítése.
* **Elért eredmények:**Az elkészült program gyorsan és gördülékenyen fut, illetve betölt gyengébb eszközökön is, az optimalizálásoknak köszönhetően. A fejlesztések lehetőséget biztosítanak az eszköz továbbfejlesztésére. A dokumentált optimalizáslások pedig felhasználhatóak további 3D-s alkalmazásokban.
* **Kulcsszavak:**  
  Interaktív, 3D, React, webalkalmazás, React Three Fiber, Drei, Zustand, Blender, optimalizáció, modell megjelenítő, Three.js, JavaScript, Web
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**Bevezető**

Azért szerettem volna 3D grafikához kapcsolódó szakdolgozatot készíteni, mert az egyetemi évek alatt a ***Számítógépes grafika*** kurzus keltette fel legjobban az érdeklődésemet, és tanulmányaim utolsó évében már dolgoztam is ezen a szakterületen.

Az utóbbi időben egyre jobban elterjedtek a 3D grafikát használó alkalmazások, a kis méretű és egyre erősebb hardvereknek köszönhetően. Gondolok itt mobil, AR és VR eszközökre amelyek mind rendelkeznek böngészővel és azon keresztül tudnak tartalmat megjeleníteni. Vannak felhasználási módok ahol különösen hasznos, például 3D animációk az oktatásban, épületek terve három dimenziós térben, körbeforgatható termékek megjelenítése weboldalon stb.

Szakdolgozatomban azt szeretném leírni, hogy milyen módszerekkel kell egy 3D-s alkalmazást elkészíteni, amely működik bármilyen modern böngészővel rendelkező eszközön, legyen az PC, mobil vagy VR eszköz. Ahogy a címben is látható a React függvénykönvtár és a Three.js segítségével fogom mindezt elérni.

Kiemelkedő szerepet fog kapni az optimalizálás, mivel az alkalmazás betöltésnél és a renderelésnél is sok lehetőségünk van elérni egy adott megjelenést állapotot, de ezek nem mindig a legköltséghatékonyabban történnek, ha a fejlesztő nem ismeri a pontos működést és a teljesítmény növelésére alkalmas módszereket.

A különböző megvalósítási módszerek összehasonlításával és fejlesztési eszközök jellemezésével az a célom, hogy a jövőbeli ilyen jellegű alkalmazások fejlesztése könyebb legyen és a megvalósított alkalmazások jobb teljesítménnyel fussanak gyengébb eszközökön is.

**1. 3D Webes alkalmazások**

Webes alkalmazások fejlesztéséhez elengedhetetlen a HTML, CSS és JavaScript technológiák ismerete, viszont ha 3D-s webalkalmazást csinálunk tisztában kell lenni a WebGL működéséről is. Ezt leegyszeűsítik a különböző függvénykönyvtárak esetünkben a Three.js ami már előre megírt WebGL implementálásokat tartalmaz. Modern fejlesztéseknél keretrendszereket alkalmaznak, mint pl. Angular, Vue vagy React amik lehetővé teszik könnyen újrafelhasználható komponensekké szerveznünk a megírt kódot. Ebben a fejezetben ezek a technológiák lesznel bővebben kifejtve, hogy tisztában legyünk vele, mi is a története a szakdolgozat-projektemben felhasznált technológiáknak.

**1.1 WebGL Technológia**

Angolul Web Graphics Library, egy alacsony szintű, renderelő API, amely közvetlenül a böngészőben fut, és lehetővé teszi a 3D grafika megjelenítését egy HTML5 szabványból ismert Canvas elem segítségével. Ennek a technológia felhasználásával a fejlesztők készíthetnek olyan interaktív 3D alkalmazásokat, mint játékok, vizuális szimulációk, oktatási eszközök, és egyéb dolgok, amelyek elérhetőek bármilyen modern webböngészőn keresztül.

Több verziója van jelen, most a WebGL 2.0 a legnépszerűbb amely az elődje által lefektetett alapokon, és az OpenGL ES 3.0-ra épít. Ennek köszönhetően számos új funkciót és API-t kínál, amelyek jelentősen bővítik a grafikai lehetőségeket, mint például jobb textúrázási technikák és komplexebb árnyékolási modellek. Ezen felül a WebGL 2.0 garantálja az előző verzió sok opcionális kiterjesztésének elérhetőségét, ami nagyobb rugalmasságot és jobb teljesítményt biztosít a fejlesztőknek.

A shaderek, amelyek a WebGL-ben GLSL nyelven íródnak, kulcsfontosságú szerepet játszanak a grafikus renderelésben. Ezeket a shadereket szövegsorozatként adja át a fejlesztő a WebGL API-nak, amely fordítási folyamaton keresztül a grafikus feldolgozó egység gépi kód jává alakítja át őket. Ez a GPU kód végzi el a számításokat minden egyes 3D objektum csúcspontjára és a képernyőn megjelenített pixelek RBG értékét, ami lehetővé teszi a fejlesztők számára, hogy létrehozzanak vizuális effekteket és részletesen kidolgozott 3D modelleket közvetlenül a webböngészőben.

A shader kódok az OpenGL ES Shading Language (GLSL ES) használatával készülnek, ami egy olyan nyelv, ami hasonlít a C vagy C++ programozási nyelvekre. Egy webalkalmazáson belül a JavaScript a WebGL API-t használva irányítja az alkalmazás logikáját és kezeli a bemeneteket a felhasználó és a weboldal között, míg a GLSL kódok, amelyek a grafikus műveletekért felelősek, közvetlenül a GPU-n futnak. A GPU-ra írt kódok lehetővé teszik a számítási és renderelési műveletek gyors végrehajtását, kihasználva a grafikus processzor párhuzamos számítási képességét, ami sokkal gyorsabb, mint a JavaScript kód, ami a fő processzorn futtatná az utasításokat.

A fejlesztők a WebGL-ben definiált két fő típusú shader kódot használhatnak: a vertex shader-eket, amelyek minden egyes 3D modell csúcspontjára lefutnak, és a fragment shader-eket, amelyek minden egyes pixel számításáért felelősek a képernyőn. Ezzel a két shader-rel lehetőség nyílik arra, hogy a fejlesztők részletesen kontrollálják a grafikus kimenet minden aspektusát, beleértve a fények és árnyékok, textúrák, és egyéb vizuális effektek kezelését.

WebGL programok esetében kritikus a teljesítmény optimalizálása, mivel a komplex 3D grafikák számítási igénye magas lehet. A fejlesztőknek gondoskodniuk kell arról, hogy a kódjaik hatékonyan használják a rendelkezésre álló erőforrásokat, minimalizálva ezzel a böngészők és a végfelhasználói eszközök terhelését. A WebGL kiterjedt eszköztárat és technikákat kínál a teljesítmény mérése és profilozására, segítve a fejlesztőket a hatékonyabb grafikai alkalmazások létrehozásában.

**1.2 three.js függvénykönyvtár**

A Three.js egy magas szintű, JavaScript-alapú 3D grafikai könyvtár, amelyet kifejezetten a WebGL API-ra építettek. A célja, hogy megkönnyítse a fejlesztők számára a 3D grafikák létrehozását a webes környezetben.

A Three.js egy absztrakciós réteget biztosít a WebGL fölött, így a fejlesztőknek nem kell közvetlenül a WebGL alacsony szintű API-jával foglalkozniuk. Ez a könyvtár egyszerűsíti a bonyolult grafikai programozási feladatokat. Előre definiált shaderek biztosítják az objektumok megjelenését, a fények kezelését és a színek tónusleképezését.

A Three.js rengeteg beépített funkciót és komponenst tartalmaz, mint például kamera típusok, fényforrások, geometriai alakzatok, animációs eszközöket és 3D modell beolvasó funkciókat. Ezek a komponensek előre megírtak és optimalizáltak, így jelentősen csökkentik a fejlesztési időt és erőfeszítést.

A Three.js könnyen integrálható más webes technológiákkal és keretrendszerekkel. Támogatja a különféle kimeneti formátumokat is, beleértve a WebGL mellett a Canvas 2D, SVG, és CSS3D renderereket. Ez a rugalmasság teszi lehetővé a fejlesztők számára, kiválasszák a projekthez szükséges technológiát. Ezekhez kapcsolódva jön ide a React függvénykönyvtár is amit elég effektíven tudunk használni a Three.js által előre definiált funckiókkal.

**1.3 react.js mint keretrendszer**

A React egy JavaScript könyvtár, amelyet dinamikus adatokkal rendelkező, webalkalmazások felhasználói felületeinek létrehozására fejlesztettek ki. A Meta amerikai cég alkotta meg és tartja karban a nyílt forráslódú kódbázist, közreműködő felhasználók segítségével.

A React alkalmazások alapvető elemei a komponensek, amelyek újrafelhasználható, önálló elemek, és definiálják a felhasználói felület vizuális és interaktív aspektusait. Egy React alkalmazás több, egymásba ágyazott komponensből áll.

A React JSX-et használ ami egy JavaScript szintaxis kiterjesztés, ami HTML-re hasonlít. A JSX segítségével a fejlesztők HTML szerkezeteket írhatnak a JavaScript kód mellé, ami olvashatóbbá és kifejezőbbé teszi a kódot. A forrásfájlokba komponenseket hozhatunk létre, amelyek a React alkalmazásunk építőelemei, lehetnek osztály alapúak vagy funkcionálisak.

Az adatokat a szülő komponensektől a gyermek komponensek felé lehet átadni. Ezek olvasásra szántak és nem módosíthatók a gyermek komponensek által. React fejlesztők ezt „prop” –nak nevezik, mivel tudjuk ezzel tudjuk kezelni egy komponens viselkedését. Emellett még van állapota is komponenseknek, ami módosítható, és a React újragenerálja a komponenst az állapot változásakor.

A React működése egy virtuális DOM-on, Document Object Modell –en alapszik. Ez egy memóriában létrehozott másolat a valós DOM-ról, ahol a React először minden manipulációt ezen a virtuális DOM-on végez. Először is, a React kiszámítja az aktuális oldalszerkezet és az új szerkezet közötti különbségeket, majd csak a szükséges változásokat hajtja végre a valós DOM-on, ami hatékony frissítéseket tesz lehetővé. Másodszor, a React több frissítést összegyűjt a virtuális DOM-ban, majd egyetlen újrarendereléssel frissíti a valós DOM-ot, optimalizálva ezzel a teljesítményt. Amikor egy komponens állapota vagy tulajdonsága megváltozik, akkor a React összehasonlítja az újonnan visszaadott elemet az előzővel. Ha van különbség, akkor a React ennek megfelelően frissíti a DOM-ot. Ez az összehasonlítási folyamat egy speciális algoritmus segítségével történik, amely feltételezi, hogy különböző típusú elemek különböző struktúrákat eredményeznek, így a DOM frissítése hatékonyan történik.

React egyszerűsíti az interaktív felhasználói felületek létrehozását deklaratív és komponens-alapú jellege révén. Láthattuk, hogy a React ökoszisztémája nemcsak hogy erős, de rendkívül kiterjeszthető is, ami lehetővé teszi innovatív könyvtárak létrehozását, amelyek kihasználják alapvető elveit a hagyományos 2D-s webfelületeken túl.

Ez vezet el minket a React Three Fiberhez, ami a React deklaratív képességeit ötvözi a 3D grafika összetett világával. React Three Fiber egy renderer a React számára, amely lehetővé teszi a Three.js használatát React fejlesztői rendszrek között. A következő fejezetben megvizsgáljuk, hogyan használja ki a React Three Fiber a React paradigmáját, hogy beilleszthesse a Three.js erőteljes 3D renderelési képességeit a React ökoszisztémába. Megnézzük, hogyan teszi lehetővé ez az integráció a fejlesztők számára, hogy ugyanolyan könnyedén és hatékonyan alkossanak 3D alkalmazásokat, mint ahogyan hagyományos webalkalmazásokat építenek. A React és a Three.js közötti hidat építve a React Three Fiber nemcsak kiszélesíti a Reacttal elérhető lehetőségek skáláját, hanem népszűsíti a 3D tartalom létrehozását is, elérhetővé téve azt szélesebb fejlesztői közönség számára.

**1.4 React three fiber**

A React Three Fiber (R3F) ötvözi a React deklaratív felhasználói felületi paradigmáit a Three.js erőteljes 3D renderelési képességeivel. Ennek a keretrendszernek a megértése azt jelenti, hogy értékeljük, hogyan használja ki mind a React, mind a Three.js alapvető erejét, miközben egy innovatív megközelítést vezet be a 3D alkalmazások és vizualizációk építéséhez egy React környezetben.

A React Three Fiber lényege, hogy egy React renderelő a Three.js számára. Ez azt jelenti, hogy lehetővé teszi a 3D jelenet struktúrájának kifejezését React komponensek segítségével, amelyek belsőleg kezelik a megfelelő Three.js objektumokat. Ahogy a React DOM leképezi a React komponenseket DOM csomópontokra, úgy képezi le az R3F a React komponenseket a Three.js objektumokra, mint amilyenek a meshek, geometriák, anyagok és fények.

A React deklaratív jellege megkönnyíti az állapot és az effektusok kezelését, biztosítva, hogy a UI összhangban maradjon az alapadatokkal. Ez kiterjed a 3D grafikára is, ahol a jelenetgráf struktúrájának állapotát intuitívabban lehet kezelni React komponenseken keresztül. Továbbá R3F használatával a fejlesztők zökkenőmentesen integrálhatják 3D tartalmaikat más React komponensekkel és hook-okkal. Ez az integráció biztosítja, hogy a fejlesztők kezelni tudják a bonyolult állapot-interakciókat, a routing, sőt az állapotkezelési eszközöket is, mint a Redux vagy a Context API egy 3D kontextusban.

A React Three Fiber optimalizálja a renderelési teljesítményt a React egyeztetési algoritmusa révén ami csak akkor frissíti az objektumokat, ha azok tulajdonságai megváltoztak, ahelyett, hogy újrarendezné az egész jelenetet, ami jelentős teljesítménybeli akadály lehet a hagyományos Three.js alkalmazásokban.

Az R3F támogatja a React hook-okat, lehetővé téve a mellékhatásokkal rendelkező függvénykomponensek használatát, amelyek elengedhetetlenek az animációk, interakciók és aszinkron adatbetöltések kezeléséhez a 3D jeleneten belül. A mellékhatás olyan műveleteket jelent, amelyek befolyásolják más komponenseket vagy rendszereket.

A <Canvas> komponens az R3F alkalmazás belépési pontja. Létrehoz egy Three.js renderert, és beállít egy kamerát és egy jelenetet. Ezen a vásznon helyezhetők el a 3D objektumok React komponensekként.

Az R3F számos szabványos komponenst tesz elérhetővé, amelyek a Three.js alapvető fogalmait képviselik, mint például <mesh>, <geometry>, <material>. Emellett létrehozhatók egyedi komponensek is, amelyek összetett viselkedést vagy kompozit objektumokat foglalnak magukban.

A React Three Fiber több rendszert is biztosít az események kezelésére. Mivel a Three.js objektumok nem valódi DOM elemek, az R3F leképezi a felhasználói interakciókat, mint a kattintások vagy pointer mozgások a 3D objektumokra, a Three.js ből ismert raycast segítségével.

A Suspend Mode Reactben általában azt a funkciót biztosítja, hogy a renderelés szüneteltethető addig, amíg bizonyos feltételek teljesülnek, vagy amíg adatokat nem töltünk be. Ezt elsősorban a React Suspense komponense kezeli. A Suspense lehetővé teszi a komponensek számára, hogy jelezzék: még nem készültek fel a renderelésre, mert valamilyen aszinkron adatra várnak, pl. modell vagy textúra betöltésére. Amikor egy komponens "szüneteltetésre" kerül, a React továbbra is megjelenítheti a jelenlegi felhasználói felületet, amíg a komponens által kért adatok elérhetővé válnak. Ez rendkívül előnyös az adatok aszinkron betöltésére, a kód felosztása vagy bármely aszinkron feladat esetén, amelynek befejeződése szükséges a renderelés folytatása előtt.

R3F alapból kezeli a PBR (physically based rendering) anyagokat és textúrákat, rugalmasságot is nyújt az egyedi árnyékolók és utófeldolgozási effektek implementálásához. Ezek integrálhatók React komponensek segítségével, megőrizve a deklaratív megközelítést, miközben kihasználják a GLSL árnyékolók előnyeit.

Interaktívabb 3D jelenetek esetén az R3F integrálható fizikai motorokkal, mint például a Cannon.js fizikai motor hook-alapú impelentációja vagy a Rapier ami egy újabb fizikai motor ami használható az alkamazás fejlesztéséhez. Ez az integráció lehetővé teszi a realisztikus fizikai interakciók kezelését a React ökoszisztémában.

Szerveroldali Renderelés (SSR): Az R3F képes a jeleneteket a szerveren renderelni, elküldve a kezdeti jelenet pillanatképét a felhasználónak, ahol interaktívvá válhat. Ez hasznos a kereső motorok számára és a kezdeti betöltési teljesítmény előnyeinek biztosítására.

A React Three Fiber jelentős fejlődést képvisel abban, hogy hogyan lehet a 3D tartalmakat webes alkalmazásokba integrálni. Összhangban van a modern webfejlesztési gyakorlatokkal, összehozva a Three.js funkcióit, a React fejlesztési előnyeivel. Akár interaktív játékot, VR alkalmazást vagy bonyolult vizualizációkat fejleszthetünk, az rugalmas és hatékony keretrendszert nyújt a munkához.

**1.5 drei**

A Drei egy olyan eszközkészlet, amely további funkcionalitást és komponenseket nyújt a React Three Fiber számára, és célja, hogy megkönnyítse a 3D alkalmazások fejlesztését a Three.js használatával egy React környezetben. A Drei magában foglal számos magasabb szintű absztrakciót, hasznos eszközt és előre elkészített komponenst, amelyek egyszerűsítik a 3D jelenetek fejlesztését.

A Drei számos gyakori geometriát és kameramozgatást segítő vezérlőt, valamint más, gyakran szükséges eszközöket kínál, amelyek nem részei közvetlenül a Three.js-nek vagy a React Three Fiber-nek.

Egyszerűen használható komponenseket kínál shaderek és utófeldolgozási effektek implementálásához, amelyek beállítása gyakran összetett feladat.  
Az EffectComposer használatával gyorsan és egyszerűen tudunk post-processing effekteket beállítani, a paraméterek könnyen kezelhetők és a kód is nagyon átlátható.

A Drei olyan komponenseket tartalmaz, amelyek közös feladatokat kezelnek, mint például modellek vagy textúrák betöltése, környezetek beállítása és hibakereső segédprogramok hozzáadása. Alkalmazás fejlesztése alatt hasznát vettem a legtöbb ilyen komponensnek, például a leva, amivel egyszerű GUI ablakhoz hozzá tudjuk rendelni különböző paramétereinket és futásidő alatt lehetőségünk van finomhangolni a beállításokat.

A React Three Fiber alapvető React renderert biztosít, amely összeköti a Reactet a Three.js-sel, lehetővé téve, hogy a JSX szintaxis használatával definiálja 3D objektumait és jeleneteit. A Drei ezen épít tovább, olyan komponenseket biztosítva, amelyek már rendelkeznek a szükséges Three.js boilerplate kóddal, így még könnyebbé téve az összetett 3D objektumok és viselkedések React alkalmazásba való beillesztését.

A Drei csökkenti az írandó és kezelendő boilerplate kód mennyiségét, kibővített komponenseket biztosítva, amelyek közvetlenül használhatók a React komponenseiben.

A Drei számos komponense teljesítményre optimalizált, biztosítva, hogy a 3D jelenetek simán fussanak anélkül, hogy mélyreható ismeretekkel kellene rendelkezni a Three.js teljesítményoptimalizálásáról.

Mivel a Drei kifejezetten a React Three Fiber használatához készült, komponenseinek projektbe való integrálása egyértelmű. Importálhat egy Drei komponenst, és használhatja azt a React komponensfában, akárcsak bármely más React komponenst.

**1.6 Blender**

A Blender egy 3D modellek készítésére és szerkesztésére alkalmas nyílt forráskódú és ingyenes program. Nagyon sok feladatot el tud látni az animációs, tervező és filmipari területeken, egyre több stúdió használja és egy hatalmas online közösség van mellette rengeteg fórummal és oktató videóval, amin keresztül bárki megtanulhatja a program használatát. Esetünkben a modellezés, geometriákhoz anyag hozzárendelés, árnyékok textúrára égetése és exportálás / tömörítés feladatok elvégzésére lett használva a szoftver.

A kiexportált fájl GLTF formátumú, ami egy szabványos fájlformátum háromdimenziós jelenetek és modellek számára. Úgy tervezték, hogy hatékonyan továbbítsa és töltsön be 3D modelleket olyan alkalmazásokban, mint például játékok és más virtuális környezetek. A glTF minimalizálja a 3D eszközök méretét és az azok felhasználásához szükséges futásidejű feldolgozást. Támogatja a teljes 3D jelenet leírásokat, beleértve a csomópont hierarchiáját, kamerákat, anyagokat, textúrákat és animációkat, ami sokoldalúvá teszi a valós idejű alkalmazások számára. Egyik fő előnye, hogy gyorsan elemezhető különböző platformokon és eszközökön, amely növeli hasznosságát a webalapú 3D grafikában.

**2.0 Fejlesztési folyamat**

A fejlesztés első lépéseként létrehoztam a git repository-t Github-on, hogy a fejlesztési folyamat alatt biztonságban legyen a forráskód és bármelyik gépről elérjem a projektet, helytől függetlenül. Egy .***gitignore*** fájl létrehozása szükséges volt mivel node.js package manager-en keresztül használtam a fejlesztői könyvtárakat és a projekten belül van pár mappa mint pl.: *’node\_modules’* vagy a *’.env’* aminek a feltöltését mellőzni kell ha node.js fejlesztési elveit követjük.

Egy React alkalmazás projektjének létrehozásához csak a node.js szükséges.  
A kövekzető parancsra:  
**npx create-react-app**Minden szükséges React függőség bekerül a ***package.json*** fájlba, ami számontartja a projektünkben használt függőségeket, verzió szerint és projekt beüzemelésekor minden itt szereplő függőséget letölt a node package manager.

React projektünkhöz hozzá tudjuk adni a React Three Fiber csomagot, hogy minden meglegyen a fejlesztés megkezdéséhez.  
**npm install three @react-three/fiber**Ez egy újabb függőség ami a React Three Fiberhez kapcsolódó eszközöket tartalmazza.  
Alkalmazás futtatása a lokális hálózaton keresztül történik, az   
**npm install start**parancsra, ilyenkor localhost-on is elérhető a hostolt projekt és a hálózaton keresztül más eszközök is elérhetik ha rendelkeznek a hostoló ip címévél és a portal ahol az alkalmazás hostolva van.

Az utóbbi lehetőséget ad számunka, hogy az alkalmazásunkat kölünböző eszközökön, különböző böngészőkkel ki tudjuk próbálni, mivel egy olyan 3D webalkalmazást szeretnénk fejleszteni ami a lehető legtöbb eszközt támogatja és ehhez elengedhetetlen a folyamatos tesztelés, teljesítmény, betöltési sebesség és reszponzivitás terén.