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# Abstract & Key words

Abstract:

This research explores the comparative effectiveness of Utility AI and Goal-Oriented Action Planning (GOAP) in managing Non-Player Character (NPC) behaviors within a soulslike battle game environment.

Utility AI, which selects actions based on dynamically calculated utility scores, offers a straightforward setup but can become complex with an increasing number of actions. This approach has been widely used in various game genres, from strategy games to simulations, due to its ability to make informed decisions based on the current game state.

In contrast, GOAP, which involves defining goals and planning sequences of actions to achieve them, presents a more intricate initial setup but excels in flexibility and dynamic adaptability. GOAP has been instrumental in creating more dynamic and responsive NPC behaviors in games, allowing characters to evaluate their current state and choose actions that best align with their goals.

This study evaluates both approaches in terms of setup complexity, ease of adding new NPC actions, flexibility, performance, and long-term maintenance. The findings suggest that while Utility AI may be more performant in simpler scenarios, GOAP's structured planning and adaptability make it more suitable for the complex, dynamic nature of soulslike games. This research contributes to the understanding of AI methodologies in game development, providing insights that can enhance NPC behavior and overall game experience.

Keywords:

Game development, AI, GOAP, UtilityAI, Unreal Enginge, c++, soulslike games.
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I started this research out of personal interest in NPC behavior in games.

After a previous research on UtilityAI, I was curious how this compares to others, for example Finite State Machine, Behavior Tree or Goal-Oriented Action Planning.

I was still unfamiliar with how Goal-Oriented Action Planning worked but heard good things about it, this motivated me to learn GOAP and compare it to each other so I knew what to use and when in future projects.
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# Introduction

In this research paper, we aim to compare two decision-making algorithms, Utility AI and GOAP, in a soulsLike game to identify their respective pros and cons.

soulsLike Game:

These games are known to be more difficult then others, where the player has to approach carefully and look for openings and keep an eye on their stamina and health. Attacks can not be cancelled, which is why it leaves you vulnerable if you time it wrong.

I want to find out which system can handle this while having the actions:

* Quick Attack: fast but weak attack, average stamina cost.
* Hard Attack: slow but devastating, is strong against block, high stamina cost.
* Block: Put received damage to stamina instead of health, slows down movement drastically, no stamina cost to execute.
* Heal: Takes long time to execute, heals halve of its health when completed, high stamina cost.
* Throw: Send an object flying to the opponent, low damage, high stamina cost.

UtilityAI:

Decision-making forms the core of any AI system. There are many different approaches to decision-making. One of the most robust and powerful systems we’ve encountered is a utility-based system. The general concept of a utility-based system is that every possible action is scored at once and one of the top scoring actions is chosen. By itself, this is a very simple and straightforward approach[1].

GOAP:

By planning in real-time, we can simulate the affect of various factors on reasoning, and adapt behavior to correspond. With First Encounter Assault Recon (F.E.A.R.), we demonstrated that planning in real-time is a practical solution for the current generation of games. Moving forward, planning looks to be a promising solution for modeling group and social behaviors, increasing characters’ command of language, and designing cooperative characters[2].

This brings us to the following research question: *How can each of them be used in this soulslike battle game, how do they compare to each other on setup, implementing each action, their reaction to the actions and their maintainability?*

*Gameplay-wise, how are each in their management of stamina and reactions to the player. Comparing the time put in the actions in both systems, which one pays off the most.*

The following hypotheses were formulated:

* Null hypothesis (H0): There are no remarkable differences, they both work just as well and as easily implemented as the other.
* Working hypothesis 1 (H1): UtilityAI is easiest to setup, but hard to maintain after more actions gets implemented. GOAP will be much easier to maintain and ends up more stable at the end.

# Literature Study / Theoretical Framework

## Decision-making algortithm

An npc in games that attacks you, runs away or is goofing around are all different kinds of behaviors he can do. What behavior he will do is decided by his decision-making algorithm.

What they all have in common is that they use the world state (game environment) to decide on their next behavior. A commonly known way to get this state values is by the use of a Blackboard, which will be explained in the next chapter.[9]

e.g. You are patrolling an area (behavior = patrol), when you suddenly notice an enemy (state enemyFound = true), so you run to the enemy (behavior = GoToEnemy), when you reach him you attack (state enemyInRange = true , behavior = AttackEnemy).

Most popular form of AI in modern computer games [10] are the Finite State Machine(FSM) or the Behavior Tree(BT), in this research we will be talking about UtilityAI and Goal Oriented Action Planner(GOAP) and find how they differ in selecting new behavior.
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Figure 1 Finite State Machine
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Figure 2 Behavior Tree

## Blackboard

The blackboard architecture is a flexible and powerful expert system framework. It represents a general approach to problem solving that is useful in many domains of applications especially in the area of intelligent control. The blackboard architecture can provide an environment for achieving intelligent control behaviors in many AI systems[4].
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Figure 3 blackboard

Knowledge Sources: these are independent agents in the game, e.g. player character, door of a building, plants in the scene,…

The Control unit is the agent that owns the blackboard.

When an agent his state changes he notifies the blackboard, when the decision-making algorithm of other agents need that value he gets it from the blackboard instead of trying to look for connection with that previous agent and get his value.

## Utility AI

* **What is UtilityAI**

Utility Based AI is a method of assigning scores to actions  based on some heuristic, usually involving [Curves](https://grail.com.pl/documentation/documentation/1.2.0/manual/utility/curve.html) and Weights. Then algorithm analyzes those scores and chooses the most suitable [Behavior](https://grail.com.pl/documentation/documentation/1.2.0/manual/general/behavior.html).[3]

When calculating utility scores, it’s important to be consistent. Because utility scores are compared to each other to come up with a final decision, they must all be on the same scale across the entire system. As you’ll see later in this article, scores are often combined in meaningful ways to produce other scores. Therefore, using normalized scores (values that go from 0–1) provide a reasonable starting point[1].

* **Curves**:

![Visual search query image](data:image/jpeg;base64,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) ![Visual search query image](data:image/jpeg;base64,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)

Figure 4 curves

The curves used by the algorithm determine the score (Y-value) the action gets compared to its world state (X-value).

The Y-axis is normalized but the X-axis can be whatever is needed.

E.g. score calculated on the distance to the opponent.

When the distance is lower then 50, he is close enough to hit Y = 1. When the distance is over 350, he is to far to matter Y = 0.

* **Weights**:

Several curves can be used to calculate the score of 1 action, but not both curves are equally important.

To adjust this, we can give weight to the curves.

The weights are a number that we multiply the Y value from the curve, and important is that we keep the total weight of all curves.

To calculate the score of this action is then by adding all the weighted Y values and then divide by the total weight.

Score = (0.5\*2 + 0.8 \*0.5)/2.5

* **Summary**

Every possible [Behavior](https://grail.com.pl/documentation/documentation/1.2.0/manual/general/behavior.html) get one or more curves with their perspective weight assigned to it. On every update the score of this behavior is calculated. The behavior with the highest score gets executed.

## Goal Oriented Action Planner(GOAP)

* **What is GOAP**

Goal oriented action planning is an artificial intelligence system for agents that allows them to plan a sequence of actions to satisfy a particular goal. The particular sequence of actions depends not only on the goal but also on the current state of the world and the agent. This means that if the same goal is supplied for different agents or world states, you can get a completely different sequence of actions., which makes the AI more dynamic and realistic[5].

The most important parts of this algorithm are Goals, Actions, Planner and the WorldState.

* **Goals**

Goal is the endpoint the AI wants to achieve, this is where the plan of actions is build upon. E.g. KillPlayer, KeepHealthUp

The way the goal is selected is by priority, the goals are ranked by priority in a list and the first valid one will be selected.

The is valid state means if the goal is worth to be pursued [6].

* **WorldState**

WorldState is the state of the game, the collection of all the important worldvariables needed for the algorithm.

The current WorldState is a representation of how the game currently is, this can be a list of bools or enums.

Every goal has a desired WorldState, this means that for the goal to be achieved the current WorldState has to be equal to the desired WorldState.

* **Action**

An action is something that the agent does. Usually it is just playing an animation and a sound, and changing a little bit of state (for instance, adding firewood). Opening a door is a different action (and animation) than picking up a pencil. An action is encapsulated, and should not have to worry about what the other actions are.

To help GOAP determine what actions we want to use, each action is given a cost. A high cost action will not be chosen over a lower cost action. When we sequence the actions together, we add up the costs and then choose the sequence with the lowest cost.[5]

Actions have a Satisfy WorldState and can have a Desired WorldState just like the Goals.

* **Planner**

The planner will start from the selected goal and will look at his desired worldState.

For every state in this collection that has to be achieved, he will look for an action to achieve this.

The planner will go over the entire list of actions, if he finds an action that satisfies the desired state, he stores the cost, looks if that action has Dsired WorldState as well and looks further until no more desired state necessary.

The planner uses A\* pathfinding to get the cheapest plan to reach all Desired WorldState.

* **A\***

The *A (A-star) pathfinding algorithm*\* is a popular and efficient method used to find the shortest path between two points on a graph, such as a map. It combines the strengths of Dijkstra's algorithm and a heuristic approach to optimize the search process[7].

* **Summary**

GOAP will create a plan based on the first most important goal that he needs to achieve, he makes this plan by selecting all the actions needed to satisfy all the Desired WorldState using the A\* pathfinding to ensure the most proficient one.

# Research

## Experiment setup

What data do we need to find out which system is most useful for what type of project.

### Setup time

How long does it take to setup each system?

🡪This is good to know for when a developer has a big or small project in mind. With only a small one, it is not interesting to use a system with a big setup time where it will not even be used to its full strength.

### Time to implement a new action in the system

Is it a straightforward approach to make it do the action at the time you want it to?

When you add a new action to the list, will it disrupt the previous action their execution?

### behavior in game

We set up 2 in-game rules for both algorithms to follow.

The AI has to win from the player.

* + - Dodge/block when player attacks.
    - Attack when player is close.
    - Disrupt player.

The AI has to keep his stamina above 0.4.

Stamina is chosen because it is really important in soulslike games. Without stamina you become a sitting duck. We chose 0.4 because when lower than this, blocking has big chance to fail and healing wont be possible.

Will the fully implemented system act as we programmed it to do?

🡪When you implement the system to act in a certain way, it is important that this will happen. E.g. When set it that the AI will heal itself, you don’t want him to rush at the target to attack.

## How to get this data

### setup time

We will gather this information by creating our own implementation of both systems in a soulslike combat game we designed for it.

🡪Log the time it takes to have a working implementation on each of them. We start with UtillityAI then GOAP.

Input variables: The research and paper prototype, only start logging when know what to do.

Output variables: The logged time.

### action implementation

Continue on previous implementation, we will create signals for specific actions to be executed by the character.

For every type of action the character can do, there has to be a at least 1 signal of them each.

This signal has to only be send at the by us designed situation.

🡪We log the time to create every signal.

🡪After every new signal is added, test if previous still work as before. If not, redo last created signal or adjust previous on.

Input variables: The strategy we want both AI’s to follow when fighting his opponent.

Output variables: The logged time.

### behavior in game

* We set the rule that the AI has to attack player while keeping his stamina usage in check.

This will be done during the creation of the signals.

We choose for stamina because this is the thing he needs for everything. If he fights with no regards for it, runs empty, he loses the ability to execute the correct action on critical times.

E.g. Heal when his health is low and far away. Disrupt the opponent healing by throwing a rock or attack him.

* The AI has to be able to win from the player.

Even if he keeps an eye on his stamina, if he cant win it wont matter.

🡪To test the 2 above behaviors, we will let both implementations be tested by a human player.

We will log both the stamina from the AI and the player and the wins/loses.

By having the stamina of the player in comparison with the AI, we can see how the player gets pressured by the AI and also to confirm that the player his output will be similar to both AIs.

We will ask 15 people. Age 15 – 40. Experienced with soulslike games as testers.

The age is chosen for their combination of reflexes and experience in games.[8].

Younger is not chosen because of their lack of patience needed for soulslike games to keep stamina in check.

Every tester will play 3 minutes against UtillityAI implementation, then 3 minutes against the GOAP.

Input variables: The game will equal in all ways for both the AI and player.

Output variables: The logged stamina of both systems and the player, the logged wins/loses.

## Software used

### unreal engine 5

Started with the 3theperson template. Made a new GameMode and controller for the player. Developed 5 BattleActions representing the 5 actions that both the player and AI need to be able to do. Made sure there is a constant *Lock on* to each other.

Create the AIController that can execute both algorithms.

Create the blackboard, his keys and update this every tick.

### 3.1.1 SoulsCharacter

This is the character which will be controlled by the player and AI, they will both have the exact same stats and actions.

State:

* 5 BattleActions:
* MovementComponent (inherited from AActor)
* HealthComponent
* StaminaComponent
* KnockbackComponent
* A TRingBuffer of BattleActionBase: This is the queue of actions that are selected to execute. It pops from the front and gets added in the back. The popped action gets executed. An action will be automatically removed after a set amount of time.

When an action gets executed the player is unable to execute another action, a timer will start that will enable the player again when finished.

When character gets stunned from a hit. The current action and the action Queue gets reset and will be unable to activate a new action for as long as the stun endures.

### BattleActions

BattleActions are all derived from the class BattleActionBase.

State:

* Cost: the cost of stamina to execute this BattleAction.
* Damage: the amount it subtracts from the character he hits.
* ExecutionTime: this is the time it takes to finish the BattleAction, while it is active the characterMovement is disabled.
* KnockTime: the amount of time the hit character will be stunned and receives a knockback. The knockback itself is handled by the KnockbackComponent of the player.

Methods:

* Execute: This is the animation of the action.
* DeActivate: This is an event triggered from the baseClass to stop executing the animation.
* CollisionHandling: This is responsible for the reaction of getting hit.

When he hits the character body different things can happen

* + Was character already stunned? Nothing will happen then.
  + Was character blocking? If this was true, the damage will be dealt to the staminaBar instead of the healthBar. No knockback will be executed.
  + Was the stamina amount to low to block? Then the stamina will be zero and he will receive knockback and health damage.
  + Was there no block? Then character will receive the knockback and damage to his health.

While BattleActionBase is in c++, the BattleActions themselves are blueprints, this is where they get their own specific state and execution, set in the editor.

For there to be meaning to the action/reaction of the AI, there need to be some kind of rock/paper/scissor to these BattleActions.

E.g.

Block is perfect against QuickAttack but weak against HardAttack while HardAttack is easily countered by quickAttack.

Throw is weak and costly but perfect when the opponent is far away and starts to heal.

### AI Controller

Called Npc\_Controller.

State:

* AIBehaviourBase m\_SelectedBehaviourSystem: Thid is the selected Decision-making algorithm, the brain of the Character.
* Blackboard: The only place where it gets created and updated.
* ASoulsCharacter called m\_NpcRefrence: Reference to its controlled character

Methods:

On Tick, This will execute the *SelectedBehaviourSystem* , returning an EAction enum. A switch case will handle this enum to the concrete action that needs to be executed.

EAction

* Idle ,
* WalkForward ,
* WalkSideways ,
* WalkBackwards,
* Block ,
* StopBlock ,
* Heal,
* Throw ,
* QuickAttack,
* HardAttack

From then on it will work same way as for the player, e.g. pressing forward arrow equals the reaction in code as when the enum WalkForwards is returned.

The time an action is allowed to stay in the queue is for the AI (0.2s) shorter then for the player(2.0s).

### Blackboard

State:

* String Key
* Float value

Methods:

* AddBlackboardValue
* UpdateKey
* GetKeyValue

This is created in the AIController and updated every tick there.

Keys used in both algorithms:

* IsEnemyBlocking : returns 1 when opponent is using Block.
* EnemyDistance : returns distance to opponent.
* Stamina : returns stamina
* Health : returns health.
* EnemyHealth : returns opponent health.
* IsEnemyHealing : returns 1 if opponent is using Heal.
* IsEnemyThrowing : returns 1 if opponent is using Throw.
* IsEnemyAttacking : returns 1 if opponent is using any type of attack.
* IsEnemyQuickAttack : returns 1 if opponent is using QuickAttack.
* IsEnemyFrontalAttack : returns 1 if opponent is using HardAttack or Throw.
* RandomFloat : returns a random float between 0 -1.
* IsBlocking : returns 1 when is using Block.
* IsHealing : returns 1 when is using Heal.

## AI Behavior base

AIBehaviorBase is the base class of the Decision-making algorithms, holds reference to the blackboard and the virtual method Execute().

## Implement Utility ai

### SETUP

### State

List of ActionScores.

* + ActionType: the EAction return value.
  + List of Scores
    - Weight
    - Curve.
    - BlackboardKey: used as the X value in the curve.

### METHODS

### Calculate score

For every ActionScore his every score, his score is calculated as previously explained in LITERATURE STUDY 3.

### Execute

Local state:

* + - Float highestScore = 0.5. Startvalue.
    - EAction selectedAction = Idle.

Function:

The highest scoring action received from the CalculateScore methode his ActionType gets used to return to the AIController.

If no Action scores higher then 0.5, Idle will be the chosen action. this is to eliminate scores when none were actually valid.

### Making Actions

We created 1 ActionScore for each EActionType, every tick it will go over all of them and decide what input to give to the AIController.

We logged the time to create them, and explain the step by step procedure on how I got the final result of our UtilityAI.

### Move Back and forth

The 2 ActionScores I started with where the MoveBackWards and MoveForwards. This was to start with giving the AI the correct distance to the player at all time.

He now moves back and forwards to keep his distance between 150 and 200.

Backward to dodge:

We added a graph to the MoveBackWards ActionScore that holds opponent IsQuickAttacking. When this value gets one, The returned score has to be higher then his forward score to make sure he dodges.

Making sure this happened took a lot of iterating, writing down situations to compare results when choosing different weights on the graphs.

### Move Sideways

Main use : Dodging the opponent HardAttack.

Graphs using BlackboardKeys:

* EnemyDistance: No need to move sideways if not in range of attack.

Weight: 1.0.

* IsEnemyFrontalAttack: Only necessary when opponent is using this.

Weight : 2.0.

* RandomFloat : For at times when he is idle in front of the player, he would move sideways from time to time.

Weight : 0.5.

### Throw

Graphs using BlackboardKeys:

* EnemyDistance: No need to throw when in attack reach.

Weight: 1.0.

* IsEnemyHealing: Only necessary when opponent is using Heal.

Weight : 2.0.

### Heal

Graphs using BlackboardKeys:

* EnemyDistance: Need to be on safe distance.

Weight: 1.0.

* Health: Only necessary when health is below 0.5.

Weight : 1.5.

### Block

Graphs using BlackboardKeys:

* EnemyDistance: Only when in reach.

Weight: 1.0.

* Stamina: Only use with stamina above 0.8.

Weight : 2.0.

* IsEnemyQuickAttack : Only use to block Quick attack. Hard attack will deal great damage to stamina during block.

Weight: 3.0

### Quick attack

Graphs using BlackboardKeys:

* EnemyDistance: Only when in reach.

Weight: 1.0.

* Stamina: To make sure he keeps stamina high.

Weight : 1.0.

* RandomFloat: To make sure he switches between Hard and Quick Attack.

Weight: 2.0.

### Hard Attack

Graphs using BlackboardKeys:

* EnemyDistance: Only when in reach.

Weight: 1.0.

* Stamina: To make sure he keeps stamina high.

Weight : 1.0.

* RandomFloat: To make sure he switches between Hard and Quick Attack.

Weight: 2.0.

* IsEnemyBlocking: Hard Attack is strong against block so score needs to be higher when opponent is blocking.

## Implement GOAP

### SETUP

### State

* WorldState CurrentWorldState: The current state of the game, updated by the blackboard, used for the planning.
* WorldState ComparedWorldState: Used to get the comparison between the current Goal/Action Desired State and the CurrentWorldState.
* m\_AllGOAPActions : List of all Actions.
* m\_AllGOAPGoals : List of all Goals.
* m\_CurrentPlan: The current list of Actions to be executed by the AIController. Output from the planner.
* m\_CurrentGoal: Current selected Goal where the planning is made for.
* M\_CurrentAction: The activated Action, popped from the m\_CurrentPlan. This is being executed.

### Execute

On execute, the algorithm will start with checking if there is already a Goal selected and if it is still valid. When not valid anymore he will quit and empty the m\_CurrentPlan.

if there is a plan. This is by seeing if the m\_CurrentPlan which is an TArray of GOAPAction is empty.

When empty

* Will select the first valid goal.
* Create a plan by looking at the goal his DesiredWorldState. For every Desired State
  + Compare the State with CurrentWorldState to see if some state is already satisfied.
  + Loop over all actions available in the algoritm and compare their SatisfyWorldState with the DesiredWorldState that still needs to be satisfied. When more actions are found he will pick the one with the lowest score.
    - Score: cost + heuristic. Cost is set on the action. Heuristic is the amount of state to be satisfied on that same action.
  + This will happen recursively for when the chosen action has DesiredState as well.
* The planner will make the shortest plan for each desiredState, state by state. E.g. When DesiredState is DistanceIsClose and NeedHighStamina. He will first make the plan for Distance, add it to the m\_CurrentPlan. Then make the plan for HighStamina and add that to back of m\_CurrentPlan.

When there is a plan, the m\_CurrentAction will be what is popped from the back of the m\_CurrentGoal. This will not happen if there is already an active m\_CurrentAction.

This action will be updated and returns the EAction input for the AIController. When the action is valid, this will be set to nullptr.

### Goals

### Attack opponent

The GOAPGoal *BP\_GGKillPlayer* is the first goal created, thus the only goal in current list of goals for the GOAP planner to select, and is valid unless the player his Health <= 0.0.

The DesiredWorldState of this Goal is m\_GoalState = Fight. All Goal WorldState has only 1 DesiredState which is the top one called m\_GoalState.

There is only 1 GOAPAction that has a SatisfyWorldState equal to that. *BP\_GAQuickAttack* . This action returns the EAction::QuickAttack and has 2 DesiredWorldState

* M\_DistanceToOpponentState
* M\_ConditionState : AI his health/stamina condition.

The AI start with full health and stamina so this get satisfied by the currentWorldState.

For the distance he needs to look for an action that satisfies this. BP\_GAForward returns EAction::Forward and satisfies this state, since it is the onle action that satisfies this and he has no desiredState by himself. The plan is created.

M\_CurrentPlan = {. *BP\_GAQuickAttack* , BP\_GAForward }.

The algorithm will pop BP\_GAForward, update it and returns EAction::Forward so the AI will move toward the player this tick.

This Action has no update, The action his IsVallid method will return true when the distance is < 160. This will be checked by comparing it with the blackboard.

### Dodging

Created the BP\_GGRetreat goal, This goal is valid when the AI is within a distance of 300 to the player. The general goal of this is to create distance from the player or dodge his attacks.

m\_GoalState = Dodge. This state can be satisfied by

* *BP\_GABackward* . has cost = 1.0 and heuristic = 0.0. score = 1.0
* *BP\_GALeft* . has cost 0.5 and heuristic = 1.0. score = 1.5

The heuristic from BP\_GALeft is from his DesiredState m\_OpponentActionState = HardAttack.

When the opponent is using hardAttack, the currentWorldState put this to satisfied, making the heuristic score = 0.0. What makes the total score = 0.5 + 0.0.

🡪Conclusion: When opponent is using his HardAttack . He will take BP\_GALeft in the plan, else he will take BP\_GABackward.

### Heal

Created the BP\_GGHealthManagement goal. This goal is valid when the AI his health gets lower then 0.4. The general goal is to put himself to safe distance and heal.

m\_GoalState = Heal. This state can be satisfied by

* BP\_GAHeal. EAction::heal. Has 1 DesiredWorldState m\_DistanceToOpponent = HealDistance.
  + BP\_GABackwardToHeal.this goal will be satisfied when distance > 650.

M\_CurrentPlan = { BP\_GAHeal, BP\_GABackwardToHeal}.

### More Attacks

Starting from the BP\_GGKillPlayer from earlier, I added more attackoptions.

* BP\_GATaunt: returns EAction::Idle, Desired WorldState m\_OpponentDistanceState = close.

Will go to face the opponent to taunt him to attack.

* BP\_GACombo: returns EAction::HardAttack, Desired WorldState m\_ActionState = QuickAttack.

Will go to player and execute a quick attack directly followed by a HardAttack.

The way this goal selects is by taking the one with the lowest score. The heauristic is equal with BP\_GATaunt and BP\_GACombo. Their cost is a random number between 0.5 and 3. They will get a new value after every new plan. BP\_GAQuickAttack his cost stay at 1.0.

### Block

On the BP\_GGRetreat goal, it will dodge attacks when he is in range of player. So to have him dodge the throwing rocks, we added a isVallid state to the goal *isOpponentThrowing* . Now this goal will still be valid when distance>650.

BP\_GABlock: cost = 0.25, heuristic = 1.0. returns EAction::Block.

When opponent is using throw, heuristic will become 0.0, making this the cheapest action for the plan.

### StopBlock

When he starts a block he wont stop blocking unless he starts an attack, tis is very annoying because he moves really slowly when blocking.

I decided to create a new goal BP\_GGStopBlock. Te only thing this does is stop blocking when this goal is valid. His priority is just after BP\_GGRetreat and before the BP\_GGKillPlayer.

### Throw

When the opponent decides to heal himself when he somehow was able to get far away from the AI, we need to throw a rock at him.

BP\_GGInteruptHealing: this goal has the highest priority, its only purpose is to throw a rock when the opponent starts healing when The AI wasn’t able to catch him in his attacks.

## Implement Player experiment

### experiment

We put in a system that logs the stamina from the player and the AI every tick as a csv file.

After every death, in the GameMode it will keep track of every win and loss and log it after the 3 min fight csv file.

When attaining the results, the 4 stamina values will be put on graphs stamina on time. We will make an average of all 15 graphs.

After receiving the files from every tester, we will make an average of the stamina usage of both systems and put those of the player in the same graph.

We will also take the average of the wins/losses.

Compare the 2 averaged graphs of AI/Player with their win/Loss.

## Results

### Setup

UtilityAI:

When we created this implementation, we had a lot of trouble converting this code correctly to unreal editor. This caused us double the time it took to only create the algorithm. Since this had nothing to do with the algoritm itself, the time spend on it will be deducted from the total set up time.

Total time = 9 hours 2 minutes.

Implementation time = **4 hours 22minutes.**

See full logs in appendix 1.

GOAP:

It took a week of research and paper prototyping to start this implementation because GOAP’s setup is a lot more complex than the previous one.

We started by creating the basic classes of Goals, Actions, WorldState, and the GOAPBehavior itself. Then we began on improving each of them and start with creating the A\* planner. For this planner we needed a Calculate Heuristic method. Since the AI doesn’t need to create large complex plans, we decided to have the heuristic return the amount of desired state the action has.

It was also important that before he calculates this heuristic, it should look first at the current WorldState. Once it does that, we started on making the planner.

The planner would go over every action, when he finds one that satisfies the desired state, he calculate total score (action cost + heuristic), stores this and continue looking through every action, looking for a lower scoring one. When he finished going through, recursively will do the same for that lowest scoring action if that action has a desired state.

For this WorldState we had some trouble figuring out how to do this best, we ended up giving every action a desired state and a Satisfing state. So it wil look for every desired state to an action which has that same state in his satisfying state. In the planner we use a Compared state which holds the current WorldState in account.

It is now able to create a planning with the actions we created for the goals we created as well.

Afterwards we made more methods to check if current goal remains valid (if not -> Terminate plan) and methods for checking when the current action is finished.

🡪The setup is now fully ready to be used to create plans for their first valid goal.

Total time: **16hours 55min.**

See full logs in appendix 2.

### Actions

### Movement

* UtilityAI:

We created 3 graphs for backwards movement and 2 for forward movement. His dodge failed regularly so we worked more on the graphs and their assigned weights.

Total time**: 6hours 8 min.**

We created graphs so he would move sideways on random moment and/when opponent is using HardAttack.

Total time: **13min.** No need to work long on their graphs. On moments when he was idle before he will now move sideways depending on the random number or when he needs to dodge.

See full logs in appendix 3.a.

* + - GOAP:

We created the BP\_GGRetreat Goal with his desired state, this will be valid when the AI is in reach off the player and will then move backward. We needed to create the move backward action with his desired and satisfying state.

We created the Move Forward action with his desired and satisfying state for the Attack Goal.

Total time:  **1hour 31min**.

See full logs in appendix 4.a.

### Throw

* + - UtilityAI:

We Made the AI throw when his opponent uses heal at a distance. Some of this time was used to reform the Throw BattleAction.

Total time: **3hours 13min.**

See full logs in appendix 3.b.

* GOAP:

We created the BP\_GGInteruptHealing goal with his WorldState and the action Throw with both his WorldStates. When his opponent starts to heal, he will create a plan to throw a rock at him.

Total time: **17min**.

See full logs in appendix 4.b.

### Heal

* + - UtilityAI:

When the AI has to heal he first need to get at a safe distance. So first we had to readjust the Backward/Forward Movement ActionScores. We did this by adding the graph dealing with his health.

Total time: **1 hour 28min**.

See full logs in appendix 3.c.

* + - GOAP:

We created the BP\_GGHealthManagment goal with his WorldState and the Heal Action. This goal has the highest priority. When the AI his health gets below 0.4, this goal becomes valid and will make plan to walk backwards and heal once in healDistance. This goal will become invalid when it takes longer then 3 seconds to complete.

Total time: **33min.**

See full logs in appendix 4.c.

### Block

* + - UtilityAI:

When AI has full stamina, it will be safer to block the quickAttack instead of dodging. It also keeps him closer for a counterattack.

Total time: **1hour 56min**. No need to change the other graphs but we had to be sure the block will only be called at when is being attacked and when he has the stamina and when he is in reach of opponent.

See full logs in appendix 3.d.

* + - GOAP:

In the BP\_GGRetreat goal we created earlier, we made a new option for a plan to create. We created the Block Action with both his WorldStates.

This took longer then expected because I changed my mind several times on how to use block and the way to stop blocking.

Total time: **1 hour** **03min.**

See full logs in appendix 4.d.

### Quick Attack

* UtilityAI:

We made the AI use QuickAttack when he is in range, has the stamina and when a random number is above 0.9.

The range of random number is 0-1, we choose +0.9 so that he will not endlessly use that attack but leaves it open for idle or HardAttack. Making him less predictable.

Total time: **29min**.

See full logs in appendix 3.e.

* GOAP:

We created the BP\_GGKillPlayer goal with the action QuickAttack, it uses the Action move forward in the planner.

Total time: **15min.**

See full logs in appendix 4.e.

### Hard Attack

* UtilityAI:

HardAttack shines the best when he is smashing through a block of his opponent. So we focused this action his use on that moment.

Total time**: 1hour 1min**. We want it to focus mostly as a reaction to opponent block, but he also has to use it randomly as attack but lot less as the QuickAttack because the HardAttack will leave him open for counterattack.

See full logs in appendix 3.f.

* GOAP:

We added more actions to be used for the BP\_GGKillPlayer goal; Combo Action, HardAttack action and Taunt.

Total time: **59min.**

See full logs in appendix 4.f.

### Summary

* UtilityAI:

All of his actions are in a delicate balance with each other, if you change the weight on one, it can cause the entire balance to break.

This makes adding new Actions more and more difficult unless it is pointed at a moment when he is still Idle.

Especially the back/forward movement is very sensitive, we realized that his distance to the player started to become incorrect when his health gets lower.

Setup time: **4 hours 22minutes.**

Actions time: **14 hours 28min**.

* GOAP:

The setup takes some time but it gets easier to farther you get. There are many ways on how you can create this and I know I can still keep working to improve it. But for this research it achieves what he needs to be able to do.

For new goals/actions, it only got easier the more I started to create. I can keep adding new actions without fear for it to break.

The only thing that can cause trouble in the long run is its fixed priority for the goals. It makes it easy to ensure the algorithm will do what is necessary, but sometimes a priority can change depending on the situation.

Setup time: **16hours 55min**.

Goals/actions time: **4hours 33min .**

In this table, we rounded to the nearest 0.5 hours.

|  |  |  |  |
| --- | --- | --- | --- |
|  | **Setup(hours)** | **actions(hours)** | **easy to add new actions** |
| GOAP | 17 | 4,5 | TRUE |
| UtilityAI | 4.5 | 14,5 | FALSE |

Figure 6 action implementation time

### Testers

### Wins-Losses

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  | **Wins** | **Loses** | **Draw** | | **Kills** | **Deaths** | |
| GOAP | 12 | 0 | 3 | 59 | | | 6 |
| UtilityAI | 12 | 0 | 3 | 52 | | | 8 |

Figure 7 Win/loss results

Both GOAP and UtilityAI performed equally to each other against the testers.

### Stamina

We see the average stamina curve during the 3 minute fight with the testers of both algorithms.

Figure 8 average stamina UtilityAI

Figure 9 average stamina GOAP

# Discussion

When overviewing these results, it seems like UtilityAI is easy to setup but hard to maintain. While GOAP is hard to set up but easy to use.

During the player experiment we noticed that GOAP succeeded greatly at the 2 in-game rules while UtilityAI failed at the stamina control. This doesn’t mean that UtilityAI is not able to do this but that it is really hard to set it.

We also realized that he sometimes attacks out of reach once he gets damage to his health. This happened because he wants to move back to heal when he gets damage, while wanting to move forward to attack. Situations like this shows that when adding too many graphs when wanting to add functionality, it turns it into a very delicate balance and might not work properly in game.

The amount of time put into the actions compared to GOAP already says that it took three times to implement a same type of behavior and still didn’t succeed for both in-game rules.

So for soulslike games, UtilityAI is not that suitable compared to GOAP since they need a lot of actions and many different ways to combine these actions. So it has to stay simple, the long setup time is worth it.

If we took a game with fewer actions or with actions that has a clear distinct timing to use, UtilityAI would have been perfect.

# Conclusion

As concluded in the working hypothesis 1 , UtilityAI proved to be easy to setup but really difficult to maintain while GOAP was difficult to setup but easy to maintain.

It also proofed easy for GOAP to follow in-game rules you want to setup.

# Future work

Creating an hybrid of UtilityAI and GOAP, I realized that GOAP has to most stable and easiest to create action/reactions to opponent in a soulslike game but his fixed priority destroys the creativity and more flexible behaviour.

Here UtilityAI can help by picking the best score for the goal to plan for.

Examples:

* Adding emotions to the AI by having the score be dependent on it and will pick action plans following this emotion.
* Have the AI learn during the fight. We can do this by keeping count on the moves that work and fails and keep that in account when creating score for the goal to pick.

# Critical Reflection

I realized late in the semester that I was way to focused on creating the project then actually looking for something to research. This was because I got to excited by the idea of learning a new decision-making algorithm and comparing it with the ones I know. I ended up lose a lot of time because of this and feel like I missed out on a interesting way to compare them for this paper.

My results are really depended on how I implemented both behaviours, in this case UtilityAI didn’t succeed in accomplishing both in-game rules but he possibly could have if I putted more time in or did it in a different way.

But I am still proud on the project and the new possibilities I learned for future projects.
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# Appendices

1. Time logs set up UtilityAI
2. Time logs set up GOAP
3. Time logs UtilityAI Actions
   1. Movement
   2. Throw
   3. Heal
   4. Block
   5. Quick Attack
   6. Hard Attack
4. Time logs GOAP Goals/Actions
   1. Movement
   2. Throw
   3. Heal
   4. Block
   5. Quick Attack
   6. Hard Attack
5. Github link
6. Time logs set up UtilityAI

I started this implementation on 10-11-2024.

10-11-2024 | 13:27 - 16:47. + 19:00 - 20:02.

11-11-2024 |20:05 -21:33. Debugging. Everything was implemented but caused crashes after few runs.

13-11-2024 | 20:00 – 21:17. Continue debugging. I was able to fix the trouble. Had to do with my wrong use of unreal at the time.

15-11-2024 | 22:02 – 23:57 Worked on the AIBehaviourBase and How to read from the UnrealGraphs.

Complete **setup** took a total of **9 hours 2 minutes**. This time included the blackboard key creation and AIBehaviourBase, also lost a lot of time debugging when I used Unreal in a wrong way. Of this, **4 hours 22 minutes** was the actual time to set up this specific behavior.

1. Time logs set up GOAP

Start implementing in unreal:

6-12-2024

13:24 – 14:01. Created classes for Goals, actions and GOAPBehvaiour. 🡪37min

16:55-17:14. Created WorldState class. 🡪9min

17:14 - 18:17. Created the Execute function of the GOAPBehaviour. 🡪1h 3min

20:02 – 21:04. Worked on the WorldState and started the Planner methode of GOAP. 🡪1h 2min

🡪2h 51min

7-12-2024

13:05-13:34. Finished GOAP planner in code. Improved WorldState class. 🡪29min

13:34 - 15:26. Made it possible to create assets from the code in editor. 🡪1h 52min

15:26 - 16:26. Made Goal and Action With his desired State in editor for testing. 🡪1h

16:26 - 19:10. Made IsVallid method for actions in editior, using the blackboard. 🡪2h 44min

🡪2h 15min

8-12-2024

15:13 – 16:40. Finished basic use of the GOAP system in editor. 🡪1h 27min

9-12-2024

20:50 - 22:07. Made Idle and WalkAction for testing the update of an action to finished state.🡪1h 17min

10-12-2024

21:00 – 22:42.Update of currentWorldState to be compared with Action/goal desiredState for validation or heuristic calculations. 🡪1h 42min

11-12-2024

21:12 – 23:09. Use the CurrentWorldState in the planner. 🡪1h 57min

18-12-2024

14:00-17:30 Try creating plan when there are more then 1 desired state. 🡪3h 30min

19:00-20:00 Planner reates best smallest possible plan keeping CurrentWorldState in mind 🡪1h

and each of there costs.

🡪4h 30min

19-12-2024

19:32- 19:54. Set a timet on every goal, put them temporary invalid when he takes to long 🡪22min

when to achieve his plan. Every goal got his RunMaxTime and TimeOutTime.

20-12-2024

18:53-19:27. Increased goal his IsVallid, check over more values instead of 1. 🡪34min

🡪The setup is now fully ready to be used to create plans for their first valid goal.

Total time: **16hours 55min.**

1. Time logs UtilityAI Actions
   1. Movement

Start 23-11-2024 from 16:30 – 18:29 and 20:18 – 23:24. Created 3 graphs for backwards movement and 2 for forwardMovement.

24-11-2024 from 15:10-16:13. His dodge failed regulary so worked more on the graphs.

Total time**: 6hours 8 min.**

Start 24-11-2024 from 18:00-18:13. Creeated graphs so he would move sideways on random moment and/when opponent is using HardAttack.

Total time: **13min.** This was fairly straightforward. On moments when he was idle before he will now move sideways depending on the random number or when he needs to dodge.

* 1. Throw

Start 24-11-2024 from 18:13 – 21:26. Make the AI throw when opponent uses heal at a distance. Some of this time was used to reform the Throw BattleAction.

Total time: **3hours 13min.**

* 1. Heal

Start 25-11-2024 from 21:04 – 22:32. When the AI has to heal he first need to get at a safe distance. So first we had to readjust the Backward/Forward Movement ActionScores. We did this by adding the graph dealing with his health.

Total time: **1 hour 28min**.

* 1. Block

Start 26-11-2024 from 20:02 – 21:58. When AI has full stamina, it will be safer to block the quickAttack instead of dodging. It also keeps him closer for a counterattack.

Total time: **1hour 56min**. No need to change the other graphs but we had to be sure the block will only be called at when is being attacked and when he has the stamina and when he is in reach of opponent.

* 1. Quick Attack

Start 27-11-2024 from 19:58 – 20:29. Made the AI use QuickAttack when he is close, has the stamina and when a random number is above 0.9.

The range of random number is 0-1, we choose +0.9 so that he will not endlessly use that attack but leaves it open for idle or HardAttack. Making him less predictable.

Total time: **29min**.

* 1. Hard Attack

Start 27-11-2024 from 20:29 – 21:30.

Total time**: 1hour 1min**. We want it to focus mostly as a reaction to opponent block, but he also must use it randomly as attack but lot less as the QuickAttack because the HardAttack will leave him open for counterattack.

1. Time logs GOAP Actions
   1. Movement

19-12-2024| 14:15-14:54 . Moving backward 🡪 39min

20-12-2024| 19:46-20:38 Moving sideways 🡪 52min

**🡪1hour 31min**.

* 1. Throw

20-12-2024 | 20:38 – 20:55. Made goal and his action assets. 🡪 17min.

* 1. Heal

20-12-2024| 18:20 – 18:53 . Moving backward then heal 🡪 33min

* 1. Block

21-12-2024 | 15:42 – 16:01. Blockasset created. 🡪19min.

21-12-2024| 16:19 – 17:03. StopBlock goal and action assets created. 🡪 44min.

* 1. Quick Attack

Was created during the setup, took around **15 min**.

* 1. Hard Attack

19-12-2024 | 20:30- 21:29. Taunt and combo assets created. 🡪59min.

1. Github to project link

<https://github.com/TGoncpp/GradworkFramework>