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## Today’s Topic

Fitting logistic regressions using tidymodels packages

* Pre-processing activities
* Model building (with multiple fitting engines)
* Measuring model effectiveness
* Creating a model workflow

## Setup

knitr::opts\_chunk$set(comment=NA)  
options(width = 80)  
  
library(janitor)

Attaching package: 'janitor'

The following objects are masked from 'package:stats':  
  
 chisq.test, fisher.test

library(gt)  
library(naniar)  
library(rstanarm)

Loading required package: Rcpp

This is rstanarm version 2.26.1

- See https://mc-stan.org/rstanarm/articles/priors for changes to default priors!

- Default priors may change, so it's safest to specify priors, even if equivalent to the defaults.

- For execution on a local, multicore CPU with excess RAM we recommend calling

options(mc.cores = parallel::detectCores())

library(rms)

Loading required package: Hmisc

Attaching package: 'Hmisc'

The following object is masked from 'package:gt':  
  
 html

The following objects are masked from 'package:base':  
  
 format.pval, units

library(tidymodels)

── Attaching packages ────────────────────────────────────── tidymodels 1.1.1 ──

✔ broom 1.0.5 ✔ recipes 1.0.9  
✔ dials 1.2.0 ✔ rsample 1.2.0  
✔ dplyr 1.1.4 ✔ tibble 3.2.1  
✔ ggplot2 3.4.4 ✔ tidyr 1.3.0  
✔ infer 1.0.5 ✔ tune 1.1.2  
✔ modeldata 1.2.0 ✔ workflows 1.1.3  
✔ parsnip 1.1.1 ✔ workflowsets 1.0.1  
✔ purrr 1.0.2 ✔ yardstick 1.2.0

── Conflicts ───────────────────────────────────────── tidymodels\_conflicts() ──  
✖ purrr::discard() masks scales::discard()  
✖ dplyr::filter() masks stats::filter()  
✖ dplyr::lag() masks stats::lag()  
✖ rsample::populate() masks Rcpp::populate()  
✖ dplyr::src() masks Hmisc::src()  
✖ recipes::step() masks stats::step()  
✖ dplyr::summarize() masks Hmisc::summarize()  
✖ parsnip::translate() masks Hmisc::translate()  
• Search for functions across packages at https://www.tidymodels.org/find/

library(tidyverse)

── Attaching core tidyverse packages ──────────────────────── tidyverse 2.0.0 ──  
✔ forcats 1.0.0 ✔ readr 2.1.5  
✔ lubridate 1.9.3 ✔ stringr 1.5.1

── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
✖ readr::col\_factor() masks scales::col\_factor()  
✖ purrr::discard() masks scales::discard()  
✖ dplyr::filter() masks stats::filter()  
✖ stringr::fixed() masks recipes::fixed()  
✖ dplyr::lag() masks stats::lag()  
✖ readr::spec() masks yardstick::spec()  
✖ dplyr::src() masks Hmisc::src()  
✖ dplyr::summarize() masks Hmisc::summarize()  
ℹ Use the conflicted package (<http://conflicted.r-lib.org/>) to force all conflicts to become errors

theme\_set(theme\_bw())

## Today’s Data (from Class 10)

fram\_raw <- read\_csv("c24/data/framingham.csv",  
 show\_col\_types = FALSE) |>  
 type.convert(as.is = FALSE) |>  
 clean\_names()

The variables describe n = 4238 adults examined at baseline, then followed for 10 years to see if they developed incident coronary heart disease. Our outcome (below) has no missing values.

fram\_raw |> tabyl(ten\_year\_chd)

ten\_year\_chd n percent  
 0 3594 0.8480415  
 1 644 0.1519585

## Data Cleanup

fram\_new <- fram\_raw |>  
 rename(cigs = "cigs\_per\_day",  
 stroke = "prevalent\_stroke",  
 hrate = "heart\_rate",  
 sbp = "sys\_bp",  
 chd10\_n = "ten\_year\_chd") |>  
 mutate(educ = fct\_recode(factor(education),   
 "Some HS" = "1",  
 "HS grad" = "2",  
 "Some Coll" = "3",  
 "Coll grad" = "4")) |>  
 mutate(chd10\_f = fct\_recode(factor(chd10\_n),  
 "chd" = "1", "chd\_no" = "0")) |>  
 select(subj\_id, chd10\_n, chd10\_f, age,   
 cigs, educ, hrate, sbp, stroke)

## Today’s (main) Variables

| Variable | Description |
| --- | --- |
| subj\_id | identifying code added by Dr. Love |
| chd10\_n | (numeric) 1 = coronary heart disease in next 10y |
| chd10\_f | (factor) “chd” or “chd\_no” in next ten years |
| age | in years (range is 32 to 70) |
| cigs | number of cigarettes smoked per day |
| educ | 4-level factor: educational attainment |
| hrate | heart rate in beats per minute |
| sbp | systolic blood pressure in mm Hg |
| stroke | 1 = history of stroke, else 0 |

## Steps we’ll describe today

1. Prepare our (binary) outcome.
2. Split the data into training and testing samples.
3. Build a recipe for our model.
   * Specify roles for outcome and predictors.
   * Deal with missing data in a reasonable way.
   * Complete all necessary pre-processing so we can fit models.
4. Specify a modeling engine for each fit we will create.

## Steps we’ll describe today

1. Create a workflow for each engine and fit model to the training data.
2. Compare coefficients graphically from two modeling approaches.
3. Assess performance in the models we create in the training data.
4. Compare multiple models based on their performance in test data.

Key Reference: Kuhn and Silge, [Tidy Modeling with R](https://www.tmwr.org/)

## Stage 1. Prepare our outcome.

To do logistic regression using tidymodels, we’ll want our binary outcome to be a factor variable.

str(fram\_new$chd10\_f)

Factor w/ 2 levels "chd\_no","chd": 1 1 1 2 1 1 2 1 1 1 ...

fram\_new |> tabyl(chd10\_f, chd10\_n)

chd10\_f 0 1  
 chd\_no 3594 0  
 chd 0 644

## Working with Binary Outcome Models

Does Pr(CHD in next ten years) look higher for *older* or *younger* people?

ggplot(fram\_new, aes(x = age, y = chd10\_f)) +   
 geom\_violin(fill = "wheat") +  
 geom\_boxplot(fill = "turquoise", width = 0.3, notch = TRUE)

![](data:image/png;base64,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)

fram\_new |> group\_by(chd10\_f) |>   
 summarize(n = n(), mean(age), sd(age), median(age)) |>  
 gt() |> fmt\_number(decimals = 2) |> tab\_options(table.font.size = 20)

| chd10\_f | n | mean(age) | sd(age) | median(age) |
| --- | --- | --- | --- | --- |
| chd\_no | 3,594.00 | 48.77 | 8.41 | 48.00 |
| chd | 644.00 | 54.15 | 8.01 | 55.00 |

## So what do we expect in this model?

Pr(CHD in next ten years) looks higher for *older* people?

If we predict log(odds(CHD in next ten years)), we want to ensure that value will be **rising** with increased age.

So, for the mage\_1 model below, what sign do we expect for the slope of age?

mage\_1 <- glm(chd10\_f ~ age, family = binomial,   
 data = fram\_new)

## Results for mage\_1

tidy(mage\_1) |>   
 gt() |> fmt\_number(decimals = 3) |> tab\_options(table.font.size = 20)

| term | estimate | std.error | statistic | p.value |
| --- | --- | --- | --- | --- |
| (Intercept) | -5.558 | 0.284 | -19.585 | 0.000 |
| age | 0.075 | 0.005 | 14.166 | 0.000 |

tidy(mage\_1, exponentiate = TRUE) |>   
 gt() |> fmt\_number(decimals = 3) |> tab\_options(table.font.size = 20)

| term | estimate | std.error | statistic | p.value |
| --- | --- | --- | --- | --- |
| (Intercept) | 0.004 | 0.284 | -19.585 | 0.000 |
| age | 1.077 | 0.005 | 14.166 | 0.000 |

## Stage 2. Split the data into training/test samples.

set.seed(2022432)  
  
fram\_splits <-   
 initial\_split(fram\_new, prop = 3/4, strata = chd10\_f)  
  
fram\_train <- training(fram\_splits)  
fram\_test <- testing(fram\_splits)

### Did the stratification work?

fram\_train |> tabyl(chd10\_f)

chd10\_f n percent  
 chd\_no 2695 0.8480176  
 chd 483 0.1519824

fram\_test |> tabyl(chd10\_f)

chd10\_f n percent  
 chd\_no 899 0.8481132  
 chd 161 0.1518868

## Stage 3. Build a recipe for our model.

fram\_rec <-   
 recipe(chd10\_f ~ age + cigs + educ + hrate +   
 sbp + stroke, data = fram\_new) |>  
 step\_impute\_bag(all\_predictors()) |>  
 step\_dummy(all\_nominal(), -all\_outcomes()) |>  
 step\_normalize(all\_predictors())

1. Specify the roles for the outcome and the predictors.
2. Use bagged trees to impute missing values in predictors.
3. Form dummy variables to represent all categorical variables.
   * Forgetting the -all\_outcomes() wasted a half hour of my life, so learn from my mistake.
4. Normalize (subtract mean and divide by SD) all quantitative predictors.

## Stage 4. Specify engines for our fit(s).

fram\_glm\_model <-   
 logistic\_reg() |>   
 set\_engine("glm")  
  
prior\_dist <- rstanarm::normal(0, 3)  
  
fram\_stan\_model <- logistic\_reg() |>  
 set\_engine("stan",  
 prior\_intercept = prior\_dist,  
 prior = prior\_dist)

## Working with rstanarm

* I recommend How To Use the rstanarm Package at <http://mc-stan.org/rstanarm/articles/rstanarm.html>
* rstanarm models have default prior distributions for their parameters. These are discussed at <http://mc-stan.org/rstanarm/articles/priors.html>

In general, the default priors are *weakly informative* rather than flat. They are designed to help stabilize computation.

## Stage 5. Create a workflow and fit model(s).

fram\_glm\_wf <- workflow() |>  
 add\_model(fram\_glm\_model) |>  
 add\_recipe(fram\_rec)  
  
fram\_stan\_wf <- workflow() |>  
 add\_model(fram\_stan\_model) |>  
 add\_recipe(fram\_rec)

Ready to fit the models?

## Fit the glm and stan models

fit\_A <- fit(fram\_glm\_wf, fram\_train)  
  
set.seed(432)  
fit\_B <- fit(fram\_stan\_wf, fram\_train)

## Produce tidied coefficients (log odds scale)

A\_tidy <- tidy(fit\_A, conf.int = T) |>  
 mutate(modname = "glm")  
  
B\_tidy <- broom.mixed::tidy(fit\_B, conf.int = T) |>  
 mutate(modname = "stan")  
  
coefs\_comp <- bind\_rows(A\_tidy, B\_tidy)

That’s set us up for some plotting.

## Stage 6. Compare fit coefficients.

ggplot(coefs\_comp, aes(x = term, y = estimate, col = modname,  
 ymin = conf.low, ymax = conf.high)) +  
 geom\_point(position = position\_dodge2(width = 0.4)) +  
 geom\_pointrange(position = position\_dodge2(width = 0.4)) +  
 geom\_hline(yintercept = 0, lty = "dashed") +  
 coord\_flip() +  
 labs(x = "",   
 y = "Estimate (with 95% CI) on log odds scale",  
 title = "Comparing the coefficients")
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## Can we compare coefficients as odds ratios?

A\_odds <- A\_tidy |>   
 mutate(odds = exp(estimate),  
 odds\_low = exp(conf.low),  
 odds\_high = exp(conf.high)) |>  
 filter(term != "(Intercept)") |>  
 select(modname, term, odds, odds\_low, odds\_high)  
  
head(A\_odds, 2)

# A tibble: 2 × 5  
 modname term odds odds\_low odds\_high  
 <chr> <chr> <dbl> <dbl> <dbl>  
1 glm age 1.76 1.57 1.99  
2 glm cigs 1.37 1.24 1.51

Then repeat to create B\_odds (see next slide)

## Creating B\_odds

B\_odds <- B\_tidy |>   
 mutate(odds = exp(estimate),  
 odds\_low = exp(conf.low),  
 odds\_high = exp(conf.high)) |>  
 filter(term != "(Intercept)") |>  
 select(modname, term, odds, odds\_low, odds\_high)

## Combined Results (Odds Ratios)

odds\_comp <- bind\_rows(A\_odds, B\_odds)  
  
ggplot(odds\_comp, aes(x = term, y = odds, col = modname,  
 ymin = odds\_low, ymax = odds\_high)) +  
 geom\_point(position = position\_dodge2(width = 0.4)) +  
 geom\_pointrange(position = position\_dodge2(width = 0.4)) +  
 geom\_hline(yintercept = 1, lty = "dashed") +  
 coord\_flip() +  
 labs(x = "", y = "Odds Ratio estimate (with 95% CI)",  
 title = "Comparing Coefficients as Odds Ratios")
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## Stage 7. Assess training sample performance.

1. We’ll make predictions for the training sample using each model, and use them to find the C statistic and plot the ROC curve.
2. We’ll show some other summaries of performance in the training sample.

## Make Predictions with fit\_A

We’ll start by using the glm model fit\_A to make predictions.

glm\_probs <-   
 predict(fit\_A, fram\_train, type = "prob") |>  
 bind\_cols(fram\_train |> select(chd10\_f))  
  
head(glm\_probs, 4)

# A tibble: 4 × 3  
 .pred\_chd\_no .pred\_chd chd10\_f  
 <dbl> <dbl> <fct>   
1 0.759 0.241 chd   
2 0.917 0.0826 chd   
3 0.911 0.0892 chd   
4 0.889 0.111 chd

## Obtain C statistic for fit\_A

Next, we’ll use roc\_auc from yardstick. This assumes that the first level of chd10\_f is the thing we’re trying to predict. Is that true in our case?

fram\_train |> tabyl(chd10\_f)

chd10\_f n percent  
 chd\_no 2695 0.8480176  
 chd 483 0.1519824

## Do we want to predict the first level of chd\_f?

No. We want to predict the second level: chd. So we need to switch the event\_level to “second”, like this.

glm\_probs |> roc\_auc(chd10\_f, .pred\_chd,   
 event\_level = "second") |>  
 gt() |> fmt\_number(decimals = 5) |> tab\_options(table.font.size = 20)

| .metric | .estimator | .estimate |
| --- | --- | --- |
| roc\_auc | binary | 0.71860 |

## Can we plot the ROC curve for fit\_A?

glm\_roc <- glm\_probs |>  
 roc\_curve(chd10\_f, .pred\_chd, event\_level = "second")  
autoplot(glm\_roc)
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* We saw on the prior slide that our C statistic for the glm fit is 0.719.

## Make Predictions with fit\_B

We’ll use the stan model fit\_B to make predictions.

stan\_probs <-   
 predict(fit\_B, fram\_train, type = "prob") |>  
 bind\_cols(fram\_train |> select(chd10\_f))

Now, we’ll obtain the C statistic for fit\_B

stan\_probs |>   
 roc\_auc(chd10\_f, .pred\_chd,   
 event\_level = "second") |>  
 gt() |> fmt\_number(decimals = 5) |> tab\_options(table.font.size = 20)

| .metric | .estimator | .estimate |
| --- | --- | --- |
| roc\_auc | binary | 0.71861 |

## Plotting the ROC curve for fit\_B?

stan\_roc <- stan\_probs |>  
 roc\_curve(chd10\_f, .pred\_chd, event\_level = "second")  
autoplot(stan\_roc)

![](data:image/png;base64,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)

* Our C statistic for the stan fit is also 0.719.

## Other available summaries from yardstick

For a logistic regression where we’re willing to specify a decision rule, we can consider:

* Conf\_mat which produces a confusion matrix if we specify a decision rule.
  + There is a way to tidy a confusion matrix, summarize it with summary() and autoplot it with either a mosaic or a heatmap.

## Other yardstick summaries

* accuracy = proportion of the data that are predicted correctly
* kap is very similar to accuracy but is normalized by the accuracy that would be expected by chance alone and is most useful when one or more classes dominate the distribution - attributed to Cohen (1960)
* sens = sensitivity and spec specificity
* ppv positive predictive value and npv negative predictive value

## Establishing a decision rule for the glm fit

Let’s use .pred\_chd > 0.2 for now to indicate a prediction of chd.

glm\_probs <-   
 predict(fit\_A, fram\_train, type = "prob") |>  
 bind\_cols(fram\_train |> select(chd10\_f)) |>  
 mutate(chd10\_pre =   
 ifelse(.pred\_chd > 0.2, "chd", "chd\_no")) |>  
 mutate(chd10\_pre = fct\_relevel(factor(chd10\_pre),  
 "chd\_no"))  
  
glm\_probs |> tabyl(chd10\_pre, chd10\_f)

chd10\_pre chd\_no chd  
 chd\_no 2144 234  
 chd 551 249

## Why didn’t I use .pred\_chd > 0.5?

glm\_probs5 <-   
 predict(fit\_A, fram\_train, type = "prob") |>  
 bind\_cols(fram\_train |> select(chd10\_f)) |>  
 mutate(chd10\_pre =   
 ifelse(.pred\_chd > 0.5, "chd", "chd\_no")) |>  
 mutate(chd10\_pre = fct\_relevel(factor(chd10\_pre),  
 "chd\_no"))  
  
glm\_probs5 |> tabyl(chd10\_pre)

chd10\_pre n percent  
 chd\_no 3138 0.98741347  
 chd 40 0.01258653

## What can we run now?

conf\_mat(glm\_probs, truth = chd10\_f, estimate = chd10\_pre)

Truth  
Prediction chd\_no chd  
 chd\_no 2144 234  
 chd 551 249

metrics(glm\_probs, truth = chd10\_f, estimate = chd10\_pre)

# A tibble: 2 × 3  
 .metric .estimator .estimate  
 <chr> <chr> <dbl>  
1 accuracy binary 0.753  
2 kap binary 0.245

## Plot confusion matrix for glm fit?

conf\_mat(glm\_probs,   
 truth = chd10\_f, estimate = chd10\_pre) |>   
 autoplot(type = "heatmap")
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## More Confusion Matrix Summaries?

Other available metrics include:

* sensitivity, specificity, positive predictive value, negative predictive value, and the statistics below.

conf\_mat(glm\_probs, truth = chd10\_f, estimate = chd10\_pre) |>   
 summary() |> slice(7:13)

# A tibble: 7 × 3  
 .metric .estimator .estimate  
 <chr> <chr> <dbl>  
1 mcc binary 0.257  
2 j\_index binary 0.311  
3 bal\_accuracy binary 0.656  
4 detection\_prevalence binary 0.748  
5 precision binary 0.902  
6 recall binary 0.796  
7 f\_meas binary 0.845

## Establishing a decision rule for the stan fit

Let’s also use .pred\_chd > 0.2 to indicate a prediction of chd.

stan\_probs <-   
 predict(fit\_B, fram\_train, type = "prob") |>  
 bind\_cols(fram\_train |> select(chd10\_f)) |>  
 mutate(chd10\_pre =   
 ifelse(.pred\_chd > 0.2, "chd", "chd\_no")) |>  
 mutate(chd10\_pre = fct\_relevel(factor(chd10\_pre),  
 "chd\_no"))

## Confusion Matrix and Basic Metrics

conf\_mat(stan\_probs, truth = chd10\_f, estimate = chd10\_pre)

Truth  
Prediction chd\_no chd  
 chd\_no 2150 235  
 chd 545 248

metrics(stan\_probs, truth = chd10\_f, estimate = chd10\_pre)

# A tibble: 2 × 3  
 .metric .estimator .estimate  
 <chr> <chr> <dbl>  
1 accuracy binary 0.755  
2 kap binary 0.246

## Plot a confusion matrix for stan fit

conf\_mat(stan\_probs,   
 truth = chd10\_f, estimate = chd10\_pre) |>   
 autoplot(type = "mosaic")
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## More Confusion Matrix Summaries?

conf\_mat(stan\_probs,   
 truth = chd10\_f, estimate = chd10\_pre) |>   
 summary()

# A tibble: 13 × 3  
 .metric .estimator .estimate  
 <chr> <chr> <dbl>  
 1 accuracy binary 0.755  
 2 kap binary 0.246  
 3 sens binary 0.798  
 4 spec binary 0.513  
 5 ppv binary 0.901  
 6 npv binary 0.313  
 7 mcc binary 0.258  
 8 j\_index binary 0.311  
 9 bal\_accuracy binary 0.656  
10 detection\_prevalence binary 0.750  
11 precision binary 0.901  
12 recall binary 0.798  
13 f\_meas binary 0.846

## Stage 8. Assess test sample performance.

glm\_test <-   
 predict(fit\_A, fram\_test, type = "prob") |>  
 bind\_cols(fram\_test |> select(chd10\_f))  
  
stan\_test <-   
 predict(fit\_B, fram\_test, type = "prob") |>  
 bind\_cols(fram\_test |> select(chd10\_f))

## Test Sample C statistic comparison?

glm\_test |> roc\_auc(chd10\_f, .pred\_chd,   
 event\_level = "second") |>  
 gt() |> fmt\_number(decimals = 4) |> tab\_options(table.font.size = 20)

| .metric | .estimator | .estimate |
| --- | --- | --- |
| roc\_auc | binary | 0.7231 |

stan\_test |> roc\_auc(chd10\_f, .pred\_chd,   
 event\_level = "second") |>  
 gt() |> fmt\_number(decimals = 4) |> tab\_options(table.font.size = 20)

| .metric | .estimator | .estimate |
| --- | --- | --- |
| roc\_auc | binary | 0.7229 |

## What’s Next?

A little bit of K-Means Clustering and Principal Components Analysis