### ### 算法切换-添加新的导航算法

系统提供了六种不同的全局路径规划算法，算法的切换接口在文件：`~/catkin\_ws/src/navigation/move\_base/src/move\_base.cpp` 的第119行起：
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注释表明了第128行变量 `global\_planner` 可能取的值，其中每一行代表了一种全局路径规划算法。若想要切换算法，需要修改该值为想要使用的算法名称。同时，需要修改 `~/catkin\_ws/src/navigation/move\_base/cfg/MoveBase.cfg` 文件第9行末尾为相同的内容：
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修改完毕后需要退回 `~/catkin\_ws` 目录下执行 `catkin\_make` 并重新打开终端以便刷新环境，使得修改生效。
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同样地，想要添加新的导航算法，系统也提供好了模板。在目录 `~/catkin\_ws/src/dstar` 下存放着 `DStar` 算法的源码模板，其中包含了源码 `src` 文件夹、包含文件 `include` 文件夹、`plugin.xml` 文件、`CMakeList.txt` 文件和 `package.xml` 文件。通过这些文件模板的实现可以创建自己新的路径规划算法，创建后的算法同样修改上面所述的两个文件即可。

### ### 局部路径规划参数分析

系统使用的默认局部路径规划算法是 `DWA` 算法，其源码的位置在 `~/catkin\_ws/src/navigation/dwa\_local\_planner` 目录下。局部路径规划与全局路径规划不同之处在于，其并非根据全局地图信息计算起点到终点的最优解，而是贴合全局路径规划路径的方向，结合传感器数据实时感知环境变化，直接控制机器人底盘。换言之，机器人运行的直接控制在局部路径规划模块，其使得机器人在局部环境中拥有行进和避障的能力。

![11](images/11.png)

局部路径规划算法中的一系列参数对机器人运行起着决定性作用。上图是本系统局部路径规划参数设置文件的部分，是位于 `/opt/ros/kinetic/share/turtlebot\_navigation/param` 目录下的 `dwa\_local\_planner\_params` 。参数的作用已经如注释标注，分别控制机器人运动的线速度、角速度、线加速度、角加速度等等。参数应根据机器人实际情况而设定，例如如果机器人承担着运送物品的任务时，应当适当降低其线加速度，避免机器人质量较大惯性较大时，加速减速容易产生的不稳定。

在本系统中，经实验证实如果按照默认的参数配置，机器人容易产生一遍旋转一遍前进，或者较为严重的S形前进的现象。机器人总体上会沿着路径规划的方向行进，但当机器人需要转向超过90°时，其旋转运动和平移运动不能很好地匹配，机器人会呈现出旋转着前进或S形前进的姿态，并且恰好在转至偏离目的地时重新规划路径，对时间和计算资源都是一种耗费，并且无法在沿途正常地收集摄像机视频数据。

上述问题可以仅通过修改参数而不调整算法来实现。经分析，机器人出现出现旋转前进或S形前进的原因在于，其旋转运动和平移运动几乎同时进行时，在旋转至所需姿态后，机器人的旋转惯性使得其难免地向反方向偏离姿态，局部路径规划通过传感器检测到偏离航向，此时恰好全局路径规划以固定的频率更新规划，新路径根据偏离的方向重新控制底盘运动，重新旋转至目标方向，然后重复上述过程。

因此解决上述问题一方面在于控制旋转到正确方向时反向偏离不至于过大，另一方面在于控制重新规划路径的频率，使得一次路径规划至少能保证机器人在平滑的路线上平稳运行。根据实验分析，最优的参数如下：首先修改 `/opt/ros/kinetic/share/turtlebot\_navigation/param/dwa\_local\_planner\_params.yaml` 文件第18行最大旋转速度 `max\_rot\_vel` 变量，放慢旋转速度起到控制旋转至正确姿态后偏离角度的作用。其次修改 `/opt/ros/kinetic/share/turtlebot\_navigation/param/move\_base\_params.yaml` 第11行的 `planner\_frequency` 变量，使得重新规划路径的频率降低，让每一次路径规划充分发挥作用。

下面是控制 `planner\_frequency` 为1.0不变，改变最大旋转速度 `max\_rot\_vel` 对转向导航过程的影响。全局路径规划算法选用了 `navfn/NavfnROS` ，目标点设定8号书架，即机器人起始位置姿态后方约20米处，起始和目标点直线距离之间没有障碍物。机器人运动过程大体为：首先从背向目标点转为朝向目标点方向，随后会经历一段的S形抖动前进，最后能够基本贴合规划的路径正常前进。

| `max\_rot\_vel` | 转向时间/s | S形抖动前进时间/s | 正常前进时间/s | 任务总时间/s |

| ------------- | ---------- | ----------------- | -------------- | ------------ |

| 5.0 | 4.18 | 24.55 | 10.75 | 39.48 |

| 3.0 | 4.20 | 11.56 | 19.33 | 35.60 |

| 2.0 | 4.47 | 11.46 | 19.79 | 35.73 |

| 1.75 | 4.38 | 8.93 | 20.99 | 34.31 |

| 1.5 | 4.21 | 2.65 | 24.21 | 31.08 |

| 1.25 | 4.58 | 1.03 | 25.97 | 31.59 |

| 1.0 | 6.67 | 0.20 | 27.01 | 33.89 |

可以看出最大旋转速度 `max\_rot\_vel` 从5.0降低为1.5的过程，由于旋转速度被限制，转向时间会波动增加，但S形抖动前进的时间会明显降低，正常行进的时间随之增加，但由于正常前进节省了转向和多走路程的时间，任务的总时间会降低，性能得到提升。而 `max\_rot\_vel` 从1.5进一步降低到1.0时，转向时间有较为明显的增加，换来的利好是S形抖动消失。虽然1.0时任务总时间反而有增加趋势，但我们推测是由于S形前进时重新规划路径获取的较大加速度抵消了部分S形抖动多走路程花去的时间。为了消除抖动，使机器人运行平稳以便运送物品或传回稳定的视频画面，我们建议在此情境下使用 `max\_rot\_vel` 参数为1.0。

`planner\_frequency` 对于消除S形抖动起到的作用并不大，其主要用于调控边转圈边前进的情况。该实验过程较为简单，经试验发现对于边旋转边前进的现象，在 `max\_rot\_vel` 取值1.0的基础上将 `planner\_frequency` 下调至0.1可以消除旋转前进的现象。

### ### 全局路径规划算法分析

系统提供了六种全局路径规划算法，这些算法各有优劣，适用于不同情境的导航，用户可以根据情景选用不同的导航算法。下面对不同的导航算法加以定性分析：

#### `navfn/NavfnROS`

`navfn/NavfnROS` 算法是 `ROS` 官ijkstra` 和 `A\*` 算法。算法整体性能优异，能够以较快的速度直接规划出完整地图中较远距离目标点的路径，在一般复杂程度情境下（例如系统给出的默认方代码包最初实现的全局路径规划算法，实现了简单 `D地图）运行稳定性极佳。

该算法的缺点在于，只能规划出前往已知地图范围内的目标点。当收到一个处于障碍，例如墙壁之中的目标点，或地图范围之外的目标点时，算法会陷入计算 `costmap` 的循环，在较长时间计算之后才会报告无法规划路径。算法没有探索性能，容错的反应性能同样不佳。

#### `global\_planner/GlobalPlanner`

`global\_planner/GlobalPlanner` 是对 `navfn/NavfnROS` 包的修复和升级版本，同样实现了 `Dijkstra` 和 `A\*` 算法，但修复了 `navfn/NavfnROS` 包已知的一些错误，并调整算法结构和具体实现，实现了计算性能上的升级。相对 `navfn/NavfnROS` 而言计算速度更快，规划路径更平滑，路径线长度更短（减少了不必要的转向），是运行本系统默认地图推荐的最佳算法。

由于同样采用 `Dijkstra` 和 `A\*` ，`global\_planner/GlobalPlanner` 包与 `navfn/NavfnROS` 的缺点相同，同样无法规划出障碍物之中或地图范围之外目标点的路径，没有探索性能。

#### `carrot\_planner/CarrotPlanner`

`carrot\_planner/CarrotPlanner` 实现了最简单的路径规划算法——总是规划出到达目标点最短的直线路径。这样简单到古朴的路径规划算法是双刃剑一样的存在。一方面，其巨大劣势在于复杂地形条件下几乎无法完成任务，当前点和目标点之间的任何物体都会挡住机器人前进的步伐，并且没有避障能力。可以说在绝大多数常规导航情境下，`carrot\_planner/CarrotPlanner` 都不应当被作为主要的全局路径规划算法。
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但如上图所示，`carrot\_planner/CarrotPlanner` 一大独有的优势在于其良好的探索能力。当算法检测到目标点不在地图范围内，或位于障碍物之中时，算法会将距离原目标点最近的地图中的点作为目标点。这种特性使得算法可以尽可能地接近目标点，而不是像其他算法那样无法规划路径。另一方面，`carrot\_planner/CarrotPlanner` 总是规划出最短的直线路径，这在某些特殊情境下相对其他算法拥有不可比拟的优势，例如简单空旷的地图，或者在跟随问题上，算法运行的效率极高，是最适合实现跟随算法的全局路径规划。

#### `dstar\_global\_planner/DStarPlannerROS`

`DStar` 算法是颇负盛名的路径规划算法之一，但简单的 `DStar` 被我们在实践中证实，其劣势并不能完全弥优势。`dstar\_global\_planner/DStarPlannerROS` 拥有规划出的路径准确、最短且平滑的优秀特性，机器人运行会更加顺滑，也能在避障的前提下寻找到最近最优的路径。

但在实践中，`DStar` 不可挽回的劣势在于其对计算机算力的消耗，这使得在仿真实践中（至少在我们的计算机上）实践效果不佳。在不太长距离的目标计算路径规划过程中，仿真环境中大约10~15米的直线距离需要计算超过20秒，而更远的目标常常计算出路径规划失败，不可达的结果。除此之外，太过复杂的地形也无法在可以容忍的时间内计算出结果。我们推测在实际情境下使用算力更强的主机可以发挥算法的优势，但在仿真环境中不推荐使用 `DStar` 算法。

#### `RAstar\_planner/RAstarPlannerROS`

`RAstar\_planner/RAstarPlannerROS` 实现的是 `Relaxed A\*` 算法，是对 `A\*` 算法的改良，相对 `global\_planner/GlobalPlanner` 中实现的 `A\*` 算法进一步提高了运行速度，在仿真实践中几乎感受不到路径规划的计算时间，在系统的六种路径规划中属最优。

`Relaxed A\*` 算法规划路径实质上是采用了局部路径规划“代替”全局路径规划，才可以达到起始阶段极佳的运算速度。首先朝向重点的大致方向行进，在路途中进一步计算以调整前进方向。但这种做法在收获更好的计算效率的同时会带来路径规划的误差，在准确性方面不如 `global\_planner/GlobalPlanner` ，而在规划出路径的线长度方面不如 `dstar\_global\_planner/DStarPlannerROS` ，不过在本实验搭建的环境中足以表现出合格的路径规划表现。

#### `rrt\_plan/rrt\_planner`

`rrt\_plan/rrt\_planner` 是基于快速扩展随机树的路径规划算法，与其他算法不同的是，`RRT` 通过对采样点进行碰撞检测而避免了对整个空间的建模，能快速而有效地搜索高维空间。因此 `RRT` 的优势在于复杂地形的快速路径搜索，而对于自由度较高的机器人也显得更有优势，例如高自由度的机械臂在三维空间中的避障运动等。在实践中，由于我们搭建的地图地形复杂程度一般，所以并没有特别体现出算法运算速度的优势。
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但另一方面，`RRT` 是概率完备但非最优的，即 `RRT` 规划出的路径可能与真正的最优路径有一定的差距。如上图，`RRT` 规划的路径与采样点有关，而点与点之间直接通过线段相连，这使得最终规划的路径是折线，并不平滑，并且可能有急转弯，机器人实际运行时无法严格依据路径行驶，转弯的增多也使得机器人运行时间相应地增长。

下面是仿真实验中各个算法在不同任务中的表现，其中简单路径是目标点与起始点直线距离之间无障碍物的，复杂路径需要算法选择是否穿越地图中心矩形以求得最短路径，远距离路径运行了正方形地图的对角线。

| 算法 | 简单路径运行时间/s | 复杂路径运行时间/s | 远距离路径运行时间/s | 远距离路径计算用时/s | 障碍物之中的目标点 |

| ------------------ | ------------------ | ------------------ | -------------------- | -------------------- | ------------------ |

| `NavfnROS` | 30.19 | 35.39 | 62.20 | 0.89 | 陷入循环 |

| `GlobalPlanner` | 31.44 | 51.09 | 60.72 | 0.75 | 立即报告失败 |

| `CarrotPlanner` | 27.98 | 失败 | 失败 | -- | 接近目标点 |

| `DStarPlannerROS` | 70.31 | 失败 | 失败 | -- | 计算报告失败 |

| `RAstarPlannerROS` | 31.53 | 39.25 | 88.25 | 毫秒级 | 立即报告失败 |

| `rrt\_planner` | 38.45 | 42.60 | 80.06 | 0.32 | 陷入循环 |