我们的目标是,4A, 4A, 4A ！！！

# 基本操作

## C++ 常用头文件和宏定义

* 一了百了

#include <bits/stdc++.h>

* 大军来袭

#include<cstdio>  
#include<cstring>  
#include<algorithm>  
#include<iostream>  
#include<string>  
#include<vector>  
#include<stack>  
#include<bitset>  
#include<cstdlib>  
#include<cmath>  
#include<set>  
#include<list>  
#include<deque>  
#include<map>  
#include<queue>

* 宏定义

#define FF(a,b) for(int a=0;a<b;a++)  
#define F(a,b) for(int a=1;a<=b;a++)  
#define LEN 200  
#define INF ((1<<30)-1)  
#define bug(x) cout<<#x<<"="<<x<<endl;  
// 把INF定义为(INF+INF)还能保证不溢出的一个数  
/\*  
INF+INF=2147483646  
0x7FFFFFFF=2147483647  
\*/  
using namespace std;  
typedef long long ll;  
const double pi=acos(-1);

## 输入输出

* double

1. 输入：%lf
2. 输出：%f

* scanf

**返回值解析**：

1. 返回正确读入的参数个数。
2. 遇到文件结尾，返回EOF，也就是-1
3. 安全的获取一行：fgets (buf, MAX, stdin)

* printf

1. 补前导0：%02d：总宽度为2，不足用0补
2. 设置精度：%.2f保留两位小数

* 输入流输出流

1. 关同步

std::ios::sync\_with\_stdio(false)

1. 获取一行

cin.get(name,SIZE); //回车保留在输入队列中  
cin.getline(name,SIZE); //回车被清除

1. 设置输出精度

cout<<setprecision(2)<<a; //输出: 123.45

1. 设置前导零：

cout<<setfill('0')<<setw(4)<<value<<endl;

## 二分

### 原生实现lower\_bound和upper\_bound

https://www.luogu.org/problemnew/show/P3366

* lower\_bound

int l=0; //初始化 l ，为第一个合法地址  
 int r=10; //初始化 r , 地址的结束地址  
 int mid;  
 while(l<r) {  
 mid=(l+r)/2;  
 if(arr[mid]>=obj){  
 r=mid;  
 }else{  
 l=mid+1;  
 }  
 }

* upper\_bound

int l=0; //初始化 l ，为第一个合法地址  
 int r=10; //初始化 r , 地址的结束地址  
 int mid;  
 while(l<r) {  
 mid=(l+r)/2;  
 if(arr[mid]>obj){ //没有=符号是与上文算法唯一的区别  
 r=mid;  
 }else{  
 l=mid+1;  
 }  
 }

## 排序

### 结构体排序

* 结构体内重载小于符号

bool operator < (const Node& obj) const  
{  
 return d<obj.d; //从小到大排序  
}

* 结构体外定义cmp函数

int cmp(const Node&a,const Node&b){  
 return a.d<b.d;//从小到大排序  
}

### 多属性按优先级排序

int cmp(Node& a,Node& b) {  
 if(a.name!=b.name) //最高优先级  
 return a.name<b.name;  
 else if(this.id!=o.id)  
 return a.id-b.id;  
 else  
 return a.credit-b.credit;  
}

# 图论

## 基本数据结构

### 链式前向星

* 数据结构定义

VN是题目指定的最大顶点数, EN是题目指定的最大边数

//---------------------链式前向星----------------------------  
int head[VN]; //记录源点u在mp中第一个地址i=head[u] 调用完之后就可以用mp[i]访问边表mp  
int cnt=0; //边表下标，随着数据的录入而扩张  
struct edge{ //边  
 int to,next,w;  
};  
edge mp[EN\*2]; //边表  
void add(int u,int v,int w){ //增加边  
 mp[cnt].to=v;  
 mp[cnt].w=w;  
 mp[cnt].next=head[u]; //指向源点u所构成的静态链表的头结点。如果是首次构造链，head[u]=-1 ,相当于NULL  
 head[u]=cnt++; //更新当前地址  
}  
void init\_mp(){  
 fill(head,head+VN,-1);  
}  
//---------------------链式前向星----------------------------

* 使用

首先必须在录入边表数据之前进行初始化

init\_mp();

对于无向图,一定要注意对两个方向的顶点同时进行加边操作

FF(i,M){  
 int a,b,w;  
 scanf("%d%d%d",&a,&b,&w);  
 add(a,b,w);  
 add(b,a,w);  
 }

遍历: 对u的邻接点遍历, i 代表的是边表下标, to 代表邻接点, w 代表边权

for(int i=head[u];~i;i=mp[i].next){ //链式前向星遍历  
 int to=mp[i].to; //链式前向星: u 的后继点 to  
 int w=mp[i].w; //链式前向星: u -> to 边权  
 }

### 堆优化

* 数据结构定义

优先队列默认是大根堆

定义新的比较规则cmp, 重载priority\_queue, 按dist[index]的值升序排列

//---------------------堆优化----------------------------  
struct cmp{  
 bool operator () (int a,int b){  
 return dist[a]>dist[b];  
 }  
};  
priority\_queue<int,vector<int>,cmp> pq;  
//---------------------堆优化----------------------------

* 在dijkstra使用

下文所有有注释的都是相对于非堆优化, 需要增删的内容

fill(dist,dist+LEN,MAX);  
dist[s]=0;  
pq.push(s); //优先队列入队初始化  
while(!pq.empty()){ //优先队列非空  
 int u=pq.top(); //寻找最小的dist[u]  
 pq.pop();  
 if(vis[u]) continue; //寻找最小的dist[u]  
 vis[u]=1;  
 for(int i=0;i<N;i++) if(!vis[i]){  
 if(dist[u]+g[u][i]<=dist[i]){ //一定要包含等于符号！！！！  
 dist[i]=dist[u]+g[u][i];  
 pq.push(i); //优先队列入队  
 }  
 }  
}

## 最短路径

### Floyd

void print\_via\_ij(int i,int j){  
 if(via[i][j]!=-1){  
 int k=via[i][j];   
 cout<<k<<"->";  
 print\_via\_ij(k,j);  
 }else{  
 cout<<j<<"->";  
 }  
}  
  
void floyd(){  
 for(int i=0;i<N;i++){ //初始化   
 for(int j=0;j<N;j++){  
 if(g[i][j]==0) g[i][j]=INF;  
 via[i][j]=-1;  
 A[i][j]=g[i][j];  
 }  
 }  
 for(int k=0;k<N;k++){ //临时点   
 for(int i=0;i<N;i++){  
 for(int j=0;j<N;j++){  
 if(A[i][j]>(A[i][k]+A[k][j])){  
 A[i][j]=A[i][k]+A[k][j];  
 via[i][j]=k;  
 }  
 }  
 }  
 }  
 //输出0到各点距离  
 int v=0;   
 for(int i=1;i<N;i++){  
 cout<<v<<"->";  
 print\_via\_ij(v,i);  
 cout<<endl;  
 }  
}

### 原生dijkstra

int N,M;  
int dist[VN];  
int pre[VN];  
int vis[VN];

void dijkstra(int s){  
 fill(dist,dist+N,INF);  
 fill(pre,pre+N,-1);  
 dist[s]=0;  
 pq.push(s); //优先队列初始化  
 while(!pq.empty()){ //优先队列非空  
 int u=pq.top(); //找到最小u点  
 pq.pop();  
 if(vis[u]) continue;//找到最小u点  
 vis[u]=1; //找到最近点,加入S集  
 for(int i=head[u];~i;i=mp[i].next){ //链式前向星遍历  
 int to=mp[i].to; //链式前向星: u 的后继点 to  
 int w=mp[i].w; //链式前向星: u -> to 边权  
 if(!vis[to]){ //松弛  
 if(dist[to] >= dist[u]+w) { //s->to >= s->u->to，一定要包含等于符号  
 dist[to] = dist[u] + w;  
 pre[to]=u;  
 pq.push(to);  
 }  
 }  
 }  
 }  
}

### 最短路计数

int pathc[VN]; //最短路条数

void dijkstra(int s,int e){  
 pathc[s]=1; //初始化源点最短路条数  
 ...................

if(!vis[to]){ //松弛  
 if(dist[to] > dist[u]+w) { //s->to > s->u->to  
 pathc[to] = pathc[u];  
 //其余公操作  
 }else if(dist[to]==dist[u]+w){  
 pathc[to] += pathc[u];  
 //其余公操作  
 }  
}

### 在有多条最短路的情况下, 寻找点权途经点权最大的最短路

int vw[VN]; //点权 vertex weight  
int by\_vw[VN]; //途经点权 bypass vertex weight

void dijkstra(int s,int e){  
 by\_vw[s]=vw[s];//初始化源点途经点权  
 ...................

if(!vis[to]){ //松弛  
 if(dist[to] > dist[u]+w) { //s->to > s->u->to  
 by\_vw[to]=by\_vw[u]+vw[to];  
 //其余公操作  
 }else if(dist[to]==dist[u]+w){  
 if(by\_vw[u]+vw[to] > by\_vw[to]){  
 by\_vw[to]=by\_vw[u]+vw[to];  
 }  
 }  
}

## 最小生成树

### 并查集优化Kruskal

//--------------------------并查集-----------------------------  
int fa[LEN];  
int init(){  
 int i;  
 FF(i,LEN) fa[i]=i;  
}  
int findFa(int x){  
 if(x==fa[x]) return x;  
 int r=x;  
 while(r!=fa[r]){//找到根节点  
 r=fa[r];  
 }  
 int t=x;  
 while(x!=fa[x]){//路径压缩  
 t=fa[x];  
 fa[x]=r;  
 x=t;  
 }  
 return r;  
}  
void Union(int a,int b){  
 int pa=findFa(a);  
 int pb=findFa(b);  
 fa[pa]=pb;  
}  
//--------------------------边表-----------------------------  
typedef struct Edge{//边表  
 int u,v,w;//两点和边权  
 //按照边权对边表进行排序  
 bool operator < (const Edge& obj) const  
 {  
 return w<obj.w; //从小到大排序  
 }  
}Edge;  
Edge edge[200010];  
//--------------------------主函数-----------------------------  
init(); //一定要初始化，不然拉闸  
int cnt=0,mst=0;  
FF(i,M){  
 scanf("%d%d%d",&edge[i].u,&edge[i].v,&edge[i].w);  
}  
sort(edge,edge+M);  
FF(i,M){  
 Edge &e=edge[i];  
 //Union操作  
 int pa=findFa(e.u);  
 int pb=findFa(e.v);  
 if(pa==pb)  
 continue;  
 fa[pa]=pb;  
 //更新MST  
 mst+=e.w;  
 cnt++;  
}  
if(cnt==N-1){  
 printf("%d\n",mst);  
}else{  
 printf("orz\n");  
}

### 堆优化Prim

还是有问题

https://www.luogu.org/problemnew/show/P3366

/---------------------其他数据结构----------------------------  
typedef struct Node{  
 int to,w;  
 Node(int to,int w):to(to),w(w){}  
}Node;  
vector<Node> g[VN];//邻接表  
int vis[VN];  
int dist[VN];  
//---------------------堆优化----------------------------  
struct cmp{  
 bool operator () (int a,int b){  
 return dist[a]>dist[b];  
 }  
};  
priority\_queue<int,vector<int>,cmp> pq;  
//---------------------主函数----------------------------  
 FF(i,N){ //初始化  
 dist[i]=INF;//初始化dist  
 }  
 FF(i,M){  
 int u,v,w;  
 scanf("%d%d%d",&u,&v,&w);  
 u--;v--;//用于顶点序号为[1,N]  
 g[u].push\_back(Node(v,w));  
 g[v].push\_back(Node(u,w));  
 }  
 int v=0;//初始化点  
 dist[v]=0; //第一次循环会自动将源点加入S集  
 pq.push(v);  
 int cnt=0;  
 int mst=0;  
 while(!pq.empty()&&cnt<=N){  
 int u=pq.top();  
 pq.pop();  
 if(vis[u]) continue;  
 vis[u]=1;//将dist值最小的点加入S集  
 mst+=dist[u];  
 cnt++;  
 //松弛操作  
 FF(i,g[u].size()){  
 int to=g[u][i].to;  
 int w=g[u][i].w;  
 if(vis[to]!=1 && dist[to]>w){  
 dist[to]=w;  
 pq.push(to);  
 }  
 }  
 }  
 if(cnt==N)  
 printf("%d\n",mst);  
 else  
 printf("orz\n");

# 数据结构

## 并查集

int fa[LEN];  
int init(){  
 int i;  
 FF(i,LEN) fa[i]=i;  
}  
int findFa(int x){  
 if(x==fa[x]) return x;  
 int r=x;  
 while(r!=fa[r]){//找到根节点  
 r=fa[r];  
 }  
 int t=x;  
 while(x!=fa[x]){//路径压缩  
 t=fa[x];  
 fa[x]=r;  
 x=t;  
 }  
 return r;  
}  
void Union(int a,int b){  
 int pa=findFa(a);  
 int pb=findFa(b);  
 fa[pa]=pb;  
}

## 二叉树的各类题型

https://www.cnblogs.com/TQCAI/p/8546737.html

### 根据前序+中序生成树

Node\* build\_tree(int ps,int pe,int is,int ie){//Node\* root=build\_tree(0,n-1,0,n-1);  
 if(ps>pe) return NULL;  
 if(ps==pe) return new Node(in[is]);  
 int i=is;  
 while(i<=ie && in[i]!=pre[ps]) i++;  
 Node \* node=new Node(in[i]);  
 int dLeft=i-is; //左侧元素数量  
 node->l=build\_tree(ps+1,ps+dLeft,is,is+dLeft-1);  
 node->r=build\_tree(ps+dLeft+1,pe,i+1,ie);  
 return node;  
}

### 根据后序+中序生成树

Node\* build\_tree(int ps,int pe,int is,int ie){//Node\* root=build\_tree(0,n-1,0,n-1);  
 if(ps>pe) return NULL;  
 if(ps==pe) return new Node(in[is]);  
 int i=is;  
 while(i<=ie && in[i]!=post[pe]) i++;  
 Node \* node=new Node(in[i]);  
 int dLeft=i-is; //左侧元素数量   
 node->l=build\_tree(ps,ps+dLeft-1,is,is+dLeft-1);  
 node->r=build\_tree(ps+dLeft,pe-1,i+1,ie);  
 return node;  
}

### 根据前序+中序生成后序：

//caution: should using initialize code: " t=0; "  
//pre + in -> post  
// pre\_start pre\_end in\_start in\_end  
void setPost(int ps,int pe,int is,int ie){  
 if(ps>pe)return;//null  
 if(ps==pe){  
 post[t++]=pre[ps];  
 }else{  
 //find the elem is the pair of preOrder (ps)  
 int i=is;  
 while(in[i]!=pre[ps] && i<ie) i++;//redirect  
 //left  
 setPost(ps+1, ps+i-is, is, i-1);  
 //right  
 setPost(ps+i-is+1, pe, i+1, ie);  
 //root  
 post[t++]=pre[ps];  
 }  
}

### 根据后序+中序生成后序：

//caution: should using initialize code: " t=0; "  
//post + in -> pre  
// post\_start post\_end in\_start in\_end  
void setPre(int ps,int pe,int is,int ie){  
 if(ps>pe)return;//null  
 if(ps==pe){  
 pre[t++]=post[ps];  
 }else{  
 //find the elem is the pair of preOrder (ps)  
 int i=is;  
 while(in[i]!=post[pe] && i<ie) i++;//redirect  
 //root  
 pre[t++]=post[pe];  
 //left  
 setPre(ps, ps+i-is-1, is, i-1);  
 //right  
 setPre(ps+i-is, pe-1, i+1, ie);  
 }  
}

### 根据前序+后序生成中序

#### 生成任意一个二叉树

void setIn(int preS,int preE,int postS,int postE){  
 if(preS>preE) return;  
 if(preS==preE){  
 in[t++]=pre[preS];  
 return;  
 }  
 int i=postS;  
 while(i<=postE-1 && post[i]!=pre[preS+1]) i++;  
 int ln=i-postS+1; //left\_num  
 if(i==postE-1){ //more than one condition  
 yes=0;  
 //默认找到的结点都为【左结点】。（如果想设置为“右结点”，可以改变setIn递归函数的位置）   
 setIn(preS+1,preS+ln,postS,postS+ln-1);  
 in[t++]=pre[preS];  
 return;  
 }  
 setIn(preS+1,preS+ln,postS,postS+ln-1);  
 in[t++]=pre[preS];  
 setIn(preS+ln+1,preE,postS+ln,postE-1);  
}

#### 计算有多少种二叉树

int cnt;  
void calc(int preS,int preE,int postS,int postE){  
 if(preS>=preE) return;  
 int i=postS;  
 while(i<=postE-1 && post[i]!=pre[preS+1]) i++;  
 int ln=i-postS+1; //left\_num  
 if(i==postE-1) cnt++;  
 calc(preS+1,preS+ln,postS,postS+ln-1);  
 calc(preS+ln+1,preE,postS+ln,postE-1);  
}

最后结果为pow(2,cnt)种结果

### 根据中序和层序来建树

* 数据结构

typedef struct Node{  
 int d;  
 struct Node\* l;   
 struct Node\* r;   
 Node(int d):d(d){  
 l=r=NULL;  
 }  
};   
Node \* root;  
map<int,int> num2index; //求一个数在中序中的索引   
int layer[LEN];  
int in[LEN];

* 核心代码

//主程序段调用  
for(int i=1;i<=n;i++){ //循环变量 i 遍历整个 layer 数组  
 j=1;  
 while(j<=n && in[j]!=layer[i]) j++; //找到in[j]==layer[i]  
 num2index[in[j]]=j; //这个数在中序中的索引  
 build\_tree(root,j);  
}  
//建树函数  
void build\_tree(Node\* & root,int i){// index of in  
 if(!root){  
 root=new Node(in[i]);  
 return;  
 }  
 int ri=num2index[root->d]; //root\_index;  
 if(i<ri) build\_tree(root->l,i);  
 else build\_tree(root->r,i);  
}

## AVL 树

这个很少考，先占个坑

https://www.cnblogs.com/TQCAI/p/8537110.html

## Huffman树

https://www.cnblogs.com/TQCAI/p/8538920.html

* 数据结构定义

int arr[100];  
typedef struct Node{  
 int d,l,r,i;  
 Node(int d=0):d(d){  
 l=-1;  
 r=-1;  
 }  
 bool operator < (const Node& obj) const  
 {  
 return d>obj.d; //因为要装入到大根堆的优先队列中  
 }  
}Node;  
  
Node nodes[100];//静态结点

* 初始化

int i,n=0;  
 while(~scanf("%d",&i)){  
 nodes[n]=Node(i);  
 nodes[n].i=n; //类似并查集，如果没有父结点，父结点就是自己  
 pq.push(nodes[n]);  
 n++;  
 }

* 建立Huffman树

while(pq.size()>1){ //最后只剩下一个结点  
 //从优先队列中拿出两个最小的结点  
 if(pq.empty())  
 break;  
 Node a=pq.top();  
 pq.pop();  
 if(pq.empty())  
 break;  
 Node b=pq.top();  
 pq.pop();  
 //构造一个新的结点  
 Node c(a.d+b.d);  
 c.l=a.i;  
 c.r=b.i;  
 nodes[n]=c; //放到新的静态区域中，并对n更新  
 c.i=n;  
 n++;  
 //把新的结点放入优先队列中  
 pq.push(c);  
 }

## 线段树

### 更新：区间加，查询：区间和

https://www.luogu.org/problemnew/show/P3372

#define LSON LS(p),l,mid  
#define RSON RS(p),mid+1,r  
#define LS(x) x<<1  
#define RS(x) x<<1|1  
#define MS ll mid=(l+r)>>1  
  
ll a[LEN];  
ll tree[LEN\*4]; //线段树  
ll lazy[LEN\*4]; //lazy优化  
  
inline void push\_up(ll p){  
 tree[p]=tree[LS(p)]+tree[RS(p)];  
}  
  
void build(ll p, ll l, ll r){  
 lazy[p]=0;  
 if(l==r){  
 tree[p]=a[l];  
 return;  
 }  
 MS;  
 build(LSON);  
 build(RSON);  
 push\_up(p);  
}  
  
inline void f(ll p,ll l,ll r,ll d){  
 lazy[p]+=d;  
 tree[p]+=d\*(r-l+1);  
}  
  
inline void push\_down(ll p,ll l,ll r){  
 ll mid=(l+r)>>1;  
 f(LSON,lazy[p]);  
 f(RSON,lazy[p]);  
 lazy[p]=0;  
}  
  
//update(nl,nr,1,1,N,d)  
inline void update(ll nl,ll nr,/\*固定域\*/ ll p, ll l, ll r,/\*查找域\*/ ll d){  
 if(nl<=l && r<=nr){  
 tree[p]+=d\*(r-l+1);  
 lazy[p]+=d;  
 return;  
 }  
 push\_down(p,l,r);  
 MS;  
 if(nl<=mid)  
 update(nl,nr,LSON,d);  
 if(mid<nr) // (mid+1)<=nr  
 update(nl,nr,RSON,d);  
 push\_up(p);  
}  
  
//query(nl,nr,1,1,N)  
ll query(ll nl,ll nr,/\*固定域\*/ ll p, ll l, ll r/\*查找域\*/){  
 ll res=0; //add  
 if(nl<=l && r<=nr)  
 return tree[p]; //modify  
 push\_down(p,l,r);  
 MS;  
 if(nl<=mid)  
 res+=query(nl,nr,LSON); //modify  
 if(mid<nr)  
 res+=query(nl,nr,RSON); //modify  
 return res; //add  
}

# 搜索法

## 连通增量

### 4连通增量

int dx[4]={0,0,1,-1};  
int dy[4]={1,-1,0,0};

### 8连通增量

int dir[8][2];  
int n;  
  
void build\_dir()  
{  
 int k=0;  
 FF(i,3)FF(j,3){  
 if(i==1 && j==1) continue;  
 dir[k][0]=i-1;  
 dir[k][1]=j-1;  
 k++;  
 }  
}

## DFS

### for外夹紧的DFS

https://blog.csdn.net/TQCAI666/article/details/86475929

//调用  
dfs(s);  
//dfs  
void dfs(int s){//当进入dfs(s)时，0～s-1的状态都已经完成  
 //退出区  
 if(s==e){ //终态。也可以在退出区剪枝  
 return; //一定要有返回   
 }  
 //入栈区  
 path.push\_back(s);  
 vis[s]=1;  
 //遍历区  
 for(i){  
 dfs(i);  
 }   
 //出栈区  
 vis[s]=0;  
 path.pop\_back();  
}

### for内夹紧的DFS

https://blog.csdn.net/TQCAI666/article/details/86475720

//调用  
vis[s]=1;//注意,如果初态不同,可能还会有循环  
dfs(s);  
vis[s]=0;  
//dfs  
void dfs(int s){  
 if(s==e){ //终态判断也可以写在for内  
 return; //一定要有返回   
 }  
 for(i){  
 path.push\_back(i);  
 vis[i]=1;  
 dfs(i);  
 vis[i]=0;  
 path.pop\_back();  
 }   
}

### 排列树

void backtrack(int t) { //坑: 第一个结果并不是字典序最小结果  
 if (t > N){  
 //终态  
 }else  
 for (int i = t; i<=N; i++){  
 swap(x[t], x[i]);  
 if(/\*剪枝条件 && 限制条件\*/) backtrack(t+1);  
 swap(x[t], x[i]);  
 }  
}

* 自带的全排列

do{  
 //终态  
}while(next\_permutation(arr,arr+n)); //n!

* next\_permutation代码实现

https://www.cnblogs.com/eudiwffe/p/6260699.html

// STL next permutation base idea  
int next\_permutation(int \*begin, int \*end)  
{  
 int \*i=begin, \*j, \*k;  
 if (i==end || ++i==end) return 0; // 0 or 1 element, no next permutation  
 for (i=end-1; i!=begin;) {  
 j = i--; // find last increasing pair (i,j)  
 if (!(\*i < \*j)) continue;  
 // find last k which not less than i,  
 for (k=end; !(\*i < \*(--k)););  
 iter\_swap(i,k);  
 // now the range [j,end) is in descending order  
 reverse(j,end);  
 return 1;  
 }  
 // current is in descending order  
 reverse(begin,end);  
 return 0;  
}

## BFS

### 一般的BFS

void bfs(){  
 queue<node> q;  
 q.push(S);  
 vis[S]=1;//入队标记  
 bool isFind=false;//终态标记  
 while(!q.empty()){  
 int sz=q.size();  
 while(sz--){ //方便计算层数  
 node u=q.front();  
 q.pop();  
 if(u==E){ //终态  
 isFind=true;  
 goto END;  
 }  
 FF(i,N){ //对于N种情况进行分析  
 if(!vis[i]){ //入队判断  
 vis[i]=1;  
 q.push(Node[i]); //入队标记  
 }  
 }  
 }  
 step++; //bfs层数  
 }  
 END: //cpp用goto跳出多重循环,Java有其他法  
}

## 排列组合

http://www.cnblogs.com/aiguiling/p/8594023.html

https://www.cnblogs.com/TQCAI/p/8454793.html

### 排列序列A(n,m)

int a[LEN]; //排列前的序列  
int vis[LEN];  
int cur[LEN]; //完成一次排列后形成的序列  
  
void permutations(int t,int n,int m){//A(n,m)  
 if(t>=m){ //达到循环上限  
 for(int i=0;i<m;i++) //输出一次排列后的序列  
 printf("%d ",cur[i]);  
 printf("\n");  
 return;  
 }else{  
 for(int i=0;i<n;i++)if(!vis[i]){  
 vis[i]=1;  
 cur[t]=a[i];  
 permutations(t+1,n,m);  
 vis[i]=0;  
 }  
 }  
}  
//调用  
permutations(0,n,m);

### 组合序列C(n,m)

占个坑

### 笛卡尔积P(n,m)

空间复杂度略微高一些

string a="1234";//递归前  
vector<string> ans;//递归结果  
  
string ch2str(char fuck){  
 char fuckYou[2]={0};  
 fuckYou[0]=fuck;  
 return fuckYou;  
}  
  
void product(int t,int n,int m){//P(n,m)  
 if(t>=m){//达到循环上限  
 for(int i=0;i<ans.size();i++)  
 printf("%s\n",ans[i].c\_str());  
  
 return;  
 }else{  
 vector<string> tmp;  
 int sz=ans.size();  
 if(sz){  
 for(int i=0;i<n;i++){  
 for(int j=0;j<sz;j++){  
 tmp.push\_back(ans[j]+a[i]);  
 }  
 }  
 }else{  
 for(int i=0;i<n;i++){  
 tmp.push\_back(ch2str(a[i]));  
 }  
 }  
 ans=tmp;  
 product(t+1,n,m);  
 }  
}

# 常用自带库与函数

## C语言字符串函数

//拷贝  
char \*strcpy(char \*dest, const char \*src)  
//比较  
int strcmp(const char \*str1, const char \*str2)  
/\*  
如果返回值 < 0，则表示 str1 小于 str2。  
如果返回值 > 0，则表示 str2 小于 str1。  
如果返回值 = 0，则表示 str1 等于 str2。  
\*/  
//拼接  
char \*strncpy(char \*dest, const char \*src, size\_t n)  
 //->实例  
 char src[10]="1234567";  
 char dest[10];  
 int start=2;  
 int length=3;  
 strncpy(dest,src+start,length);  
 dest[length]=0;//制作终止符

## 其他

* 内存赋值

memset(void \*s,int ch,size\_t n);

==注意==：

1. 对于在源程序段声明的数组，可以用sizeof直接获得字节大小。对于函数内声明的数组不行。
2. 只能对字节进行赋值，常用的有0和1 。

## algorithm

https://blog.csdn.net/weixin\_41070218/article/details/79626549

* accumulate求和

对于数组a，对于区间[0,N)，进行求和，之后加上0

int sum=accumulate(a,a+N,0);

* distance求迭代器的下标

distance(s.begin(),it)

* 批量赋值

1. 一维数组： fill(a,a+length,value);
2. 二维数组：

FF(i,LEN)  
 fill(dp[i],dp[i]+LEN,0);

* count计数

一种用法是判断容器内是否存在某一元素

count(a, a+length, value)

**条件计数**

count\_if(a, a+length, condition\_function)

* search子串查找

int\*p=search(seq,seq+5,sub,sub+3);

**重复串查找**

seq中是否有n个value

int\*p=search\_n(seq,seq+8,n,value);

* 连续序列去重

数组arr为连续序列，重复的元素都相邻。使用下面语句后，**去重+长度更新**

n=unique(arr,arr+n)-arr;

* copy复制

1. 用法1

//将数组myints中的七个元素复制到myvector容器中  
copy ( myints, myints+7, myvector.begin() );//调用这行代码之前，必须用 myvector.resize(7)

1. 用法2 数组平移

copy(arr+1,arr+9+1,arr);//把长度为9的数组向左平移1位

* for\_each对于每个迭代器执行指定函数

1. 对于迭代器

// 3 for\_each  
 void fun(map<int,string>::reference a) //不要少了reference,不然会报错。  
{  
 a.second+="\_suffix"; //a是引用对象。  
 cout<<a.first<<" "<<a.second<<endl;  
}  
for\_each(m.begin(),m.end(),fun);

1. 对于容器

void fun1(int & p){ //回调函数的参数同样也是引用类型  
 p++;  
}

* equal判断两个序列是否完全相等

bool ans=equal(A,A+LEN,B);

* mismatch找到两个序列第一次失配的元素

pair<int\*,int\*>ans=mismatch(A,A+LEN,B);

* rotate循环平移

1. 向左移动n位

rotate(A,A+n,A+LEN);

1. 向右移动n位

rotate(A,A+LEN-n,A+LEN);

* swap\_ranges交换两个区间的值

swap\_ranges(A,A+5,B);

* remove删除容器中的某个值

// 把要删除的元素移动到容器末尾  
it=remove(v.begin(),v.end(),removedValue) //it为末尾删除区的第一个元素  
// 真正意义上的删除  
v.erase(remove(v.begin(),v.end(),removedValue),v.end());

* 对容器中的序列套接一个函数，把结果放到一个容器

transform(A,A+LEN,B,add);

* replace把序列中的某个值替换为另一个值

replace(std::begin(data), std::end(data), pre, after);

## string

### 基本操作

**初始化**：

string(int n,char c); //用n个字符c初始化

**取子串**：

string substr(int pos=0, int n=npos) const; //返回由pos开始的n个字符组成的子字符串

**查找**：

==注意！== find函数如果查找不到，就返回string::npos

int find(char c,int pos=0) const; //从pos开始查找字符c在当前字符串的位置   
int find(const char \*s, int pos=0) const; //从pos开始查找字符串s在当前字符串的位置  
int find(const string &s, int pos=0) const; //从pos开始查找字符串s在当前字符串中的位置  
find函数如果查找不到，就返回 string::npos  
int rfind(char c, int pos=npos) const; //从pos开始从后向前查找字符c在当前字符串中的位置   
int rfind(const char \*s, int pos=npos) const;  
int rfind(const string &s, int pos=npos) const;  
//rfind是反向查找的意思，如果查找不到， 返回-1

**替换**：

string &replace(int pos, int n, const char \*s);//删除从pos开始的n个字符，然后在pos处插入串s  
string &replace(int pos, int n, const string &s); //删除从pos开始的n个字符，然后在pos处插入串s  
void swap(string &s2); //交换当前字符串与s2的值

**删除**：

string &insert(int pos, const char \*s);  
string &insert(int pos, const string &s);  
//前两个函数在pos位置插入字符串s  
string &insert(int pos, int n, char c); //在pos位置 插入n个字符c  
string &erase(int pos=0, int n=npos); //删除pos开始的n个字符，返回修改后的字符串  
/\*  
注意string的erase与其他容器的erase不同。其他容器的erase删除迭代器，返回删除元素的第一个后级元素  
\*/

**大小写转换**：

transform(s.begin(), s.end(), s.begin(), ::toupper);//转大写  
transform(s.begin(), s.end(), s.begin(), ::tolower);//转小写

### 常见字符串ASCII值

'0'=48 'a'=97 'A'= 65

### 任意类型转化为str

template<typename T> string toString(const T& t){  
 ostringstream oss;  
 oss<<t;  
 return oss.str();  
}

### 将str转化为数值类型

template <class Type>  
Type stringToNum(const string& str){  
 istringstream iss(str);  
 Type num;  
 iss >> num;  
 return num;  
}

### 插入字符串

void insertStr(string &str,const string &obj,int pos=0){  
 str.replace(pos,0,obj);  
}

### 全部替换

bool replaceAll(string &str,const string &a,const string &b){  
 int al=a.length();  
 int bl=b.length();  
 int pos,pre=0;  
 bool isFind=false;  
 while((pos=str.find(a,pre))!=string::npos){  
 str.replace(pos,al,b);  
 pre=pos+bl;  
 isFind=true  
 }  
 return isFind;  
}

### 字符串拆分

* 单字符切割复杂字串

所谓复杂字串，是指用若干个空格隔开的文本。此函数使用频率不高

void split(string s,char token,vector<string>& v)  
{  
 int L = s.length();  
 int start=0;  
 string t;  
 for(int i=0; i<L; i++)  
 {  
 if(s[i] == token && i == 0)//第一个就遇到分割符  
 {  
 start += 1;  
 }  
 else if(s[i] == token)  
 {  
 t=s.substr(start,i - start);  
 if(t.length()>0)  
 v.push\_back(t);  
 start = i+1;  
 }  
 else if(i == L-1)//到达尾部  
 {  
 t=s.substr(start,i+1 - start);  
 if(t.length()>0)  
 v.push\_back(t);  
 }  
 }  
}

* 单字符切割简单字串

所谓简单字串，一般指在OJ输入的数据，例如北邮OJ的IP地址的123:45:78:9:判断IP是否合法。在这里被分割为5个字串，其中最后一个是空串

void split(string s,char token,vector<string>& v){  
 int n=s.length();  
 string t;  
 FF(i,n){  
 char c=s[i];  
 if(c!=token)  
 t+=c;  
 else{  
 v.push\_back(t);  
 t="";  
 }  
 }  
 v.push\_back(t);  
}

* 多字符切割简单字串

void split(string s,string token,vector<string>& v){  
 int n=s.length();  
 int m=token.length();  
 string t;  
 int i=0;  
 while(i+m<=n){  
 int step=1;  
 char c=s[i];  
 if(s.substr(i,m)!=token)  
 t+=c;  
 else{  
 v.push\_back(t);  
 t="";  
 step=m;  
 }  
 i+=step;  
 }  
 v.push\_back(t);  
}

## priority\_queue

### 基本操作

入队：push()

出队：pop()

队顶：top()

### 小根堆

pq默认为大根堆（见严蔚敏的大根堆和堆排序），但是如果我们想用小根堆：

priority\_queue<int,vector<int>,greater<int> > pq;

### 结构体小根堆

//根据d的值有小到大  
typedef struct Node{  
 int d;  
 bool operator < (const Node& obj) const  
 {  
 return d>obj.d; //注意  
 }  
}Node;  
priority\_queue<Node> pq;

### 外部小根堆

struct cmp{  
 bool operator () (int a,int b){  
 return dist[a]>dist[b];  
 }  
};  
priority\_queue<int,vector<int>,cmp> pq;

## set

### 基本操作

set：红黑树实现

multiset：多值集合，但能动态排序

**初始化**：

int num[]={1,2,3};  
multiset<int> s(num,num+3);

**插入**：insert()

**计数**：count() 也可以判断某个item存在与否

**清空**：clear()

**查找**：it=find(s.begin(),s.end(),v); 或者it=s.find(v)

获取下标：distance(s.begin(),it)

查找失败：it==s.end()

二分查找：

[a,b)

s.lower\_bound(v) s.upper\_bound(v)

**删除**：

s.erase(it)或s.erase(it\_begin,it\_end)

注意，set的迭代器没有实现+操作符，所以只能循环使用++或--来对下标进行定位

**遍历**：

multiset<int>::iterator it=s.begin();  
 while(it!=s.end()){  
 printf("%d",\*it);  
 it++;  
 if(it!=s.end())  
 printf(" ");  
 }

### 改为从大到小排序

使用STL自带重载

set<int,greater<int> > s;

自己写个

struct cmp{  
 bool operator() (const int& a,const int& b) const  
 {  
 return a>b;  
 }  
};  
set<int,cmp> s;

### 结构体放入

typedef struct Node{  
 int d;  
 Node(int d):d(d){}  
 bool operator < (const Node& obj) const  
 {  
 return d<obj.d; //从小到大排序  
 }  
}Node;

## vector

### 动态删除所有满足条件的元素

while(it!=v.end()){  
 if(\*it==3){//满足了某一条件，则删除  
 it=v.erase(it);  
 }else{//不满足，自增  
 it++;  
 }  
}

# 数学问题

## 表达式求值

https://blog.csdn.net/TQCAI666/article/details/88692096

* 用一个结构体记录数组或操作符

typedef struct Node{//运算结点，记录数字或运算符号  
 bool isop;  
 char op;  
 int num;  
 Node(){}  
 Node(int d){  
 num=d;  
 isop=0;  
 }  
 Node(char op\_){  
 op=op\_;  
 isop=1;  
 }  
 void output(){  
 if(isop) cout<<op;  
 else cout<<num;  
 }  
}Node;

### 中缀表达式生成后缀表达式

int getPriority(char op){  
 switch(op){  
 case '+':  
 case '-':  
 return 1;  
 case '\*':  
 case '/':  
 return 2;  
 default:  
 return 0;  
 }  
}  
  
vector<Node> yieldPostOrderExpress(vector<Node> &in){  
 vector<Node> post;  
 Node ops[LEN];  
 int top=-1;//栈顶指针  
 FF(i,in.size()){  
 Node u=in[i];  
 if(u.isop){  
 if(u.op=='('){  
 ops[++top]=u;//入栈  
 }else if(u.op==')'){  
 while(top>=0){  
 Node p=ops[top--];  
 if(p.op=='('){  
 break;  
 }else{  
 post.push\_back(p);  
 }  
 }  
 }else{  
 while(top>=0 && getPriority(u.op) <= getPriority(ops[top].op)){  
 post.push\_back(ops[top--]);//持续出栈直到满足优先级  
 }  
 ops[++top]=u;//入栈  
 }  
  
 }else{  
 post.push\_back(u);  
 }  
 }  
 //处理剩下的栈  
 while(top>=0){  
 post.push\_back(ops[top--]);  
 }  
 return post;  
}

### 后缀表达式计算实值

Node operate(Node &a,Node& b,char op){  
 int v;  
 switch(op){  
 case '+':  
 v=a.num+b.num;  
 break;  
 case '-':  
 v=a.num-b.num;  
 break;  
 case '\*':  
 v=a.num\*b.num;  
 break;  
 case '/':  
 v=a.num/b.num;  
 break;  
 }  
 return Node(v);  
}  
  
int calcPostOrderExpress(vector<Node>& post){  
 Node s[LEN];  
 int top=-1;  
 FF(i,post.size()){  
 Node& u=post[i];  
 if(u.isop){  
 Node a=s[top--];  
 Node b=s[top--];  
 Node ans=operate(a,b,u.op);  
 s[++top]=ans;  
 }else{  
 s[++top]=u;  
 }  
 }  
 return s[0].num;  
}

## 进制转换

### 实值转二进制序列

推广后可以转换为N进制序列

string getBinarySequence(int num){  
 string ans="";  
 while(num){  
 if(num&1){  
 ans="1"+ans;  
 }else{  
 ans="0"+ans;  
 }  
 num>>=1;  
 }  
 return ans;  
}

### R进制序列转实值

int getTrueValue(int r,string seq){//radix sequence  
 int n=seq.size();  
 int base=1;  
 int ans=0;  
 for(int i=n-1;i>=0;i--){  
 int v=seq[i]-'0';  
 ans+=v\*base;  
 base\*=r;  
 }  
 return ans;  
}

## 排列组合

### 记忆化搜索计算组合数

int C[50][50];  
  
int C\_(int n,int m){  
 if(C[n][m]) return C[n][m];  
 if(m==0){  
 C[n][m]=1;  
 return C[n][m];  
 }  
 if(m==n){  
 C[n][m]=1;  
 return C[n][m];  
 }  
 else{  
 C[n][m]=C\_(n-1,m-1)+C\_(n-1,m);  
 return C[n][m];  
 }  
}

## 快速幂

### 常数快速幂

ll quickPower(ll a,ll b){  
 ll ans=1,base=a;  
 while(b>0){  
 if(b&1)  
 ans\*=base;  
 base\*=base;  
 b>>=1;  
 }  
 return ans;  
}

### 快速幂取余

性质

![在这里插入图片描述](data:image/png;base64,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)

在这里插入图片描述

ll quickPowerMod(ll a,ll b,ll m){  
 ll ans=1,base=a;  
 while(b>0){  
 if(b&1){  
 ans\*=base;  
 ans%=m;  
 }  
 base\*=base;  
 base%=m;  
 b>>=1;  
 }  
 return ans%m;  
}

### 高精度快速幂

http://www.cnblogs.com/TQCAI/p/8410799.html

https://blog.csdn.net/TQCAI666/article/details/86599395

hp ans("1");  
 hp base("2"); //2^p  
 while(P>0){  
 if(P&1)  
 ans=multiplyh(ans,base);  
 base= multiplyh(base,base);  
 P>>=1;  
 }

### 矩阵快速幂

* 矩阵乘法

matrix\* multi(matrix& A, matrix& B){  
 matrix\* C=new matrix;  
 C->row=A.row;  
 C->col=B.col;  
 for(int i=0;i<A.row;i++)  
 for(int j=0;j<B.col;j++)  
 for(int k=0;k<A.col;k++)  
 C->m[i][j]+=A.m[i][k]\*B.m[k][j];  
 return C;  
}

* 矩阵快速幂

matrix quickPower(matrix& A,int p){ //A^p  
 int n=A.col;  
 //得到单位阵  
 matrix ans(n,n);//ans=E  
 FF(i,n)  
 FF(j,n)  
 if(i==j)  
 ans.m[i][j]=1;  
 else  
 ans.m[i][j]=0;  
 //开始快速幂  
 matrix base=A;  
 while(p){  
 if(p&1)  
 ans=\*multi(ans,base);  
 base=\*multi(base,base);  
 p>>=1;  
 }  
 return ans;  
}

## 数论

### gcd

int gcd(int a,int b){  
 while( b != 0){  
 int t = a % b;  
 a = b;  
 b = t;  
 }  
 return a;  
}

### 素数判断

bool isPrime(int x){  
 if(x<=1) return 0;  
 for(int i=2;i<=sqrt(x);i++){  
 if(x%i==0) return 0;  
 }  
 return 1;  
}

### 欧拉线性筛

#define MAXN 100005 //素数的最多个数  
#define MAXL 1299710 //要求的最大素数  
//实际操作中，只需要控制MAXL的长度，MAXN开的足够大即可  
int prime[MAXN];//素数表  
int check[MAXL];//如果n是素数，则check[n]=0，否则check[n]=1  
  
void EulerSieveMethod(){  
 int tot = 0;  
 memset(check, 0, sizeof(check));  
 for(int i=2;i<MAXL;i++){  
 if(check[i]==0){//素数  
 prime[tot++]=i;  
 }  
 for(int j=0;j<tot;j++){  
 int v=i\*prime[j];  
 if(v>MAXL) break;  
 check[v]=1;  
 if(i%prime[j]==0)//有点没搞明白  
 break;  
 }  
 }  
}

# 动态规划

## 背包问题

### 01背包

https://www.luogu.org/problemnew/show/P1048

* 对于==刚好装满==问题

1. 采用-INF对f数组进行初始化

fill(f,f+FN,-INF);

需要注意的是，INF应该采取**最大的安全值**，例如：#define INF ((1<<30)-1)

1. f[0]初始化为0
2. 对结果进行判断

if(ans<0)  
 puts("NO");  
 else  
 printf("%d\n",ans);

* 原生方法

for(int i = 1; i <= N; i++){ //i代表物品  
 for(int j = 0; j <= M; j++){ //j代表当前背包容量上限  
 if(j>=w[i]){ //当前物品能放入  
 f[i][j]=max(f[i-1][j], //不放  
 f[i-1][j-w[i]]+v[i]); //放  
 }else{  
 f[i][j]=f[i-1][j];  
 }  
 }  
 }  
 printf("%d", f[N][M]);

* 滚动数组优化

for(int i=1;i<=N;i++){  
 for(int c=M;c>=w[i];c--){  
 f[c]=max(f[c],f[c-w[i]]+v[i]);  
 }  
 }  
 printf("%d\n",f[M]);

### 完全背包

http://nyoj.top/problem/311

* 滚动数组优化

for(int i=1;i<=N;i++){  
 for(int c=w[i];c<=M;c++){  
 f[c]=max(f[c],f[c-w[i]]+v[i]);  
 }  
 }

## 线性DP

### 最长不下降子序列LIS

https://www.cnblogs.com/itlqs/p/5743114.html

* N2复杂度

void DP\_n2(){  
 int p; //LIS 结束的下标  
 int ans=0;  
 F(i,n){  
 dp[i]=1; //初始化  
 F(j,i-1){  
 if(a[j]<a[i])  
 dp[i]=max(dp[i],dp[j]+1);  
 }  
 if(dp[i]>ans){ //更新最优解  
 ans=dp[i];  
 p=i;  
 }  
 }  
}

**分析：**根据DP数组的线性递增顺序就能找到所有的LIS序列

ans=5 p=11  
//序列 :  
1 3 7 6 8 5 3 2 7 2 9   
//DP数组 :  
1 2 3 3 4 3 2 2 4 2 5

* Nlog2N复杂度

1. 不严格递增（不下降）

void DP\_nLogn1(){  
 int top=0;  
 F(i,n){  
 if(top==0 || a[i]>=dp[top-1])  
 dp[top++]=a[i];  
 else{  
 int pos=upper\_bound(dp,dp+top,a[i])-dp;  
 dp[pos]=a[i];  
 }  
 }  
}

1. 严格递增

void DP\_nLogn2(){  
 int top=0;  
 F(i,n){  
 if(top==0 || a[i]>dp[top-1])  
 dp[top++]=a[i];  
 else{  
 int pos=lower\_bound(dp,dp+top,a[i])-dp;  
 dp[pos]=a[i];  
 }  
 }  
}

### 最长公共子序列

https://www.cnblogs.com/TQCAI/p/8427862.html

void LCS(){  
 F(i,N){  
 F(j,M){  
 if(a[i]==b[j])  
 dp[i][j]=dp[i-1][j-1]+1;  
 else  
 dp[i][j]=max(dp[i-1][j],dp[i][j-1]);  
 }  
 }  
}

### 最大子段和

int i,p=0,ans=-MAX,t,n;  
 scanf("%d",&n);  
 for(i=0;i<n;i++){  
 scanf("%d",&t);  
 p+=t;  
 ans=max(ans,p);  
 if(p<0) p=0; //说明当前的t是负数， 从下个t开始初始化  
 }  
 printf("%d\n",ans);

## 区间DP

### 加分二叉树

https://blog.csdn.net/TQCAI666/article/details/86476042

F(i,N){  
 cin>>f[i][i];  
 f[i][i-1]=1; //空结点为0  
 root[i][i]=i;  
 }  
 f[N+1][N]=1;  
 for(int d=1;d<N;d++){//间隔  
 for(int i=1;i+d<=N;i++){//开始  
 int j=i+d;//结束  
 root[i][j]=i;  
 f[i][j]=f[i][i]+f[i+1][j];  
 for(int k=i+1;k<=j;k++){ //分割  
 int tmp\_fij=f[k][k]+f[i][k-1]\*f[k+1][j];  
 if(tmp\_fij>f[i][j]){  
 f[i][j]=tmp\_fij;  
 root[i][j]=k;  
 }  
 }  
 }  
 }  
 cout<<f[1][N]<<endl;

### 最长回文子串

PAT-A: https://pintia.cn/problem-sets/994805342720868352/problems/994805446102073344

同样用到了区间DP的思想，通过逐渐增大排查范围，无后效性

char buf[LEN];  
int dp[LEN][LEN];  
  
int main()  
{  
 fgets(buf,LEN,stdin);  
 int N=strlen(buf);  
 //初始化。1表示合法  
 FF(i,N) dp[i][i]=1;  
 int ans=0;  
 FF(i,N-1)  
 if(buf[i]==buf[i+1])  
 dp[i][i+1]=1;  
 for(int v=2;v<N;v++){//v表示间隔  
 for(int i=0;i+v<N;i++){//i表示开始下标  
 int j=i+v;  
 if(buf[i]==buf[j] && dp[i+1][j-1]==1){//判定为合法  
 dp[i][j]=1;  
 ans=max(ans,v);  
 }  
 }  
 }  
 printf("%d",ans+1);  
 return 0;  
}

# 分治递归

## 归并排序求逆序对

https://www.cnblogs.com/TQCAI/p/8641452.html

ll tmp[LEN],a[LEN];  
ll ans=0;  
ll arr[LEN];  
  
void merge(ll s,ll mid,ll e){  
 ll i=0,a=s,b=mid+1;  
 while(a<=mid && b<=e){  
 if(arr[a]<=arr[b]){ //巨坑,<=  
 tmp[i++]=arr[a++];  
 }else{  
 tmp[i++]=arr[b++];  
 ans+=mid-a+1;  
 }  
 }  
 while(a<=mid) tmp[i++]=arr[a++];  
 while(b<=e) tmp[i++]=arr[b++];  
 FF(j,i) arr[s+j]=tmp[j];  
}  
  
void mergeSort(ll s,ll e){  
 if(s<e){ //能够被划为。如果只有一个数就不能被划分  
 ll mid=(s+e) /2;  
 mergeSort(s,mid);  
 mergeSort(mid+1,e);  
 merge(s,mid,e);  
 }  
}

## 台阶问题

https://www.luogu.org/problemnew/show/P1192

假设有N级台阶，一个人一次可以走[1,K]级，问一共有多少种走法

相当于一次可以走1、 2步的斐波那契问题的推广

f[0]=1;//初始化第一步  
 for(int i=1;i<=N;i++){//每一级台阶  
 for(int j=1;j<=K && i-j>=0 ;j++){//走j步，j∈[1,K]  
 f[i]+=f[i-j];  
 }  
 }  
 cout<<f[N];

## 传球游戏

https://www.luogu.org/problemnew/show/P1057

有N个人，其中一个人可以从他的左边或者右边接到球。游戏开始，某人发球，求进行M次游戏后，球重新回到他的手中的传球方法数。

**实则为dp**

状态转移：f[i][k]=f[i-1][k-1]+f[i+1][k-1]，(i=1或n时，需单独处理)

f[1][0]=1;//fij表示在第j轮，球传到i手中的方法数。  
 for(int i=1;i<=m;i++)//传 m 次   
 {  
 f[1][i]=f[2][i-1]+f[n][i-1]; //第一个   
 f[n][i]=f[1][i-1]+f[n-1][i-1]; //最后一个   
 for(int j=2;j<n;j++) //中间   
 f[j][i]=f[j-1][i-1]+f[j+1][i-1];  
 }//注意第一个人和最后一个人的单独处理   
 printf("%d",f[1][m]);

## 整数划分

占个坑

https://www.cnblogs.com/TQCAI/p/8674820.html