# Лабораторная работа №4. "Введение в базы данных"

* как подключиться к различным СУБД с помощью библиотек Python для работы с SQL базами данных;
* как управлять базами данных SQLite, MySQL и PostgreSQL;
* как выполнять запросы к базе данных внутри приложения Python.
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# Разделы:

1. Схема базы данных
2. Подключение к базам данных
3. Создание таблиц
4. Вставка записей
5. Извлечение записей
6. Обновление содержания
7. Удаление записей таблицы

# Порядок выполнения работы

1. Изучить материалы для подготовки.
2. Выполнить задания-примеры для того, чтобы разобраться с принципом взаимодействия с базами данных с помощью языка программирования Python.
3. Выполнить задания для самостоятельной работы: SQLLite (обязательное задание – 60% от максимальной оценки) и MySQL (необязательное задание – 40% от максимальной оценки).
4. Составить отчет.

# Требования и состав отчёта

1. Отчёт должен быть выполнен на листе размером А4 с использованием Microsoft Word, Libre Office и т.п.
2. Отчёт должен начинаться с титульного листа с названием вуза и факультета, номером и названием лабораторной работы, вариантом, ФИО студента, № группы, ФИО преподавателя, городом и годом.
3. Отчет должен содержать автособираемое оглавление (обязательные разделы – Задание, Основные этапы вычисления, Вывод).
4. В отчёте нужно кратко описать задание, показать основные этапы вычисления при выполнении всех операций, сформулировать выводы.
5. Отчёт предоставить в электронном виде и «защитить».

# Материалы для подготовки:

SQL за 20 минут <https://proglib.io/p/sql-for-20-minutes>

6 бесплатных ресурсов для практики в SQL <https://robotdreams.cc/blog/178-6-besplatnyh-resursov-dlya-praktiki-v-sql>

20 вопросов и задач по SQL на собеседовании с ответами - <https://vc.ru/life/443626-20-voprosov-i-zadach-po-sql-na-sobesedovanii-s-otvetami>

SQL. Занимательные задачки - <https://habr.com/ru/articles/461567/>

SQL. Задачки для тренировки - <https://sql-academy.org/ru/trainer>

## 1. Схема базы данных для обучения

Рассмотрение заданий буде идти на примере базы данных приложения для социальных сетей. База данных будет состоять из четырех таблиц:

1. users
2. posts
3. comments
4. likes

Схема базы данных показана на рисунке ниже.

![Как подружить Python и базы данных SQL. Подробное руководство](data:image/png;base64,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)

Пользователи (users) и публикации (posts) будут находиться иметь тип связи один-ко-многим: одному читателю может понравиться несколько постов. Точно так же один и тот же юзер может оставлять много комментариев (comments), а один пост может иметь несколько комментариев. Таким образом, и users, и posts по отношению к comments имеют тот же тип связи. А лайки (likes) в этом плане идентичны комментариям.

# 2. Подключение к базам данных

Прежде чем взаимодействовать с любой базой данных через SQL-библиотеку, с ней необходимо связаться.

## SQLite

SQLite, вероятно, является самой простой базой данных, к которой можно подключиться с помощью Python, поскольку для этого не требуется устанавливать какие-либо внешние модули. По умолчанию стандартная библиотека Python уже содержит модуль [sqlite3](https://docs.python.org/3/library/sqlite3.html).

Более того, SQLite база данных не требует сервера и самодостаточна, то есть просто читает и записывает данные в файл. Подключимся с помощью sqlite3 к базе данных:

import sqlite3

from sqlite3 import Error

def create\_connection(path):

connection = None

try:

connection = sqlite3.connect(path)

print("Connection to SQLite DB successful")

except Error as e:

print(f"The error '{e}' occurred")

return connection

Вот как работает этот код:

* Строки 1 и 2 – импорт sqlite3 и класса Error.
* Строка 4 определяет функцию create\_connection(), которая принимает путь к базе данных SQLite.
* Строка 7 использует метод connect() и принимает в качестве параметра путь к базе данных SQLite. Если база данных в указанном месте существует, будет установлено соединение. В противном случае по указанному пути будет создана новая база данных и так же установлено соединение.
* В строке 8 выводится состояние успешного подключения к базе данных.
* Строка 9 перехватывает любое исключение, которое может быть получено, если методу .connect() не удастся установить соединение.
* В строке 10 отображается сообщение об ошибке в консоли.

sqlite3.connect(path) возвращает объект connection. Этот объект может использоваться для выполнения запросов к базе данных SQLite. Следующий скрипт формирует соединение с базой данных SQLite:

connection = create\_connection("E:\\sm\_app.sqlite")

Выполнив вышеуказанный скрипт, вы увидите, как в корневом каталоге диска E появится файл базы данных sm\_app.sqlite. Конечно, вы можете изменить местоположение в соответствии с вашими интересами.

## MySQL

В отличие от SQLite, в Python по умолчанию нет модуля, который можно использовать для подключения к базе данных MySQL. Для этого вам нужно установить драйвер Python для MySQL. Одним из таких драйверов является mysql-connector-python. Вы можете скачать этот модуль Python SQL с помощью pip:

pip install mysql-connector-python

Обратите внимание, что MySQL – это серверная система управления базами данных. Один сервер MySQL может хранить несколько баз данных. В отличие от SQLite, где соединение равносильно порождению БД, формирование базы данных MySQL состоит из двух этапов:

1. Установка соединения с сервером MySQL.
2. Выполнение запроса для создания БД.

Определим функцию, которая будет подключаться к серверу MySQL и возвращать объект подключения:

import mysql.connector

from mysql.connector import Error

def create\_connection(host\_name, user\_name, user\_password):

connection = None

try:

connection = mysql.connector.connect(

host=host\_name,

user=user\_name,

passwd=user\_password

)

print("Connection to MySQL DB successful")

except Error as e:

print(f"The error '{e}' occurred")

return connection

connection = create\_connection("localhost", "root", "")

В приведенном выше коде мы определили новую функцию create\_connection(), которая принимает три параметра:

1. host\_name
2. user\_name
3. user\_password

Модуль mysql.connector определяет метод connect(), используемый в седьмой строке для подключения к серверу MySQL. Как только соединение установлено, объект connection возвращается вызывающей функции. В последней строке функция create\_connection() вызывается с именем хоста, именем пользователя и паролем.

Пока мы только установили соединение. Самой базы ещё нет. Для этого мы определим другую функцию – create\_database(), которая принимает два параметра:

1. Объект connection;
2. query – строковый запрос о создании базу данных.

Вот как выглядит эта функция:

def create\_database(connection, query):

cursor = connection.cursor()

try:

cursor.execute(query)

print("Database created successfully")

except Error as e:

print(f"The error '{e}' occurred")

Для выполнения запросов используется объект cursor.

Создадим базу данных sm\_app для нашего приложения на сервере MySQL:

create\_database\_query = "CREATE DATABASE sm\_app"

create\_database(connection, create\_database\_query)

Теперь у нас есть база данных на сервере. Однако объект connection, возвращаемый функцией create\_connection() подключен к серверу MySQL. А нам необходимо подключиться к базе данных sm\_app. Для этого нужно изменить create\_connection() следующим образом:

def create\_connection(host\_name, user\_name, user\_password, db\_name):

connection = None

try:

connection = mysql.connector.connect(

host=host\_name,

user=user\_name,

passwd=user\_password,

database=db\_name

)

print("Connection to MySQL DB successful")

except Error as e:

print(f"The error '{e}' occurred")

return connection

Функция create\_connection() теперь принимает дополнительный параметр с именем db\_name. Этот параметр указывает имя БД, к которой мы хотим подключиться. Имя теперь можно передать при вызове функции:

connection = create\_connection("localhost", "root", "", "sm\_app")

Скрипт успешно вызывает create\_connection() и подключается к базе данных sm\_app

# 3. Создание таблиц

В предыдущем разделе мы увидели, как подключаться к серверам баз данных SQLite, MySQL и PostgreSQL, используя разные библиотеки Python. Мы создали базу данных sm\_app на всех трех серверах БД. В данном разделе мы рассмотрим, как формировать таблицы внутри этих трех баз данных.

Как обсуждалось ранее, нам нужно получить и связать четыре таблицы:

1. users
2. posts
3. comments
4. likes

## SQLite

Для выполнения запросов в SQLite используется метод cursor.execute(). В этом разделе мы определим функцию execute\_query(), которая использует этот метод. Функция будет принимать объект connection и строку запроса. Далее строка запроса будет передаваться методу execute( ). В этом разделе он будет использоваться для формирования таблиц, а в следующих – мы применим его для выполнения запросов на обновление и удаление.

**Примечание**. Описываемый далее скрипт – часть того же файла, в котором мы описали соединение с базой данных SQLite.

Итак, начнем с определения функции execute\_query():

def execute\_query(connection, query):

cursor = connection.cursor()

try:

cursor.execute(query)

connection.commit()

print("Query executed successfully")

except Error as e:

print(f"The error '{e}' occurred")

Теперь напишем передаваемый запрос (query):

create\_users\_table = """

CREATE TABLE IF NOT EXISTS users (

id INTEGER PRIMARY KEY AUTOINCREMENT,

name TEXT NOT NULL,

age INTEGER,

gender TEXT,

nationality TEXT

);

"""

В запросе говорится, что нужно создать таблицу users со следующими пятью столбцами:

1. id
2. name
3. age
4. gender
5. nationality

Наконец, чтобы появилась таблица, вызываем execute\_query(). Передаём объект connection, который мы описали в предыдущем разделе, вместе с только что подготовленной строкой запроса create\_users\_table:

execute\_query(connection, create\_users\_table)

Следующий запрос используется для создания таблицы posts:

create\_posts\_table = """

CREATE TABLE IF NOT EXISTS posts(

id INTEGER PRIMARY KEY AUTOINCREMENT,

title TEXT NOT NULL,

description TEXT NOT NULL,

user\_id INTEGER NOT NULL,

FOREIGN KEY (user\_id) REFERENCES users (id)

);

"""

Поскольку между users и posts имеет место отношение один-ко-многим, в таблице появляется ключ user\_id, который ссылается на столбец id в таблице users. Выполняем следующий скрипт для построения таблицы posts:

execute\_query(connection, create\_posts\_table)

Наконец, формируем следующим скриптом таблицы comments и likes:

create\_comments\_table = """

CREATE TABLE IF NOT EXISTS comments (

id INTEGER PRIMARY KEY AUTOINCREMENT,

text TEXT NOT NULL,

user\_id INTEGER NOT NULL,

post\_id INTEGER NOT NULL,

FOREIGN KEY (user\_id) REFERENCES users (id) FOREIGN KEY (post\_id) REFERENCES posts (id)

);

"""

create\_likes\_table = """

CREATE TABLE IF NOT EXISTS likes (

id INTEGER PRIMARY KEY AUTOINCREMENT,

user\_id INTEGER NOT NULL,

post\_id integer NOT NULL,

FOREIGN KEY (user\_id) REFERENCES users (id) FOREIGN KEY (post\_id) REFERENCES posts (id)

);

"""

execute\_query(connection, create\_comments\_table)

execute\_query(connection, create\_likes\_table)

Вы могли заметить, что создание таблиц в SQLite очень похоже на использование [чистого SQL](https://proglib.io/p/sql-for-20-minutes). Все, что вам нужно сделать, это сохранить запрос в строковой переменной и затем передать эту переменную cursor.execute().

## MySQL

Так же, как с SQLite, чтобы создать таблицу в MySQL, нужно передать запрос в cursor.execute(). Создадим новый вариант функции execute\_query():

def execute\_query(connection, query):

cursor = connection.cursor()

try:

cursor.execute(query)

connection.commit()

print("Query executed successfully")

except Error as e:

print(f"The error '{e}' occurred")

Описываем таблицу users:

create\_users\_table = """

CREATE TABLE IF NOT EXISTS users (

id INT AUTO\_INCREMENT,

name TEXT NOT NULL,

age INT,

gender TEXT,

nationality TEXT,

PRIMARY KEY (id)

) ENGINE = InnoDB

"""

execute\_query(connection, create\_users\_table)

Запрос для реализации отношения внешнего ключа в MySQL немного отличается от SQLite. Более того, MySQL использует ключевое слово AUTO\_INCREMENT для указания столбцов, значения которых автоматически увеличиваются при вставке новых записей.

Следующий скрипт составит таблицу posts, содержащую внешний ключ user\_id, который ссылается на id столбца таблицы users:

create\_posts\_table = """

CREATE TABLE IF NOT EXISTS posts (

id INT AUTO\_INCREMENT,

title TEXT NOT NULL,

description TEXT NOT NULL,

user\_id INTEGER NOT NULL,

FOREIGN KEY fk\_user\_id (user\_id) REFERENCES users(id),

PRIMARY KEY (id)

) ENGINE = InnoDB

"""

execute\_query(connection, create\_posts\_table)

Аналогично для создания таблиц comments и likes, передаём соответствующие CREATE-запросы функции execute\_query().

# 4. Вставка записей

В предыдущем разделе мы разобрали, как развертывать таблицы в базах данных SQLite, MySQL и PostgreSQL с использованием различных модулей Python. В этом разделе узнаем, как вставлять записи.

## SQLite

Чтобы вставить записи в базу данных SQLite, мы можем использовать ту же execute\_query() функцию, что и для создания таблиц. Для этого сначала нужно сохранить в виде строки запрос INSERT INTO. Затем нужно передать объект connection и строковый запрос в execute\_query(). Вставим для примера пять записей в таблицу users:

create\_users = """

INSERT INTO

users (name, age, gender, nationality)

VALUES

('James', 25, 'male', 'USA'),

('Leila', 32, 'female', 'France'),

('Brigitte', 35, 'female', 'England'),

('Mike', 40, 'male', 'Denmark'),

('Elizabeth', 21, 'female', 'Canada');

"""

execute\_query(connection, create\_users)

Поскольку мы установили автоинкремент для столбца id, нам не нужно указывать его дополнительно. Таблица users будет автоматически заполнена пятью записями со значениями id от 1 до 5.

Вставим в таблицу posts шесть записей:

create\_posts = """

INSERT INTO

posts (title, description, user\_id)

VALUES

("Happy", "I am feeling very happy today", 1),

("Hot Weather", "The weather is very hot today", 2),

("Help", "I need some help with my work", 2),

("Great News", "I am getting married", 1),

("Interesting Game", "It was a fantastic game of tennis", 5),

("Party", "Anyone up for a late-night party today?", 3);

"""

execute\_query(connection, create\_posts)

Важно отметить, что столбец user\_id таблицы posts является внешним ключом, который ссылается на столбец таблицы users. Это означает, что столбец user\_id должен содержать значение, которое уже существует в столбце id таблицы users. Если его не существует, мы получим сообщение об ошибке.

Следующий скрипт вставляет записи в таблицы comments и likes:

create\_comments = """

INSERT INTO

comments (text, user\_id, post\_id)

VALUES

('Count me in', 1, 6),

('What sort of help?', 5, 3),

('Congrats buddy', 2, 4),

('I was rooting for Nadal though', 4, 5),

('Help with your thesis?', 2, 3),

('Many congratulations', 5, 4);

"""

create\_likes = """

INSERT INTO

likes (user\_id, post\_id)

VALUES

(1, 6),

(2, 3),

(1, 5),

(5, 4),

(2, 4),

(4, 2),

(3, 6);

"""

execute\_query(connection, create\_comments)

execute\_query(connection, create\_likes)

## MySQL

Есть два способа вставить записи в базы данных MySQL из приложения Python. Первый подход похож на SQLite. Можно сохранить запрос INSERT INTO в строке, а затем использовать для вставки записей cursor.execute().

Ранее мы определили функцию-оболочку execute\_query(), которую использовали для вставки записей. Мы можем использовать ту же функцию:

create\_users = """

INSERT INTO

`users` (`name`, `age`, `gender`, `nationality`)

VALUES

('James', 25, 'male', 'USA'),

('Leila', 32, 'female', 'France'),

('Brigitte', 35, 'female', 'England'),

('Mike', 40, 'male', 'Denmark'),

('Elizabeth', 21, 'female', 'Canada');

"""

execute\_query(connection, create\_users)

Второй подход использует метод cursor.executemany(), который принимает два параметра:

1. Строка query, содержащая заполнители для вставляемых записей.
2. Список записей, которые мы хотим вставить.

Посмотрите на следующий пример, который вставляет две записи в таблицу likes:

sql = "INSERT INTO likes ( user\_id, post\_id ) VALUES ( %s, %s )"

val = [(4, 5), (3, 4)]

cursor = connection.cursor()

cursor.executemany(sql, val)

connection.commit()

Какой подход выбрать – зависит от вас. Если вы не очень хорошо знакомы с SQL, проще использовать метод курсора executemany().

# 5. Извлечение данных из записей

## SQLite

Чтобы выбрать записи в SQLite, можно снова использовать cursor.execute(). Однако после этого потребуется вызвать метод курсора fetchall(). Этот метод возвращает список кортежей, где каждый кортеж сопоставлен с соответствующей строкой в ​​извлеченных записях. Чтобы упростить процесс, напишем функцию execute\_read\_query():

def execute\_read\_query(connection, query):

cursor = connection.cursor()

result = None

try:

cursor.execute(query)

result = cursor.fetchall()

return result

except Error as e:

print(f"The error '{e}' occurred")

Эта функция принимает объект connection и SELECT-запрос, а возвращает выбранную запись.

### SELECT

Давайте выберем все записи из таблицы users:

select\_users = "SELECT \* from users"

users = execute\_read\_query(connection, select\_users)

for user in users:

print(user)

В приведенном выше скрипте запрос SELECT забирает всех пользователей из таблицы users. Результат передается в написанную нами функцию execute\_read\_query(), возвращающую все записи из таблицы users.

**Примечание**. Не рекомендуется использовать SELECT \* для больших таблиц, так как это может привести к большому числу операций ввода-вывода, которые увеличивают сетевой трафик.

Результат вышеприведенного запроса выглядит следующим образом:

(1, 'James', 25, 'male', 'USA')

(2, 'Leila', 32, 'female', 'France')

(3, 'Brigitte', 35, 'female', 'England')

(4, 'Mike', 40, 'male', 'Denmark')

(5, 'Elizabeth', 21, 'female', 'Canada')

Таким же образом вы можете извлечь все записи из таблицы posts:

select\_posts = "SELECT \* FROM posts"

posts = execute\_read\_query(connection, select\_posts)

for post in posts:

print(post)

Вывод выглядит так:

(1, 'Happy', 'I am feeling very happy today', 1)

(2, 'Hot Weather', 'The weather is very hot today', 2)

(3, 'Help', 'I need some help with my work', 2)

(4, 'Great News', 'I am getting married', 1)

(5, 'Interesting Game', 'It was a fantastic game of tennis', 5)

(6, 'Party', 'Anyone up for a late-night party today?', 3)

### JOIN

Вы также можете выполнять более сложные запросы, включающие операции типа JOIN для извлечения данных из двух связанных таблиц. Например, следующий скрипт возвращает идентификаторы и имена пользователей, а также описание сообщений, опубликованных этими пользователями:

select\_users\_posts = """

SELECT

users.id,

users.name,

posts.description

FROM

posts

INNER JOIN users ON users.id = posts.user\_id

"""

users\_posts = execute\_read\_query(connection, select\_users\_posts)

for users\_post in users\_posts:

print(users\_post)

Вывод данных:

(1, 'James', 'I am feeling very happy today')

(2, 'Leila', 'The weather is very hot today')

(2, 'Leila', 'I need some help with my work')

(1, 'James', 'I am getting married')

(5, 'Elizabeth', 'It was a fantastic game of tennis')

(3, 'Brigitte', 'Anyone up for a late night party today?')

Следующий скрипт возвращает все сообщения вместе с комментариями к сообщениям и именами пользователей, которые разместили комментарии:

select\_posts\_comments\_users = """

SELECT

posts.description as post,

text as comment,

name

FROM

posts

INNER JOIN comments ON posts.id = comments.post\_id

INNER JOIN users ON users.id = comments.user\_id

"""

posts\_comments\_users = execute\_read\_query(

connection, select\_posts\_comments\_users

)

for posts\_comments\_user in posts\_comments\_users:

print(posts\_comments\_user)

Вывод выглядит так:

('Anyone up for a late night party today?', 'Count me in', 'James')

('I need some help with my work', 'What sort of help?', 'Elizabeth')

('I am getting married', 'Congrats buddy', 'Leila')

('It was a fantastic game of tennis', 'I was rooting for Nadal though', 'Mike')

('I need some help with my work', 'Help with your thesis?', 'Leila')

('I am getting married', 'Many congratulations', 'Elizabeth')

Из вывода понятно, что имена столбцов не были возвращены методом fetchall(). Чтобы вернуть имена столбцов, нужно забрать атрибут description объекта cursor. Например, следующий список возвращает все имена столбцов для вышеуказанного запроса:

cursor = connection.cursor()

cursor.execute(select\_posts\_comments\_users)

cursor.fetchall()

column\_names = [description[0] for description in cursor.description]

print(column\_names)

Вывод выглядит так:

['post', 'comment', 'name']

### WHERE

Теперь мы выполним SELECT-запрос, который возвращает текст поста и общее количество лайков, им полученных:

select\_post\_likes = """

SELECT

description as Post,

COUNT(likes.id) as Likes

FROM

likes,

posts

WHERE

posts.id = likes.post\_id

GROUP BY

likes.post\_id

"""

post\_likes = execute\_read\_query(connection, select\_post\_likes)

for post\_like in post\_likes:

print(post\_like)

Вывод следующий:

('The weather is very hot today', 1)

('I need some help with my work', 1)

('I am getting married', 2)

('It was a fantastic game of tennis', 1)

('Anyone up for a late night party today?', 2)

То есть используя запрос WHERE, вы можете возвращать более конкретные результаты.

## MySQL

Процесс выбора записей в MySQL абсолютно идентичен процессу выбора записей в SQLite:

def execute\_read\_query(connection, query):

cursor = connection.cursor()

result = None

try:

cursor.execute(query)

result = cursor.fetchall()

return result

except Error as e:

print(f"The error '{e}' occurred")

Теперь выберем все записи из таблицы users:

select\_users = "SELECT \* FROM users"

users = execute\_read\_query(connection, select\_users)

for user in users:

print(user)

Вывод будет похож на то, что мы видели с SQLite.

# 6. Обновление записей таблицы

## SQLite

Обновление записей в SQLite выглядит довольно просто. Снова можно применить execute\_query(). В качестве примера обновим текст поста с id равным 2. Сначала создадим описание для SELECT:

select\_post\_description = "SELECT description FROM posts WHERE id = 2"

post\_description = execute\_read\_query(connection, select\_post\_description)

for description in post\_description:

print(description)

Увидим следующий вывод:

('The weather is very hot today',)

Следующий скрипт обновит описание:

update\_post\_description = """

UPDATE

posts

SET

description = "The weather has become pleasant now"

WHERE

id = 2

"""

execute\_query(connection, update\_post\_description)

Теперь, если мы выполним SELECT-запрос еще раз, увидим следующий результат:

('The weather has become pleasant now',)

То есть запись была обновлена.

## MySQL

Процесс обновления записей в MySQL с помощью модуля mysql-connector-python является точной копией модуля sqlite3:

update\_post\_description = """

UPDATE

posts

SET

description = "The weather has become pleasant now"

WHERE

id = 2

"""

execute\_query(connection, update\_post\_description)

# 7. Удаление записей таблицы

## SQLite

В качестве примера удалим комментарий с id равным 5:

delete\_comment = "DELETE FROM comments WHERE id = 5"

execute\_query(connection, delete\_comment)

Теперь, если мы извлечем все записи из таблицы comments, то увидим, что пятый комментарий был удален. Процесс удаления в MySQL идентичен SQLite.

ЗАДАНИЕ

* 1. Проделайте все шаги из примера выше. Удостоверьтесь, что Вы поняли, как это работает.
  2. Самостоятельно выберите тематику для своей собственной базы данных. База данных должна содержать не менее четырех таблиц. Каждая таблица должна иметь минимум одну связь с другими таблицами для формирования сложных запросов. Каждая таблица содержит не менее 5 записей.
  3. Нарисуйте схему базы данных как в примере с указанием связей между таблицами.
  4. Создайте таблицы с помощью Python для SQLite и MySQL.
  5. Добавьте по одной новой записи в каждую из таблиц Вашей базы данных.
  6. Продемонстрируйте работу запросов на извлечение данных:

- выбрать все записи из таблиц,

- составить запрос по извлечению данных с использованием JOIN

- составить запрос по извлечению данных с использованием WHERE и GROUP BY

Составить два запроса, в которых будет вложенный SELECT-запрос (вложение с помощью WHERE.

- составить 2 запроса с использованием UNION (объединение запросов).

Составить 1 запрос с использованием DISTINCT. Если для демонстрации работы этого ключевого слова недостаточно данных – предварительно дополните таблицу.

7. Обновить две записи в двух разных таблицах Вашей базы данных

8. Удалить по одной записи из каждой таблицы.

Удалите все записи в одной из таблиц.

Сформируйте отчет.