**ROLL NO: 13BCE109**

**TOPIC: MEMORY MANAGEMENT USING LINKED LISTS**

* **SOURCE CODE:**

# coding: utf-8

# In[1]:

import sys

from tkMessageBox import \*

from Tkinter import \*

# In[2]:

class Process(object):

def \_\_init\_\_(self, name, size):

self.\_size = size

self.\_name = name

def get\_size(self):

return self.\_size

def get\_name(self):

return self.\_name

# In[3]:

class Segment(object):

def \_\_init\_\_(self, is\_process, start\_address, process=None, size=None, previous=None, nex=None):

if((is\_process==False and (process!=None or size==None)) or (is\_process==True and (process==None or size!=None))):

print "Error!!! in initializing segment",is\_process,process,size

return

self.\_type = is\_process

self.\_process = process

self.\_pre = previous

self.\_next = nex

self.\_start\_address = start\_address

if is\_process:

self.\_size = process.get\_size()

else:

self.\_size = size

def make\_hole(self, size=None):

if size == None:

self.\_size = self.\_process.get\_size()

elif size < self.\_size:

print "new hole size cant be smaller",size,self.\_size

return

else:

self.\_size = size

self.\_type = False

self.\_process = None

def get\_previous(self):

return self.\_pre

def get\_next(self):

return self.\_next

def get\_process(self):

return self.\_process

def get\_start\_address(self):

return self.\_start\_address

def get\_size(self):

return self.\_size

def set\_previous(self, segment):

self.\_pre = segment

def set\_next(self, segment):

self.\_next = segment

def set\_size(self,size):

self.\_size = size

def set\_start\_address(self,start\_address):

self.\_start\_address = start\_address

def make\_process(self, process):

if(self.\_type):

print "Already a process"

return

self.\_process = process

self.\_type = True

self.\_size = process.get\_size()

def is\_process(self):

return self.\_type

# In[4]:

class Memory(object):

def \_\_init\_\_(self,size,algorithm=1):

self.\_size = size

self.\_head = Segment(False,start\_address=0,size=self.\_size)

self.\_algo = algorithm

self.\_list = []

print 'Tot Size :',size

print 'Algo :',algorithm

if algorithm==2:

self.\_nex = self.\_head

self.display2()

#self.diplay(1)

def remove\_process(self, name):

print '#########################'

print 'Removing:',name

if name not in self.\_list:

print 'Process does not exist'

return

self.\_list.remove(name)

seg = self.\_head

while seg != None:

if seg.is\_process():

if seg.get\_process().get\_name()==name:

break

seg = seg.get\_next()

if seg == None:

print "No such process"

return

pre = seg.get\_previous()

nex = seg.get\_next()

if pre==None and nex==None:

seg.make\_hole()

elif pre==None:

if nex.is\_process():

seg.make\_hole()

else:

seg.make\_hole(seg.get\_size()+nex.get\_size())

seg.set\_next(nex.get\_next())

if nex.get\_next():

nex.get\_next().set\_previous(seg)

elif nex==None:

if pre.is\_process():

seg.make\_hole()

else:

pre.set\_size(pre.get\_size()+seg.getsize())

pre.set\_next(None)

elif pre.is\_process() and nex.is\_process():

seg.make\_hole()

elif pre.is\_process() and not nex.is\_process():

seg.set\_next(nex.get\_next())

seg.make\_hole(seg.get\_size()+nex.get\_size())

if nex.get\_next():

nex.get\_next().set\_previous(seg)

elif not pre.is\_process() and nex.is\_process():

pre.set\_next(nex)

pre.set\_size(pre.get\_size()+seg.get\_size())

nex.set\_previous(pre)

elif not pre.is\_process() and not nex.is\_process():

pre.set\_next(nex.get\_next())

pre.set\_size(pre.get\_size()+seg.get\_size()+nex.get\_size())

if nex.get\_next():

nex.get\_next().set\_previous(pre)

self.display()

def add\_process(self,name,size):

print '#########################'

print 'Adding:',name

if name in self.\_list:

showerror('Unable to add process','Process with the same name already exists')

return

self.\_list.append(name)

seg = self.\_head

algo = self.\_algo

process = Process(name,size)

#first-fit

if algo==1:

while seg!=None:

if not seg.is\_process() and seg.get\_size()>=process.get\_size():

break

seg = seg.get\_next()

#next-fit

elif algo==2:

seg = self.\_nex

while seg!=None:

if not seg.is\_process() and seg.get\_size()>=process.get\_size():

break

seg = seg.get\_next()

if not seg:

seg = self.\_head

while seg!=None:

if not seg.is\_process() and seg.get\_size()>=process.get\_size():

break

seg = seg.get\_next()

if seg:

self.\_nex = seg

#best-fit

elif algo==3:

mini = sys.maxint

best = None

while seg!=None:

if not seg.is\_process() and seg.get\_size()>=process.get\_size() and (seg.get\_size()-process.get\_size())<mini:

best = seg

mini = seg.get\_size()-process.get\_size()

seg = seg.get\_next()

seg = best

#worst-fit

elif algo==4:

maxi = -1

worst = None

while seg!=None:

if not seg.is\_process() and seg.get\_size()>=process.get\_size() and (seg.get\_size()-process.get\_size())>maxi:

worst = seg

maxi = seg.get\_size()-process.get\_size()

seg = seg.get\_next()

seg = worst

if seg==None:

showerror('Unable to add process','Process too big')

self.\_list.remove(name)

return

n = seg.get\_next()

if seg.get\_size() > size:

n = Segment(False, seg.get\_start\_address()+size, previous=seg, nex=seg.get\_next(), size=seg.get\_size()-size)

seg.make\_process(process)

seg.set\_next(n)

self.display()

def add(self):

a = self.\_new\_process\_name.get()

b = self.\_new\_process\_size.get()

if a=='' or b=='':

showerror('Invalid input','Please fill both process name and process size')

return

b= int(b)

if b<1:

showerror('Invalid input','Please fill correct process size')

return

self.add\_process(a,b)

def remove(self):

a = self.\_rem\_process\_name.get()

if a=='':

showerror('Invalid input','Please select the name of the process to be removed')

print 'To be removed:',a

self.remove\_process(a)

def display1(self,init=None):

seg = self.\_head

while seg!=None:

if seg.is\_process():

print 'Process:',seg.get\_process().get\_name(),seg.get\_process().get\_size(),seg.get\_size(),seg.get\_start\_address()

else:

print 'Hole:',seg.get\_size(),seg.get\_start\_address()

seg = seg.get\_next()

print self.\_list

print '#########################'

def display2(self):

out = Tk()

#

frame\_up = Frame(out)

frame\_mid = Frame(out)

frame\_down = Frame(out)

#

add\_process\_label = Label(frame\_up, text="ADD PROCESS",bg='black',fg='white')

add\_process\_label.pack(fill=X)

add\_process\_frame = Frame(frame\_up)

add\_process\_label = Label(add\_process\_frame, text="Process Name : ")

add\_process\_label.grid(row=0,column=0)

add\_process\_name = Entry(add\_process\_frame)

add\_process\_name.grid(row=0,column=1)

add\_process\_label = Label(add\_process\_frame, text="Process Size : ")

add\_process\_label.grid(row=1,column=0)

add\_process\_size = Entry(add\_process\_frame)

add\_process\_size.grid(row=1,column=1)

add\_process\_frame.pack(fill=X,pady=20)

add\_button = Button(frame\_up,text='Add',command=self.add)

add\_button.pack(fill=X)

self.\_new\_process\_name = add\_process\_name

self.\_new\_process\_size = add\_process\_size

#

memory\_label = Label(frame\_down, text="MEMORY",bg='black',fg='white')

memory\_label.pack(fill=X)

#

frame\_up.pack(fill=X)

frame\_mid.pack(fill=X,pady=30)

frame\_down.pack(fill=X,pady=30)

self.\_frame\_rem = frame\_mid

self.\_frame\_rem\_temp = None

self.\_frame\_process = frame\_down

self.\_frame\_process\_temp = None

self.\_rem\_list = None

#

self.\_root = out

out.mainloop()

self.display()

def display(self,init=None):

#

if self.\_frame\_process\_temp:

self.\_frame\_process\_temp.pack\_forget()

frame\_process = self.\_frame\_process

big\_frame = Frame(frame\_process)

seg = self.\_head

while seg!=None:

nframe = None

if seg.is\_process():

nframe = Frame(big\_frame,bg='yellow',bd='2')

name = seg.get\_process().get\_name()

name\_label = Label(nframe, text=name,bg='black',fg='white')

name\_label.pack(fill=X)

size = seg.get\_size()

size\_label = Label(nframe, text=size,bg='yellow')

size\_label.pack(fill=X)

address = seg.get\_start\_address()

address\_label = Label(nframe, text=address,bg='yellow')

address\_label.pack()

else:

nframe = Frame(big\_frame,bd='2')

name\_label = Label(nframe, text='Hole',bg='black',fg='white')

name\_label.pack(fill=X)

size = seg.get\_size()

size\_label = Label(nframe, text=size)

size\_label.pack(fill=X)

address = seg.get\_start\_address()

address\_label = Label(nframe, text=address)

address\_label.pack()

nframe.pack(side=LEFT,fill=Y)

seg = seg.get\_next()

big\_frame.pack(pady=10)

self.\_frame\_process\_temp = big\_frame

#

if self.\_frame\_rem\_temp:

self.\_frame\_rem\_temp.pack\_forget()

out = self.\_root

l = self.\_list

if len(l)>0:

big\_frame = Frame(self.\_frame\_rem)

rem\_process\_label = Label(big\_frame, text="REMOVE PROCESS",bg='black',fg='white')

rem\_process\_label.pack(fill=X)

rem = StringVar(out)

rem\_list = OptionMenu(big\_frame, rem, \*l)

rem\_list.pack(pady=10)

rem\_button = Button(big\_frame,text='Remove',command=self.remove)

rem\_button.pack(fill=X)

self.\_rem = rem

big\_frame.pack(fill=X)

self.\_frame\_rem\_temp = big\_frame

self.\_rem\_process\_name = rem

else:

self.\_frame\_rem\_temp = None

self.display1()

# In[5]:

from Tkinter import \*

intro = Tk()

title = Label(intro,text='MEMORY MANAGEMENT',bg='black',fg='white',font='Times 32',padx=20)

title.pack()

frame\_1 = Frame(intro)

frame\_1.pack()

frame\_size = Frame(frame\_1,padx=20,pady=20)

frame\_size.pack(fill=X)

size\_label = Label(frame\_size, text="Memory Size : ")

size\_label.pack(side=LEFT)

size = Entry(frame\_size)

size.pack(side=LEFT)

frame\_algos = Frame(frame\_1,padx=20,pady=20)

frame\_algos.pack(fill=X)

name\_label = Label(frame\_algos, text="Algorithm : ")

name\_label.pack(side=LEFT)

algo\_but = IntVar()

algo\_but.set(1)

algos = [('First-fit',1),('Next-fit',2),('Best-fit',3),('Worst-fit',4)]

frame\_opts = Frame(frame\_algos)

frame\_opts.pack(side=LEFT)

for txt,val in algos:

Radiobutton(frame\_opts, text=txt, value=val, variable=algo\_but, padx=20).pack(anchor=W)

def func():

algo = int(algo\_but.get())

sizey = int(size.get())

intro.destroy()

m = Memory(sizey,algo)

go = Button(frame\_1,text='Go',command=func,width=40)

go.pack(pady=10)

intro.mainloop()

# In[ ]:

* **SAMPLE INPUT:**

![C:\Users\Tanha\Desktop\nirma\7th Sem\OSL\Screenshot from 2016-08-11 21-55-21.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAZEAAAEeCAYAAABLxyhaAAAABHNCSVQICAgIfAhkiAAAABl0RVh0U29mdHdhcmUAZ25vbWUtc2NyZWVuc2hvdO8Dvz4AABCtSURBVHic7d1fjFxXfQfw33g3GxPHJQmkyE4KclJ7EU3ApvxRTau0RcFSWx7ahG7bt0hVolYBRVUfolRISEjhoW+lfaCtlD70ZaW89AW1tBDxAEVAYickLWsgIahg/tvBdojXjqcPySzjyZ2ZO7/5c//M5yNZ3r1/zj27M3u/c865957OP3/tZHf/Z+6Nf/j6sdj/pgCAkfa/8fp4x62/Em+64bpY/d43vxWf/e7RuP667Thzdju63W7V9QOgpjqdTvz8wnY8+93vx2/e9quxsu8t6x+7uH0pLr38ctV1A6ABLr38clx6+eU49ZMzsWv7pZeqrg8ADfTz7Yuxq+pKANBcQgSANCECQNrqJBtfe83uOHr49njrgTfHG6/7pYiI+NHpF2Lrue/EF598Os69ONn4St3LA2C0zt0feajUNb23H7wl7vrAHXH1VVcVrr9w8WI8+pnPx9PfeLbUgeteHgDjrbztvb/1sXEb3X7wlvjT33t/rK6sDN1mdWUlbj94IH7w0zPxw5+ebnR5k9refUf85f3H4o8Pno9vPP2DeKGrlxBYDmPPdtdeszvu+sAd0el04vHHvxpf/cqXY3t7e2f99vZ2fPUrX44nnng8Op1O3H3nHbHndbtLlTfONOU99rnPxmOf++zE5Y22O17/2/fHJx64J/7q5p8lywBoj7EhcvTw7TtdRN3Ll+Ps2bNx4vjx2N7eju3t7Thx/HicPXs2Lr96s+LVa1fF0cO3lSqvjEWXB0B5Y0PkrQfevPP1299xOPbsuTbOnz8XJ44fjxPHj8f58+diz55r4+3vOFy4z6jyylpkeSP32/jzePDwdkRcFTfe/dfxiQfujb/d2Bc3xJXDSpdWD8S7P/QX8YkH7okH3u5JAEB7jb066w2vXuUUEbG2thZH3vnOOP7EE3H+/LmIiLjmmj1x+MiRWFtb+8U+17++VHlllS1vsPtqcNnv/O77x5Y3yre/9IX4j3e/N47dfCnOPP65+K+frMbK+e/H+Ti0s83lXTfGW+88Fn9006U4++V/jX96yvgI0F5jQyT1OMYROw2uKjrxR/zihD9peaUknzH50vP/G8cPvC+O3XwhLj53Ih7/v1cCbLs3xLJrd9zwvj+MP1m/HNvPPBr/+N8X4rxbcYAWGxsiPz3zs9h34xsiInbGQHpdWBGx07XV3xr5yZkXSpVXVtny+oOnF05XhFGJ8qay69q45ea1iHgpTn/nVJzuZgfwAZphbIh8/dnnd07STz15YidADh85EhGxEypPPXki3vXu9+zsU6a8iOKTfNE+ZcsrY1R54/SelL+r6OKySz+OL3366/H6PzsY68c+FH/ww834t9PXpI8FUHdj+1q++OTTceHixVc2XlmJvXv37rQ61tbW4vCRI7F3797Y9eo9Gi9d2I4vnHimVHllLLq80S7FuTOdiLgqbrjjg/H77/n1OPauN8SNncs7W6y98Fg88ukX49yufXH0g0fj19bK1w2gacbebLh98VL8+MzP4vaDB2L//v2x/6abYqXvpr6VlZXYf9NNsW/f/uh2u7H574/F937441LljbtXZJryDhy4JQ4cuGXi8ka7HJdeOBsvXv/GeMtN++LW/dfF3jgXz397LW595y/H9T9/Pr7ytR/EmdPPxf+sHo7fuHV/vG3Pt+Oxb3ncCtBOpR97ctvBW+LuO++Iq9eK78l46cJ2PPqfn49nvvlcqQPXvTwAxisdIhERe163O44evi3WD7w5bnz1MtkfnX4htp59Pr5w4pl4ccIJrupeHgCjTRQiANDPTQwApAkRANKECABpQgSANCECQJoQASBtNSLi0b97uOp6ANAwd3/kIS0RAPKECABpQgSANCECQJoQASBNiACQJkQASBMiAKQJEQDShAgAaUIEgDQhAkCaEAEgTYgAkLY67wN0u90rvu90OlPvM7g+Y1yZs6jnuO3L1CtTxrRlzuNnn4VF1nOan68p9RxXVpF5vD/HHWOZzyHzqOesaYkAkDb3lsgiLOJT8DQm+bTR+7rszzRsu2nKXGbDPvn1L5/09ziP3/8s61nF+7Nu5lHPWbzuZf6+pz3GtLREAEhbeEtkWDrPou9vlmZRz7KfFvqX9/aZ9lPMJGX2vh+3XdHPXuUnoFm+l+b5aXyWZlnPKt+f02jKOWRZaIkAkNaKMRFogjaMTTW57lVpw+s+ipYIAGmVtUSa0n/ZlHrOwrCxkVHb1sE0r1FTxgWaUs9FWqa/zTrTEgEgbeEtkcFPu4PLi9ZVoSn1XGZNeY3KXv1GOV73etESASCtFVdnzeKZP20zzT0dZT7p0X6LepZWHd5XTalnHWmJAJAmRABIW40aDEBNa5mbmZrhszXPAdlJLqEeZxEDx0Xvm0mP25T33jzrOcvXvXa6XS0RAPJaMbC+zDyEbrYyEwlVoSn1pP20RABIq6wloq90Poouz23rTU49Tfu5hl1CzWS87vWgJQJAmhABIE2IAJDm6qw5qnLa2WV6JHhTVf3AwGnen+RV/brPmpYIAGmtaIlk0nyRn8abOtkTyyHz/iz7N1f3v82eptSzjrREAEibe0skk9bj9pnHJ4B51HMWx5hFGdnj1u2TVl3eS20pc5rty0zPOyt1+X1Oe8xZ1qNOf5taIgCkCREA0oQIAGlCBIC01YiIra2tqusBQMP8zd//i5YIAHlCBIA0IQJAmhABIE2IAJAmRABIEyIApAkRANKECABpQgSANCECQJoQASBt1+QzCwNARDe0RACYghABIE2IAJAmRABIEyIApAkRANJWq64AjLK+vl51FWiBra2tqqvQWkKE2vvUpz5VdRVosPvuu6/qKrSaEKER7r333qqrQAOdOnVKiMyZMRGWVqfTiU6nU3U1oNG0RAasr6+/pv+0aFndDY4lNK3+RYad8Lvd7mu26V9WZh2QI0QK9IdGEwd2ywZhE8NxVAB0Op2d9f1fj1sH5OnOWhJFYbHoAJlnIA8GQ7fb3Wl5jFoHTEdLpMDW1tbOCa//64jR3USD+xStG9yvt13/+sF1/WbVeuiv67A6FtWnaPkkx5tF/fsDQIsCqiVEJlDmpN4fIIP/F+03LHCmOdEOhlJv2aTbDHbrTRNow34PkxrVTQUsnhAZYtjJbhFjJLNoaUzbghkWGrOs06SEBdSPEJlQlQPRixrkHxY4TRuEB+bPwPqU5nli73UB9f6VPYlPU6d5Hmfa39WowfDBwfL+bq5R64DpaIlMoMw4QtGysvsNO+akxh2v6EKB/n2K9p3mZ+gvc5pxkaKrqoZddTUYEqPWAXlCZMC4UBh1AiwKj8x+PdOccDPHG3esWQz2z3tcZNR64QGzJ0RqbNpP/3VTt7oLFZieEKm5up14q3Lq1KmqqwAUECLU3n333edJrFBTQoRa0xKDenOJLwBpQgSANCECQJoQASBNiACQtivccAVARrerJQJAnhABIE2IAJAmRABIEyIApAkRANKECABpQgSANCECQJoQASBNiACQJkQASBMiAKQJEQDShAgAaUIEgDQhAkCaEAEgTYgAkCZEAEgTIgCkCREA0oQIAGlCBIA0IQJAmhABIE2IAJAmRABIEyIApAkRANKECABpQgSANCECQJoQASBNiACQJkQASFutugIwL5ubm1d8v7GxUVFNoL2ECK3TC4+PfvSjVyz/+Mc/HhHFYbK+vl5Y1tbW1oxrNxv99a1rHVkOQoRWGgyQ/mUnT54s3KfMyXh9fX1mJ+1sWYP7FZVTdhlMy5gIrbK5uXlFgHQ6neh0Oldsc+jQoXT5dTwJF9WpjvWknbREaK3+8Oh0OtHtdqcqr9eFVNQKGNa9NNhN1lvXW15U5rSG1XNex2O5CRF41bhxhsGw6F82LFiGdSkNW19Ul6LjjwqDsvWEWRAitFa3291pjZRphczqBNsrp/9k3r9skjKKlgsD6sSYCK2ysbGxcxVWxCvhMRggwwbW56G/1THsCjBoMiFC6xRdmVWFwe6xom6mYdsvglBjFnRn0Tq9lsbgVVjTtED6T7hlB6eHjU0MWz+LLqpR9ZzH8aBz1/0Pdh/+8D1V1wOAhnnok4/ozgIgT4gAkCZEAEgTIgCkCREA0oQIAGnuE6G1TEoF8ydEaJ3spFR1m3/DjYE0gRChlTKTUs2DiadoO2MitMrgpFRFhk1KVednSZl4iroSIvCqUQ9I7D2Fd/BpvEXbD875MY8n+BaVOc/jwTC6s6DPqEmm+g2bXKr/axNPsQyECAwoOkGP+mRfNPlU2eOMKk8Y0AS6s2iVwUmpipQZWB88gfdaHf3/ACFCCy1iUqrBcZEyk04N7rcIxkaYN91ZQ4zqnsh0XSzSsneFzHpSqlGTSw3+rge7okw8RdsJkQLDBkp7ynzinGedRi3jFyYJjXGX0I4avxi3LPMajdqnzIyKsCi6swYM+2RZtTqdGOrw+wDqQUtkhga7EQZbNP0GWzqjuiCKus/KXAY6rMz+fSZtzfQft07BBlRDiMzIqHsLJrnPoGj7zD0BZcucNEhcfgr0EyIFqu6umcUJep4neQEC9AiRAsO6k8bt46oYYNkYWJ+R/u6pqgJkUS2oqltqQH1oiUxo2DX6o+4lGLUue7yicicNr+wjynv/1721ZVIqmL/OXfc/2H34w/dUXY/GW6b7OOr+c2UnpRpU9c+oe5S6e+iTj2iJzMo0rY2macLPNemkVGWf3jspk1LRdkJkhvzxVq/spFSLnN1wFkxKRV0JEShhVCtz1I2k/f/P8qSfvQEVZk2IQJ+icYhR3UaT3kg67Fj9xzQpFU0iRKDPqKcODNu+6Kq5SY9VVKYwoAmECK3Sm5Rq1LhIZjykzFN1dSOxjNxsSOssclKqwe6vcU99NikVbaMlQutkJqUaFgq9/7M3kpqUirYTIrTWtJNSlV0/j0miTEpFU+jOAiBNiACQJkQASBMiAKQJEQDShAgAaS7xpbVMSgXzJ0RoneykVE2am8MNhdSFEKGVJp2UqgomrKINjInQKmUnpWoTE1ZRJS0RKGHUxFOjnldlwiraTohAn2En4EkmnjJhFctEiMCMFT1R14RVtJUxEVqlNynVKMMG1gdbCbPQX565PWgjIULrLGJSqjJMWMUy0J1F62QmpYoYPpnUuImnRpVnwirarnPX/Q92H/7wPVXXA4CGeeiTj+jOAiBPiACQJkQASBMiAKQJEQDShAgAaUIEgDQhAkCaEAEgTYgAkCZEAEgTIgCkCREA0oQIAGlCBIA0IQJAmhABIE2IAJAmRABIEyIApAkRANKECABpQgSANCECQJoQASBNiACQJkQASBMiAKQJEQDShAgAaUIEgDQhAkCaEAEgTYgAkLZadQWmcejQoaqrADCVkydPVl2FqTQ6RCKa/wIAy2tzczM2NjaqrsZUdGcBkCZEAEgTIgCkCREA0oQIAGmNvzoLZmF9ff2K77e2tiqqCTSLEGHpra+vvyY0ipYBr6U7CwoIEChHSwTG0NUFwwkRGEFXF4wmRKBPf6tDUMB4xkSgz9bWlvCACQgRGDA4BgIMpzuLpbe1tfWabqze94PresuAVwgRiNcGQ//3QgOG050FQJoQASBNiACQJkQASBMiAKQ1/uqszc3NqqsAsLQaHSInT56MjY2NqqsBsLR0ZwGQJkQASBMiAKQJEQDShAgAaUIEgDQhAkCaEAEgTYgAkCZEAEjr3HX/g92qKwFAM/0/93VUaSyPShAAAAAASUVORK5CYII=)

* **SAMPLE OUTPUT:**
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