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Assignment Based on Divide and Conquer Strategy. (Implement Recursive and Non-Recursive Binary Search Algorithm using C++ or java. Determine Time and space complexity)

**Theory:**

**1. Introduction**

In this lab exercise, you will learn how to implement program to manage a integer numbers. The program will store this information in sorted order, and it will allow you to search number using binary search (both recursive and non-recursive methods).

**2. Theory**

**a. Binary Search**

Binary search is an efficient algorithm used to search for an element in a sorted list or array. It works by repeatedly dividing the search interval in half.

**Algorithm:**

1. Compare the target value with the middle element.
2. If the target matches the middle element, the search is successful.
3. If the target is less than the middle element, continue the search on the left half of the list.
4. If the target is greater than the middle element, continue the search on the right half of the list.
5. Repeat the process until the element is found or the search interval becomes empty.

**Time Complexity:**

**Best-case time complexity:**

* The best-case scenario occurs when the target element is the middle element of the array.
* In this case, the algorithm will find the element on the first iteration itself.
* Thus, the time complexity for the best case is O(1).

**Worst-case and Average-case time complexity**:

* In the worst-case scenario, the algorithm will continue splitting the array in half until the subarray is reduced to a single element.
* The number of iterations is proportional to the logarithm of the number of elements in the array because the array is halved with each iteration.
* Therefore, the time complexity for the worst and average cases is O(log n), where n is the number of elements in the array.

**Space Complexity of Binary Search**

The space complexity depends on the approach we use:

**Iterative Binary Search:**

* The iterative version of binary search does not use additional memory for recursion calls.
* The space complexity is O(1) because only a few variables (low, high, mid) are used to store the indices.

**Recursive Binary Search:**

* In the recursive version, each recursive call adds a new frame to the call stack.
* Since there are log n recursive calls (in the worst case), the space complexity is O(log n) due to the recursion stack.

**3. Lab Exercise**

**a. Program Requirements**

Your program should fulfill the following requirements:

1. Create an array of integers.
2. Implement a function to insert numbers into array.
3. Implement a function to search for number using binary search (both recursive and non-recursive methods).

**b. Step-by-Step Implementation**

Follow these steps to implement the program:

1. Create an empty array.
2. Implement a function to insert number into the array. Ensure that the array remains sorted.
3. Implement a recursive binary search function to search for a friend's mobile number.
4. Implement a non-recursive binary search function to achieve the same result.
5. Test the program with various scenarios.

**c. Testing the Program**

Test your program with various test cases to ensure it works correctly. Make sure to test:

* Inserting new element.
* Searching for existing element.
* Searching for non-existing element.

**Algorithm:**

Algorithm: Binary Search

Data Structures:

array to store numbers .

Functions:

1. add\_Element(number):

1. Create a new entry in the array.

2. Ensure the array remains sorted.

2. recursive\_binary\_search(number):

1. Initialize low = 0 and high = length of array - 1.

2. While low <= high:

a. Calculate the middle index: mid = (low + high) // 2.

b. If number == array[mid], return array[mid].

c. If name < array[mid], set high = mid - 1.

d. Otherwise, set low = mid + 1.

3. If the loop terminates without finding the name, return "Not found."

3. non\_recursive\_binary\_search(name):

1. Initialize low = 0 and high = length of array - 1.

2. While low <= high:

a. Calculate the middle index: mid = (low + high) // 2.

b. If array[mid] == number, return array[mid].

c. If name < array[mid], set high = mid - 1.

d. Otherwise, set low = mid + 1.

3. If the loop terminates without finding the name, return "Not found."

4. main():

1. Initialize an empty array.

2. Display a menu with the following options:

a. Insert number.

b. Search for a number (recursive).

c. Search for a number (non-recursive).

d. Exit.

3. Repeat the following until the user chooses to exit:

a. Prompt the user for their choice.

b. If the choice is 'a':

i. Prompt the user for a number.

c. If the choice is 'b':

i. Prompt the user for a number.

ii. Call recursive\_binary\_search(number) and display the result.

d. If the choice is 'c':

i. Prompt the user for number.

ii. Call non\_recursive\_binary\_search(number) and display the result.

e. If the choice is 'd', exit the program.

f. If the choice is invalid, display an error message.

4. End the program.

import java.util.Scanner;

public class BinarySearchExample {

    public static int recursiveBinarySearch(int[] arr, int low, int high, int x) {

        if (high >= low) {

            int mid = low + (high - low) / 2;

            if (arr[mid] == x)

                return mid;

            if (arr[mid] > x)

                return recursiveBinarySearch(arr, low, mid - 1, x);

            return recursiveBinarySearch(arr, mid + 1, high, x);

        }

        return -1;

    }

    public static int iterativeBinarySearch(int[] arr, int x) {

        int low = 0, high = arr.length - 1;

        while (low <= high) {

            int mid = low + (high - low) / 2;

            if (arr[mid] == x)

                return mid;

            if (arr[mid] < x)

                low = mid + 1;

            else

                high = mid - 1;

        }

        return -1;

    }

    public static void main(String[] args) {

        Scanner sc = new Scanner(System.in);

        int n = sc.nextInt();

        int[] arr = new int[n];

        for (int i = 0; i < n; i++)

            arr[i] = sc.nextInt();

        int key = sc.nextInt();

        int resRec = recursiveBinarySearch(arr, 0, n - 1, key);

        System.out.println(resRec);

        int resIter = iterativeBinarySearch(arr, key);

        System.out.println(resIter);

        sc.close();

    }

}

**OUTPUT:**

**![](data:image/png;base64,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)**

**Time and Space Complexity Analysis:**

**Recursive Binary Search:**

* Time Complexity:
  + Best Case: **O(1)** because if the middle element is the target, it takes just one comparison.
  + Average Case: **O(log n)** since the search space halves with each recursive call, reducing the problem size logarithmically.
  + Worst Case: **O(log n)** arises when the element is at one of the ends, requiring maximum recursive steps.
* Space Complexity: **O(log n)** due to the recursion call stack that holds at most one call per level down to log n levels.

**Iterative (Non-Recursive) Binary Search:**

* Time Complexity:
  + Best Case: **O(1)** when the middle element matches the target immediately.
  + Average Case: **O(log n)** because the halving of the search space continues iteratively until found.
  + Worst Case: **O(log n)** when the search narrows down to the edges of the array.
* Space Complexity: **O(1)** since only a few variables are used regardless of input size, with no recursion stack overhead.

**Complexity Analysis:**

|  |  |  |
| --- | --- | --- |
| **Type** | **Time Complexity** | **Space Complexity** |
| **Recursive** | O(log n) | O(log n) |
| **Iterative** | O(log n) | O(1) |

**Conclusion**

In this lab exercise, we learned how to create a program to manage and search number using binary search.