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Introduction

Technology companies have been appearing all over the nation. They have already made huge advances in industries across the board and continue to do so. More technology is being utilized than ever before, and with this brings more data. As these companies grow, there will be more demand for employees with certain skillsets to navigate this data. There are many exciting opportunities in this field for recent graduates with analytical and problem-solving skills. Harvard Business Review coined the Data Science profession as “The sexiest job of the 21st century.”[[1]](#footnote-1) This is good news for those with an interest in technology, however it is important to take into consideration the experience and skillset required. An article released by Northeastern states that “Data scientists—who have typically earned a graduate degree, boast an advanced skill set, and are often more experienced—are considered more senior than data analysts.”[[2]](#footnote-2) For a recent graduate, it is more likely to land a role as a data analyst before progressing into a data scientist role.

This analysis discovers the most preferred programming language skills and degree field for job seekers in the northeast searching for a data analyst role. According to Business Insider, among the eleven most high-tech cities in the United States are New York, Boston, Washington D.C., and Philadelphia.[[3]](#footnote-3) Analytics India Magazine’s list of top programming languages was used to select eight popular languages.[[4]](#footnote-4) The languages analyzed in this report include python, sql, R, java, matlab, scala, sas, and Julia.

A web scrape was performed on Glassdoor.com to collect information for Data Analyst job postings from these four cities.

Data

Glassdoor.com is one of the largest job listing websites in the world, and new jobs are posted daily. Job seekers can view information such as the job title, company, reviews, salary estimates, and job descriptions that contain qualifications and responsibilities.

The web scrape collects data from the first thirty pages for each city from the Glassdoor.com. This is because only the first thirty pages are viewable on the website. This lessens the sample size; however, 3,544 postings were still able to be collected. An initial analysis idea included the salary estimates for jobs. Since this data was unable to be collected, the analysis had to be changed accordingly.

A search for ‘Data Analyst’ was performed for each of four major tech cities in the northeast – including New York, Boston, Washington D.C., and Philadelphia. The data consists of the job title, company name, location, and a full job description from the Glassdoor job postings. The web scrape collected the data for each city separately and stored it in a data frame. There were several job description links that were unable to be scraped due to ads. These values were set to return NA in the data frames. The rows containing NA in the job description column were then removed using the complete.case() function, as shown in Figure 1.

*New\_York <- New\_York[complete.cases(New\_York), ]*  **Figure 1**

Since there were only 10 NA’s total in 3,555 results, removing them did not have a large impact on the sample.

An important aspect of the data is the job description column. This is because the analysis requires keyword extraction to identify the most common programming language skills and degree fields. Separate columns were created that identify keyword matches through binary variables. This was done through the mutate function for each of the keywords, as shown in Figure 2.

*New\_York <- New\_York %>%* ***Figure 2***

*mutate(python = ifelse(grepl("python", job\_description, ignore.case = TRUE), 1, 0))*

The grepl function searches for a match and returns a logical vector. If it returns TRUE, then according to the ifelse statement, a ‘1’ will be returned. Otherwise, a ‘0’ will be returned.

The means of these columns then represent the percentage of job postings that mention the keyword. Then two separate tidy data frames were created for the language skills and degree fields with these values. To have a tidy data frame, vectors were created for the cities and languages/fields that placed them in the correct order with the means. The vectors were then combined into a tibble data frame, as shown in Figure 3.

*language\_df <- tibble(cities1, language, Percent\_of\_jobs\_language)* ***Figure 3***

*degree\_field\_df <- tibble(cities2, degree\_field, Percent\_of\_jobs\_degree)*

The first data frame includes the city, programming language, and percent of job postings that mention the programming language. The second data frame contains the city, degree field, and percent of job postings that mention the degree field.

Next, a data frame was created that includes all the data from all four cities. Similar keyword extraction methods were utilized to analyze the interactions of the top three programming languages and the top four degree fields. Each of the top programming languages were paired with one of the top four degree fields. The job description had to contain both the programming language and the degree field to return a ‘1’. Then the means of these combinations were put into a vector. Each combination name was put into a vector as well. Then, a data frame was created of the combination names and the means, as shown in Figure 4.

top\_df <- tibble(top\_names, Percent\_of\_jobs\_top) **Figure 4**

Analysis

After the data was cleaned and the new appropriate data frames created, several graphs were created with the ggplot2 package. According to the graph below, SQL is the most important programming language for data analysts in all four cities, appearing in 44.9 percent of job postings. This is to be expected for a data analyst job. Julia, a very new programming language, is mentioned the least amount of times at 0.28 percent, as expected.
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In New York, Boston, Washington D.C., and Philadelphia, SQL is mentioned in 56.22, 46.07, 33.18, and 42.91 percent of job postings, respectively. In New York, Boston, Washington D.C., and Philadelphia, Julia is mentioned in .54, 0, .23, and .34 percent of job postings, respectively. Python appears to be more important in New York than in other cities, appearing in 34.66 percent of job postings there. Scala appears to be less important in Washington D.C. than in other cities, appearing in only 4.16 percent of job postings.
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Computer science, engineering, finance, and statistics appear to be among the most popular degree fields. Engineering appears in 26.4 percent of job postings.
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Information technology degrees appear more in the job postings in Washington D.C. than in other cities.
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For data analyst jobs in the northeast the most preferred programming languages are SQL, Python, and SAS, and the preferred degree fields are computer science, engineering, finance, and statistics. It is more important to know Python for jobs in New York City than for jobs in other cities. It is less important to know Scala for jobs in Washington D.C. than in other cities.

A further analysis compares each of these top majors with the top programming languages. This suggests which combination of programming language and degree field is the most advantageous for obtaining a data analyst job. The combination of SQL and computer science is the most common. In 14.84 percent of job postings, both the keywords ‘SQL’ and ‘computer science’ appeared.
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This is an interesting insight for job seekers. The most preferred candidates are computer science majors with knowledge of SQL. This is great; however, many companies don’t rely on only one programming language. Since SQL is used mostly for navigating databases, it is very common for companies to also use other programming languages for different purposes. Wouldn’t it be nice to know which programming languages are usually paired together in the job descriptions? This will inform us of which programming languages typically are sought after simultaneously. Understanding the companies set of programming languages will give an advantage to the applicant. Thanks to machine learning, this is possible through a clustering method.

Hierarchical clustering allows for similar groups to be found. First, the distances between all data points must be computed. The dist() function can be used to compute these distances using the Euclidian method, as shown in Figure 5.

distances = dist(all\_cities[3:10], method = "euclidian") **Figure 5**

Next, the points need to be clustered. This can be done using the hclust() function, for hierarchical clustering, as shown in Figure 6.

clusterLanguages = hclust(distances, method = "ward") **Figure 6**

The ward method measures the distance between clusters using centroid distance, and the variance in each of the clusters. We can plot the dendrogram of the clustering algorithm, as shown in table 6.

**Table 6**
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The bottom of the dendrogram contains all the data points. It cannot be viewed because of the large amount of data. The number of clusters can be chosen by drawing a horizontal line on the dendrogram. The amount of vertical lines that are crossed is the number of clusters that would be used. Consideration should be given to the number of clusters that give the most vertical distance between horizontal lines. However, it is also important to consider the dataset being observed, and which number of clusters would be appropriate. In this example, it appears that a line can be drawn along the seven-cluster range. This will give us enough groups to identify which programming language pairs are commonly viewed together. The cutree() function allows us to group our data into a chosen amount of clusters. This example requires seven clusters, so ‘k’ will be set equal to seven, as shown in Figure 8.

clusterGroups = cutree(clusterLanguages, k = 7) **Figure 8**

The tapply() function used with the mean() function allows for the percentage of programming language in each cluster to be viewed. Cluster 1 contains job postings with different amounts of each of the programming languages. Cluster 2 contains only the job postings that contain both python and sql, and cluster 6 contains postings that only contain both sql and sas. The rest of the clusters contain job postings that only contain one of the languages or none.

**Table 7**

![](data:image/png;base64,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)

The number of observations in each cluster can be viewed by sub setting the data, as shown in Figure 9.

cluster2 <- subset(all\_cities, clusterGroups == 2) **Figure 9**

Cluster 1 contains 905 observations, with different percentages of programming languages appearing. This cluster does not give any real insight. Cluster 2, which contains only python and sql, has 187 observations, and cluster 6, which contains only sql and sas, has 185 observations. Cluster 3, which contains none of the languages, contains 1,405 observations. These pairs give us insight into which programming languages appear together in the same job postings. Based on this data, applicants for data analyst jobs can potentially improve their prospects by learning one of these programming language pairs.

Recommendations

This data gives many great insights for an entry level job applicant looking to break into technology in the northeast. Data analyst jobs are a great way to learn while on the path to becoming a data scientist. An important initial finding is that SQL is the most important programming language to learn for these roles. It appeared in more job postings than any of the other languages. Julia, a new programming language appeared in the least amount of job postings and is not as important to know. However, it is important to consider that the preferred programming languages have not always remained the same. Quartz, a digital content producer, stated that “programming languages are rapidly changing.”[[5]](#footnote-5) In Washington D.C., information technology degrees appeared less than in other cities. An applicant with this type of degree might consider applying for jobs in New York, Boston, or Philadelphia instead. The best combinations for programming languages and degree fields all contained the SQL. It is best to pair this skill with a computer science, statistics, or an engineering degree. As companies typically utilize more than one programming language, an applicant can learn multiple programming languages to improve their prospects. The most common combinations are SQL and python, and SQL and SAS. Python appears more in job postings in New York City than other cities. An applicant seeking a data analyst job in New York City can greatly improve their prospects with the SQL and python combination.

**Glassdoor Web Scrape**

# Packages

library(tidyverse)

library(dplyr)

library(rvest)

library(stringr)

library(purrr)

library(stringi)

page\_result\_start <- 1 # starting page

page\_result\_end <- 30 # last page results

full\_df <- data.frame()

for(i in page\_result\_start:page\_result\_end) {

url\_base <- "https://www.glassdoor.com/Job/philadelphia-data-analyst-jobs-SRCH\_IL.0,12\_IC1152672\_KO13,25."

url <- paste0(url\_base, "\_IP", i, ".htm")

page <- xml2::read\_html(url)

# Sys.sleep pauses R for two seconds before it resumes

# Putting it there avoids error messages such as "Error in open.connection(con, "rb") : Timeout was reached"

Sys.sleep(2)

# get the job title

job\_title <- page %>%

html\_nodes(".jobTitle") %>%

html\_text() %>%

subset(. != '')

# get the company name

company\_name <- page %>%

html\_nodes("span") %>%

html\_nodes(xpath = '//\*[@id="MainCol"]/div/ul/li/div/div/div/text()') %>%

html\_text() %>%

subset(. != 'New') %>%

subset(. != 'Hot') %>%

subset(. != "We're Hiring") %>%

subset(. != "Top Company") %>%

stri\_trim\_both()

# remove hyphens at end of company name

company\_name <- gsub('[^[:alnum:][:blank:]?&/\\-]', '', company\_name)

# get job location

job\_location <- page %>%

html\_nodes(".loc") %>%

html\_text() %>%

subset(. != '')

# get links

links <- page %>%

html\_nodes("div") %>%

html\_nodes(xpath = '//\*[@id="MainCol"]/div/ul/li/div[2]/div[1]/div[1]/a') %>%

html\_attr("href")

# get job description

job\_description <- c()

for(i in seq\_along(links)) {

url <- paste0("https://www.glassdoor.com", links[i])

result <- try({

page <- xml2::read\_html(url)

job\_description[[i]] <- page %>%

html\_nodes("div") %>%

html\_nodes('.jobDesc') %>%

html\_text() %>%

stri\_trim\_both()

} ,silent = TRUE)

if(!inherits(result, "try-error")) result

}

df <- data.frame(job\_title, company\_name, job\_location, job\_description)

full\_df <- rbind(full\_df, df)

}

**Analysis**

library(stringr)

library(dplyr)

library(ggplot2)

df <- read.csv('file:///C:/Users/Tanner/Documents/SpringBoard/Capstone/Glassdoor.csv')

# create dataframe with all cities

all\_cities <- rbind(New\_York, Boston, Washington, Philadelphia)

# remove NA's from dataframes (10 total)

all\_cities <- all\_cities[complete.cases(all\_cities), ]

# remove NA's from dataframes (10 total)

New\_York <- New\_York[complete.cases(New\_York), ]

Boston <- Boston[complete.cases(Boston), ]

Washington <- Washington[complete.cases(Washington), ]

Philadelphia <- Philadelphia[complete.cases(Philadelphia), ]

# Create columns with binary variabes for programming languages

New\_York <- New\_York %>%

mutate(python = ifelse(grepl("python", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(sql = ifelse(grepl("sql", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(R = ifelse(grepl("\\s[R]\\s", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(java = ifelse(grepl("java", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(matlab = ifelse(grepl("matlab", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(scala = ifelse(grepl("scala", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(sas = ifelse(grepl("sas", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(julia = ifelse(grepl("julia", job\_description, ignore.case = TRUE), 1, 0))

Boston <- Boston %>%

mutate(python = ifelse(grepl("python", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(sql = ifelse(grepl("sql", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(R = ifelse(grepl("\\s[R]\\s", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(java = ifelse(grepl("java", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(matlab = ifelse(grepl("matlab", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(scala = ifelse(grepl("scala", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(sas = ifelse(grepl("sas", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(julia = ifelse(grepl("julia", job\_description, ignore.case = TRUE), 1, 0))

Washington <- Washington %>%

mutate(python = ifelse(grepl("python", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(sql = ifelse(grepl("sql", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(R = ifelse(grepl("\\s[R]\\s", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(java = ifelse(grepl("java", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(matlab = ifelse(grepl("matlab", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(scala = ifelse(grepl("scala", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(sas = ifelse(grepl("sas", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(julia = ifelse(grepl("julia", job\_description, ignore.case = TRUE), 1, 0))

Philadelphia <- Philadelphia %>%

mutate(python = ifelse(grepl("python", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(sql = ifelse(grepl("sql", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(R = ifelse(grepl("\\s[R]\\s", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(java = ifelse(grepl("java", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(matlab = ifelse(grepl("matlab", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(scala = ifelse(grepl("scala", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(sas = ifelse(grepl("sas", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(julia = ifelse(grepl("julia", job\_description, ignore.case = TRUE), 1, 0))

# Find percent of programming languages in job postings per city

Percent\_of\_jobs\_language <- c(mean(New\_York$python), mean(New\_York$sql), mean(New\_York$R),

mean(New\_York$java), mean(New\_York$matlab), mean(New\_York$scala),

mean(New\_York$sas), mean(New\_York$julia),

mean(Boston$python), mean(Boston$sql), mean(Boston$R), mean(Boston$java),

mean(Boston$matlab), mean(Boston$scala), mean(Boston$sas), mean(Boston$julia),

mean(Washington$python), mean(Washington$sql),

mean(Washington$R), mean(Washington$java), mean(Washington$matlab),

mean(Washington$scala), mean(Washington$sas), mean(Washington$julia),

mean(Philadelphia$python), mean(Philadelphia$sql), mean(Philadelphia$R),

mean(Philadelphia$java), mean(Philadelphia$matlab), mean(Philadelphia$scala),

mean(Philadelphia$sas), mean(Philadelphia$julia))

# Create programming language names for language data frame

language <- c('Python', 'SQL', 'R', 'Java', 'Matlab', 'Scala', 'SAS', 'Julia',

'Python', 'SQL', 'R', 'Java', 'Matlab', 'Scala', 'SAS', 'Julia',

'Python', 'SQL', 'R', 'Java', 'Matlab', 'Scala', 'SAS', 'Julia',

'Python', 'SQL', 'R', 'Java', 'Matlab', 'Scala', 'SAS', 'Julia')

# Create city names for language data frame

cities1 <- c('New York', 'New York', 'New York', 'New York',

'New York', 'New York', 'New York', 'New York',

'Boston', 'Boston', 'Boston', 'Boston',

'Boston', 'Boston', 'Boston', 'Boston',

'Washington', 'Washington', 'Washington', 'Washington',

'Washington', 'Washington', 'Washington', 'Washington',

'Philadelphia', 'Philadelphia', 'Philadelphia', 'Philadelphia',

'Philadelphia', 'Philadelphia', 'Philadelphia', 'Philadelphia')

# Create language data frame

language\_df <- tibble(cities1, language, Percent\_of\_jobs\_language)

View(language\_df)

rename(language\_df, City = cities1, Language = language, Percent\_of\_jobs = Percent\_of\_jobs\_language)

# Create graph of percent of languages for all cities combined

Percent\_of\_jobs\_language\_all <- Percent\_of\_jobs\_language/4

g <- ggplot(language\_df, aes(x = language, y = Percent\_of\_jobs\_language\_all))

g + geom\_bar(stat = 'identity') +

theme(axis.text.x = element\_text(angle = 50, hjust = 1))+

ggtitle("Language Skills For All Cities")

# Create graph of percent of languages for each city

g <- ggplot(language\_df, aes(x = language, y = Percent\_of\_jobs\_language))

g + geom\_bar(stat = 'identity') +

facet\_grid(. ~ cities1) +

theme(axis.text.x = element\_text(angle = 50, hjust = 1)) +

ggtitle("Language Skills For Individual Cities")

# Find percent of sql in all job postings

sql\_all <- sum(New\_York$sql, Boston$sql,

Washington$sql, Philadelphia$sql)/3544

# Find percent of julia in all job postings

julia\_all <- sum(New\_York$julia, Boston$julia,

Washington$julia, Philadelphia$julia)/3544

# Create binary columns for degree fields

New\_York <- New\_York %>%

mutate(accounting = ifelse(grepl("accounting", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(computer\_science = ifelse(grepl("computer science", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(finance = ifelse(grepl("finance", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(economics = ifelse(grepl("economics", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(engineering = ifelse(grepl("engineering", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(statistics = ifelse(grepl("statistics", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(mathematics = ifelse(grepl("mathematics", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(information\_technology = ifelse(grepl("information technology", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(physics = ifelse(grepl("physics", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(software\_engineering = ifelse(grepl("software engineering", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(chemistry = ifelse(grepl("chemistry", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(information\_systems = ifelse(grepl("information systems", job\_description, ignore.case = TRUE), 1, 0))

Boston <- Boston %>%

mutate(accounting = ifelse(grepl("accounting", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(computer\_science = ifelse(grepl("computer science", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(finance = ifelse(grepl("finance", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(economics = ifelse(grepl("economics", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(engineering = ifelse(grepl("engineering", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(statistics = ifelse(grepl("statistics", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(mathematics = ifelse(grepl("mathematics", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(information\_technology = ifelse(grepl("information technology", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(physics = ifelse(grepl("physics", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(software\_engineering = ifelse(grepl("software engineering", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(chemistry = ifelse(grepl("chemistry", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(information\_systems = ifelse(grepl("information systems", job\_description, ignore.case = TRUE), 1, 0))

Washington <- Washington %>%

mutate(accounting = ifelse(grepl("accounting", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(computer\_science = ifelse(grepl("computer science", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(finance = ifelse(grepl("finance", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(economics = ifelse(grepl("economics", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(engineering = ifelse(grepl("engineering", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(statistics = ifelse(grepl("statistics", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(mathematics = ifelse(grepl("mathematics", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(information\_technology = ifelse(grepl("information technology", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(physics = ifelse(grepl("physics", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(software\_engineering = ifelse(grepl("software engineering", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(chemistry = ifelse(grepl("chemistry", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(information\_systems = ifelse(grepl("information systems", job\_description, ignore.case = TRUE), 1, 0))

Philadelphia <- Philadelphia %>%

mutate(accounting = ifelse(grepl("accounting", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(computer\_science = ifelse(grepl("computer science", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(finance = ifelse(grepl("finance", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(economics = ifelse(grepl("economics", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(engineering = ifelse(grepl("engineering", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(statistics = ifelse(grepl("statistics", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(mathematics = ifelse(grepl("mathematics", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(information\_technology = ifelse(grepl("information technology", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(physics = ifelse(grepl("physics", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(software\_engineering = ifelse(grepl("software engineering", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(chemistry = ifelse(grepl("chemistry", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(information\_systems = ifelse(grepl("information systems", job\_description, ignore.case = TRUE), 1, 0))

# Find percent of degree fields in job postings per city

Percent\_of\_jobs\_degree <- c(mean(New\_York$accounting), mean(New\_York$computer\_science), mean(New\_York$finance),

mean(New\_York$economics), mean(New\_York$engineering), mean(New\_York$statistics),

mean(New\_York$mathematics), mean(New\_York$information\_technology),

mean(New\_York$physics), mean(New\_York$software\_engineering), mean(New\_York$chemistry),

mean(New\_York$information\_systems),

mean(Boston$accounting), mean(Boston$computer\_science), mean(Boston$finance),

mean(Boston$economics), mean(Boston$engineering), mean(Boston$statistics),

mean(Boston$mathematics), mean(Boston$information\_technology),

mean(Boston$physics), mean(Boston$software\_engineering), mean(Boston$chemistry),

mean(Boston$information\_systems),

mean(Washington$accounting), mean(Washington$computer\_science), mean(Washington$finance),

mean(Washington$economics), mean(Washington$engineering), mean(Washington$statistics),

mean(Washington$mathematics), mean(Washington$information\_technology),

mean(Washington$physics), mean(Washington$software\_engineering), mean(Washington$chemistry),

mean(Washington$information\_systems),

mean(Philadelphia$accounting), mean(Philadelphia$computer\_science), mean(Philadelphia$finance),

mean(Philadelphia$economics), mean(Philadelphia$engineering), mean(Philadelphia$statistics),

mean(Philadelphia$mathematics), mean(Philadelphia$information\_technology),

mean(Philadelphia$physics), mean(Philadelphia$software\_engineering), mean(Philadelphia$chemistry),

mean(Philadelphia$information\_systems))

# Create names for degree field data frame

degree\_field <- c('accounting', 'computer\_science', 'finance', 'economics', 'engineering', 'statistics', 'mathematics',

'information\_technology', 'physics', 'software\_engineering', 'chemistry', 'information\_systems',

'accounting', 'computer\_science', 'finance', 'economics', 'engineering', 'statistics', 'mathematics',

'information\_technology', 'physics', 'software\_engineering', 'chemistry', 'information\_systems',

'accounting', 'computer\_science', 'finance', 'economics', 'engineering', 'statistics', 'mathematics',

'information\_technology', 'physics', 'software\_engineering', 'chemistry', 'information\_systems',

'accounting', 'computer\_science', 'finance', 'economics', 'engineering', 'statistics', 'mathematics',

'information\_technology', 'physics', 'software\_engineering', 'chemistry', 'information\_systems')

# Create city names for degreee field data frame

cities2 <- c('New York', 'New York', 'New York', 'New York',

'New York', 'New York', 'New York', 'New York',

'New York', 'New York', 'New York', 'New York',

'Boston', 'Boston', 'Boston', 'Boston',

'Boston', 'Boston', 'Boston', 'Boston',

'Boston', 'Boston', 'Boston', 'Boston',

'Washington', 'Washington', 'Washington', 'Washington',

'Washington', 'Washington', 'Washington', 'Washington',

'Washington', 'Washington', 'Washington', 'Washington',

'Philadelphia', 'Philadelphia', 'Philadelphia', 'Philadelphia',

'Philadelphia', 'Philadelphia', 'Philadelphia', 'Philadelphia',

'Philadelphia', 'Philadelphia', 'Philadelphia', 'Philadelphia')

# Create data frame for degree field

degree\_field\_df <- tibble(cities2, degree\_field, Percent\_of\_jobs\_degree)

rename(degree\_field\_df, City = cities2, Degree.Field = degree\_field, Percent\_of\_jobs = Percent\_of\_jobs\_degree)

# Create graph for percentage of degree field for all cities combined

Percent\_of\_jobs\_degree\_all <- Percent\_of\_jobs\_degree/4

g <- ggplot(degree\_field\_df, aes(x = degree\_field, y = Percent\_of\_jobs\_degree\_all))

g + geom\_bar(stat = 'identity') +

theme(axis.text.x = element\_text(angle = 50, hjust = 1)) +

ggtitle("Degree Field For All Cities")

# Create graph for percentage of degree field for cities individually

g <- ggplot(degree\_field\_df, aes(x = degree\_field, y = Percent\_of\_jobs\_degree))

g + geom\_bar(stat = 'identity') +

facet\_grid(. ~ cities2) +

theme(axis.text.x = element\_text(angle = 50, hjust = 1))+

ggtitle("Degree Field For Individual Cities")

# Find percent of engineering degree in all job postings

engineering\_all <- sum(New\_York$engineering, Boston$engineering,

Washington$engineering, Philadelphia$engineering)/3544

# Create binary columns for Top Language / Degree Combinations

all\_cities <- all\_cities %>%

mutate(sql\_computer\_science = ifelse(grepl("sql", job\_description, ignore.case = TRUE) &

grepl("computer science", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(sql\_engineering = ifelse(grepl("sql", job\_description, ignore.case = TRUE) &

grepl("engineering", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(sql\_finance = ifelse(grepl("sql", job\_description, ignore.case = TRUE) &

grepl("finance", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(sql\_statistics = ifelse(grepl("sql", job\_description, ignore.case = TRUE) &

grepl("statistics", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(python\_computer\_science = ifelse(grepl("python", job\_description, ignore.case = TRUE) &

grepl("computer science", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(python\_engineering = ifelse(grepl("python", job\_description, ignore.case = TRUE) &

grepl("engineering", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(python\_finance = ifelse(grepl("python", job\_description, ignore.case = TRUE) &

grepl("finance", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(python\_statistics = ifelse(grepl("python", job\_description, ignore.case = TRUE) &

grepl("statistics", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(sas\_computer\_science = ifelse(grepl("sas", job\_description, ignore.case = TRUE) &

grepl("computer science", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(sas\_engineering = ifelse(grepl("sas", job\_description, ignore.case = TRUE) &

grepl("engineering", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(sas\_finance = ifelse(grepl("sas", job\_description, ignore.case = TRUE) &

grepl("finance", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(sas\_statistics = ifelse(grepl("sas", job\_description, ignore.case = TRUE) &

grepl("statistics", job\_description, ignore.case = TRUE), 1, 0))

# Create combination names

top\_names <- c('sql\_computer\_science', 'sql\_engineering', 'sql\_finance', 'sql\_statistics',

'python\_computer\_science', 'python\_engineering', 'python\_finance', 'python\_statistics',

'sas\_computer\_science', 'sas\_engineering', 'sas\_finance', 'sas\_statistics')

# Find percent of each combination in all job postings

Percent\_of\_jobs\_top <- c(mean(all\_cities$sql\_computer\_science), mean(all\_cities$sql\_engineering), mean(all\_cities$sql\_finance),

mean(all\_cities$sql\_statistics), mean(all\_cities$python\_computer\_science), mean(all\_cities$python\_engineering),

mean(all\_cities$python\_finance), mean(all\_cities$python\_statistics),

mean(all\_cities$sas\_computer\_science), mean(all\_cities$sas\_engineering), mean(all\_cities$sas\_finance),

mean(all\_cities$sas\_statistics))

# Create data frame of top programming language / degree field

top\_df <- tibble(top\_names, Percent\_of\_jobs\_top)

# Create graph for top combinations

g <- ggplot(top\_df, aes(x = top\_names, y = Percent\_of\_jobs\_top))

g + geom\_bar(stat = 'identity') +

theme(axis.text.x = element\_text(angle = 50, hjust = 1)) +

ggtitle("Top language/degree combinations")

## Clustering

# Remove NA's

all\_cities <- all\_cities[complete.cases(all\_cities), ]

# Remove unnecessary columns

all\_cities$job\_title = NULL

all\_cities$job\_location = NULL

all\_cities$company\_name = NULL

# Create data frame for clustering

all\_cities <- all\_cities %>%

mutate(python = ifelse(grepl("python", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(sql = ifelse(grepl("sql", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(R = ifelse(grepl("\\s[R]\\s", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(java = ifelse(grepl("java", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(matlab = ifelse(grepl("matlab", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(scala = ifelse(grepl("scala", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(sas = ifelse(grepl("sas", job\_description, ignore.case = TRUE), 1, 0)) %>%

mutate(julia = ifelse(grepl("julia", job\_description, ignore.case = TRUE), 1, 0))

# Create euclidian distances between data points

distances = dist(all\_cities[3:10], method = "euclidian")

# Create clustering algorithm

clusterLanguages = hclust(distances, method = "ward")

# Plot dendrogram

plot(clusterLanguages)

# Cluster data into 5 groups

clusterGroups = cutree(clusterLanguages, k = 5)

# Find means of programming languages in each cluster

tapply(all\_cities$python, clusterGroups, mean)

tapply(all\_cities$sql, clusterGroups, mean)

tapply(all\_cities$R, clusterGroups, mean)

tapply(all\_cities$java, clusterGroups, mean)

tapply(all\_cities$matlab, clusterGroups, mean)

tapply(all\_cities$scala, clusterGroups, mean)

tapply(all\_cities$sas, clusterGroups, mean)

tapply(all\_cities$julia, clusterGroups, mean)

# Create subsets to tally

cluster1 <- subset(all\_cities, clusterGroups == 1)

cluster2 <- subset(all\_cities, clusterGroups == 2)

cluster3 <- subset(all\_cities, clusterGroups == 3)

cluster4 <- subset(all\_cities, clusterGroups == 4)

cluster5 <- subset(all\_cities, clusterGroups == 5)

cluster6 <- subset(all\_cities, clusterGroups == 6)

cluster7 <- subset(all\_cities, clusterGroups == 7)

# Count occurances in clusters

tally(cluster2)
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