使用Unittest模块进行的单元测试

1.简介

单元测试是软件工程项目开发的一个重要步骤。在程序开发过程中，一旦代码累加起来，对大量的代码进行调试和修改将是一件费时费力的事情。而单元测试可以对尽可能小的模块进行测试，而不必运行整个程序。它还能帮助我们很快准确的定位到问题的位置、出现问题的模块和单元。

单元测试是对程序中最小的可测试模块--函数或类来进行测试；被测试单元要求有输出，以便单元测试模块能够捕获返回值，并且与预期值进行比较，从而得出测试通过与否。

1. 事项

a.自从 Python 2.1 版本后，PyUnit成为 Python标准库的一部分，使用时只需import unittest

b.软件测试中最基本的组成单元式测试用例，PyUnit使用TestCase类来表示测试用例，并要求所有用于执行测试的类都必须从该类继承,即unittest.TestCase

c.动态方法，只编写一个测试类来完成对整个软件模块的测试，这样对象的初始化工作可以在setUp()方法中完成，而资源的释放则可以在tearDown()方法中完成

d.PyUnit模块中定义了一个名为main的全局方法，使用它可以很方便地将一个单元测试模块变成可以直接运行的测试脚本，main()方法使用TestLoader类来搜索所有包含在该模块中的测试方法，并自动执行它们。

1. 例子

综合2.中的各个事项，一个简要的单元框架测试代码模板如下

1.#main\_runner.py

**2.from** widget **import** Widget

**3.import** unittest

4.#执行测试的类

**5.class** WidgetTestCase(unittest.TestCase):

6.    **def** setUp(self):

7.        self.widget = Widget()

8.    **def** tearDown(self):

9.        self.widget.dispose()

10.        self.widget = None

11.    **def** testSize(self):

12.        self.assertEqual(self.widget.getSize(), (40, 40))

13.    **def** testResize(self):

14.        self.widget.resize(100, 100)

15.        self.assertEqual(self.widget.getSize(), (100, 100))

16.#测试

**17.if** \_\_name\_\_ == "\_\_main\_\_":

18.    unittest.main()

于是本工程的单元测试便按照这个模板来进行

1. 待测试分析

由下图见，各个文件中存在待测试方法的有Button、Cell、Draw、next\_generation、States

Data中是纯数据，main为主程序入口，不再进行测试
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1. 测试用例
2. **Button类**

#-\*- coding:utf-8 –\*-

import pygame,unittest

import Codes.Data as Data

from Codes.Cell import Cell

from Codes.Button import Button

class ButtonTestCase(unittest.TestCase):

def setUp(self):

self.button = Button()

self.button.drawbutton(screen=pygame.display.set\_mode((Data.WIDTH \*Cell.size+Data.WIDTH\*2, Data.HEIGHT \* Cell.size)))

def tearDown(self):

self.button = None

def testdrawbutton1(self):

self.assertEqual(self.button.positionMove,((2+Data.WIDTH)\*Cell.size,Data.HEIGHT))

def testdrawbutton2(self):

self.assertEqual(self.button.positionStop,((2+Data.WIDTH)\*Cell.size,Data.HEIGHT\*3))

def testdrawbutton3(self):

self.assertEqual(self.button.positionReset,((2+Data.WIDTH)\*Cell.size,Data.HEIGHT\*5))

if \_\_name\_\_ == "\_\_main\_\_":

unittest.main()

**b.Cell类**

#-\*- coding:utf-8 –\*-

import unittest

from Codes.Cell import Cell

class CellTestCase(unittest.TestCase):

def setUp(self):

self.cell = Cell((500,1000))

def tearDown(self):

self.cell = None

#测试cell的成员属性

def testSize(self):

self.assertEqual(self.cell.size, 10)

def testImage(self):

self.assertEqual(self.cell.rect.topleft,(500,1000))

if \_\_name\_\_ == "\_\_main\_\_":

unittest.main()

**C.draw方法**

#-\*- coding:utf-8 –\*-

import unittest,pygame

import numpy as np

import Codes.Data as Data

from Codes.Cell import Cell

from Codes.Draw import draw

class DrawTestCase(unittest.TestCase):

def setUp(self):

self.screen = pygame.display.set\_mode((Data.WIDTH \*Cell.size+Data.WIDTH\*2, Data.HEIGHT \* Cell.size))

pygame.world=np.zeros((Data.HEIGHT,Data.WIDTH))

def tearDown(self):

self.screen = None

#测试draw方法

def testDraw(self):

draw(self.screen)

if \_\_name\_\_ == "\_\_main\_\_":

unittest.main()

**d.next\_generation方法**

#-\*- coding:utf-8 –\*-

import unittest,pygame

import numpy as np

import Codes.Data as Data

from Codes.Cell import Cell

from Codes.next\_generation import next\_generation

class StatesTestCase(unittest.TestCase):

def setUp(self):

self.screen = pygame.display.set\_mode((Data.WIDTH \*Cell.size+Data.WIDTH\*2, Data.HEIGHT \* Cell.size))

pygame.world=np.zeros((Data.HEIGHT,Data.WIDTH))

def tearDown(self):

self.screen = None

def testNext(self):

next\_generation()

if \_\_name\_\_ == "\_\_main\_\_":

unittest.main()

**e.States状态方法**

#-\*- coding:utf-8 –\*-

import unittest,pygame

import Codes.Data as Data

import Codes.States as States

from Codes.Cell import Cell

class StatesTestCase(unittest.TestCase):

def setUp(self):

self.screen = pygame.display.set\_mode((Data.WIDTH \*Cell.size+Data.WIDTH\*2, Data.HEIGHT \* Cell.size))

def tearDown(self):

self.screen = None

#初始化

def testInit(self):

self.assertEqual(States.init(self.screen), 'Stop')

#停止时

def testStop(self):

self.assertEqual(States.stop(self.screen), 'Stop')

#演化时

def testMove(self):

self.assertEqual(States.move(self.screen), 'Move')

if \_\_name\_\_ == "\_\_main\_\_":

unittest.main()

1. 总结

单元测试最基本的原理就是比较预期结果是否与实际执行结果相同，如果相同则测试成功，否则测试失败。按照5.中的测试用例进行测试后，如果显示下图，就表明该类方法通过了测试。

![测试成功](data:image/png;base64,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)

补充：仅凭一个测试用例就判断方法通过测试还是不太够的，需要编写多个测试用例才能对某一功能进行比较完整的测试，这就构成了测试用例集。

由于本次项目的规模并不大，其中的方法也算不上复杂，所以没有编写太多的测试用例，就可以推断一个方法通过了测试。