**angrist 1.2.1(en)**

Documentation and reference for the coder interface

Martin Wettstein

**angrist**, n [ˈæŋɡrist] 1. Python script to generate a query form for relational data input in content analyses. It is especially useful for the application of hierarchical codebooks, as it allows data entry on different levels of analysis without raising the cognitive load of coders.  
2. (from Sindarin: '*Iron cleaver*'): Legendary knive from the ballad 'The Lay of Leithian' by J.R.R. Tolkien. The young hero Beren uses this knive to descend to the lowest levels of hell in his quest to separate a precious gem from Morgoth's iron crown.
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Current version available at:
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*[..]and tried its hard edge, bitter-cold,  
o'er which in Nogrod songs had rolled  
of dwarvish armourers singing slow  
to hammer-music long ago.  
Iron as tender wood it clove  
and mail as woof of loom it rove.  
The claws of iron that held the gem,  
it bit them through and sundered them;[..]*

(J.R.R. Tolkien -The Lay of Leithian, 4143-4151)

# Introduction

*Angrist*[[1]](#footnote-1) is a highly adaptable script for displaying query inputs for quantitative content analysis. The special feature of this script is the ability to handle hierarchically structured codebooks and allows for the simultaneous coding on different levels of analysis within a given text. Accordingly, the data is exported in a relational database, pseudo-XML, or JSON-format, depending on the preferences and needs of the content analysis. By organizing the relational data input in linear and easy-to-accomplish tasks, data input is feasible even for highly complex codebooks without risking cognitive overload in coders.

Neither the data structure nor the complexity of the codebook has to be considered by the coder. Instead, the coder is confronted with a series of questions in natural language which may be answered from sets of previously defined items. The codes, storage, and interconnectedness of the variables are hidden from the coder to minimize cognitive load. For the task of answering the questions, Angrist provides a wide range of question-types, including lists, dropdown-menues, checkboxes, and rating-scales.

Since the coder interface runs as a stand-alone Python-script filtering of questions and pages is very easy and the tool is expandable with a wide variety of modules for data in- and output, as well as data processing, available for Python. One module specificially designed for the combination with Angrist even allows for the automated coding of certain variables by means of a learning algorithm which is automatically trained by manual data input.

## Area of application

*Angrist* is especially useful in the analysis of texts using hierarchical codebooks. A wide variety of content analyses in different fields have made use of the coder interface so far, three prototypical ones of which are referred here:

* In the course of a project aiming for the quantitative analysis of public debates, articles have been divided to the statements of different actors, including the journalist himself. Each statement was again divided to single problem definitions, causes, evaluations, and treatments it contained. Accordingly, each text was analyzed on three levels of analysis (Text, Speaker, Statements). In total, more than 9000 texts have been analyzed, the largest of which containing more than 40 units of analysis.
* In the course of a project analyzing financial news, all financial developments which are part of the index SNP500 have been identified in articles within the finance-section of influential newspapers. For each development, all causes, consequences, and evaluations by actors have been coded.
* For the analysis of online comments, the comment threads to online news coverage have been investigated. Each comment was thereby divided to single references to other discussants, the topic of the article, or persons outside the discussion. A total of 250 articles with more than 11'000 comments and 16'000 references have been coded in this analysis. The coding of a single comment with all references thereby took less than three minutes.

All of these examples used three different levels of analysis. The script is expandable and would allow more levels of analysis. The impact of a higher complexity on the coding process and cognitive load of the coder has to be kept in mind, however. Also, as no analysis has ever used more than four levels of analysis in Angrist, the sound function of all features has to be tested before applying a codebook with more than four levels.

## Information for Users

Angrist was designed as an Open Source academic Software and is subject to according regulations (<http://www.opensource.org/docs/osd>). All parts of this script may be copied, redistributed, changed, and adapted to personal tastes or needs.

In spite of intense care and rigorous testing of Angrist, programming errors may not be ruled out. This means that even correct use without changes to the program code may lead to damage to entered data or suspension of the function of this program; -although this is highly improbable. In the case of mishandling of this tool or changes in the program code, the probability of data loss increases.

The programmer declines any responsibility of the loss, damage or incorrect acquisition of data and is not liable to amend programming errors. In order to prevent damage to the program and data, the modification of the script should be limited to the part specific for the project. Modifications of built-in functions should only be done by well-trained persons.

The programmer is doing his best to correct any programming errors and to update the script on a regular base. The current version of the program may be found at:

http://www.ipmz.uzh.ch/Abteilungen/Medienpsychologie/Recource/Angrist.html

For questions and support, please do not hesitate to contact the programmer directly.

## Technical detail

Angrist was written in python 2.7 (from version 1.1, the script also runs in Python 3.x) ([www.python.org](http://www.python.org)) and uses the TK-interface (library: tkinter) for displaying the GUI. The GUI is designed for Windows and does not run properly on Unix and Mac. For usage on these OS, please use a windows emulator.

The tool may display the text to be coded on screen. This display is currently limited to ASCII-Textfiles, the import of images, PDF-files and rich-text is planned for future versions, however. Please convert texts to be coded to ASCII-format prior to using them as text sources. Unicode encrypted documents may not be displayed properly.

# 

# Angrist GUI

The graphical user interface (GUI) of angrist is a single dialog window presenting the coder with a series of questions. The questions are arranged in subsequently presented pages which may be set up dynamically. On each page a maximum of three different questions may be asked, using different answering schemes such as dropdown-lists, lists, checkboxes, rating scales, or buttons.

Next to the question page, the coder may read the text to be coded and highlight portions of the text using predefined colors. All highlighted portions of the text may be read by the program and used as input for the content analysis.

The layout of the GUI is defined using the function self.set\_window() and remains fixed for the whole analysis. Modifications of the layout may be done using this function and will affect all pages of the GUI. The standard design (see Figure 1) will display the pages on the left and the text to be coded on the right side of the dialog. The check-button, which is used to submit answers, is located at the bottom-left of each page. Since this design has been found to be irritating to some right-handed coders, the layout may be flipped using the setting 'Layout'.
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Figure 1: Standard-Layout of the Angrist GUI

##### Artikeltext

In this text area, the current text is displayed. The source for this text is an ASCII-formatted Text-file which is named after the ID of the current text.

Portions of this text may be highlighted for the purpose of navigation and data input. In most analyses, this feature is used to mark the units of analysis which should be coded in this text. Angrist may use the highlighted portions as input to guide the coder through the coding process.

If no text is available, this part of the dialog will not be used and the dialog only needs one half of the screen. The other half may be used for displaying texts or audiovisual documents using other applications.

##### Highlighter

When text is available, a menu of markers is displayed above. These markers may be used to highlight any portion of text with a given color. The colors, labels and the meaning of these buttons may be defined using the setting 'Highlight\_Buttons'. In analyses using multiple levels of analysis, the markers may be used to highlight units of analysis within the text for later coding.

##### Review

At the top of each page, a frame is reserved for a review of previous data input. When visible, a list displays all units of analysis within a given level below the current level of analysis. This review-list may be called using the function self.show\_review() and will be shown only on pages explicitly demanding it. On all other pages the list is disabled.

The elements within the review-list may be removed or edited by the coder if allowed. While removal is trivial to the program, editing of single items within the list requires some preparation. The function self.edit\_item() specifies the pages which should be called when editing an item on a given level of analysis. The names of these pages have to be specified for each project.

##### Location

In the frame beneath the review-list, a text area is displayed. This area may be used to inform the coder on his current location in the coding process. The function self.locate() may be used to display information on each level of analysis.

##### Questions

The questions-frame is the central frame on each page. Within this frame, three questions and answering devices may be displayed to the coder. The questions may be called by using the self.question\_xx()-functions. Each of these functions will display the question for a given variable at the specified position. Upon submitting the answers, this frame is cleaned and may be filled with new questions on the next page.

Please consider that there are question-types which need more space than others. Especially checkbox-lists or long series of rating-scales are consuming lot of the space available. While the GUI automatically reshapes to take in the whole page, this may lead to a window-size exceeding the size of notebook monitors. When using more than one Checkbox, Radiobutton or Rating-Question on one page, you might want to check the size of the page carefully.

##### Buttons

The bottom frame on each page contains up to four buttons with fixed purpose.

**Check-Button**: This button is linked to the function self.submit(). The submit-function is used to store current entries and set the program position for the next page. This button is vitally important on all pages except for pages which have other means to call the submit-function (e.g. a Buttons-question).

**Abort-Button**: This button is linked to the function self.abort(). The abort-function may be defined individually for each page where this button is available. Usually it is used to cancel the coding of a unit of analysis and return to the decision point.

**Back-Button**: This button is linked to the function self.back(). This function will set the program position of the last page visited and direct the coder there without storing current entries. Be aware that this function just goes back one page. For pages where the back-button should lead to entering another level of analysis, this has to be specified.

**Break-Button**: This button is linked to the function self.pause(). This function blanks out the page and start the timer for break-time. At the end of the coding, the break-time is stored to the data to keep track of net duration of the coders' work.

## Question-Types

The GUI is able to present the coder with a wide variety of question types. These questions are called within the ASK-Function for all pages of the questionnaire. Each of the different question-types may be called using the appropriate self.question\_xx()-Function. These functions take the codebook-variable and the position of the question as arguments and place the demanded question-type on the page. In this chapter, a short summary for all question-types is provided.

##### Dropdown

Dropdown questions present the coder with a list of options as defined in the codebook from which he may select the appropriate one. While each option has a code and a label in the codebook, only the label will be presented to the coder as an option. When calling a dropdown question, the first option in the list will be set as default value if no other default value has been specified.

When submitting the answer to a dropdown question, the code of the option will be stored to the data as a string variable. If this code happens to be '98', the answer is not accepted and the coder is prompted to select another option. Therefore, you may use the option 'Please select an option...' with code '98' as first option in the list. The coder will then be forced to make a choice to continue.

Dropdown questions are called using the function self.question\_dd(var,pos) where var is the name of the variable as stored in the codebook and pos is an integer ranging from 1 to 3 indicating the position within the questions frame.

##### Text

Text questions ask for a manual input by the coder. This input may be entered to a single-lined textfile or to a large textbox. The values are stored as strings. Even if there are options for this variable in the codebook, these options will be ignored when calling a text question.

Text questions may be called using the function self.question\_txt(var,pos[,width]) for single-line text entries or self.question\_txt2(var,pos[,width[,height[,getsel]]]) for large textboxes. var is the name of the variable as stored in the codebook and pos is an integer ranging from 1 to 3 indicating the position within the questions frame. The width and height of textboxes may be changed using the corresponding arguments. The argument getsel is an integer with value 1 or 0 which indicates whether it should be possible to copy/paste a part of the displayed text by means of a button.

##### Checkbox

Checkbos questions may be answered by checking the options provided in the codebook. Up to 14 options may be defined in the codebook and will be displayed next to checkboxes.

When storing the answer to a checkbox-question, a dummy variable for each option is created which may take the values 0 (not selected) and 1 (selected).

Checkbox questions are called using the function self.question\_cb(var,pos) where var is the name of the variable as stored in the codebook and pos is an integer ranging from 1 to 3 indicating the position within the questions frame.

##### Radiobuttons

Radiobutton questions may be used analogous to dropdown questions. Here, however, all options will be visible at the same time and the coder may select any one of the options as an answer.

When changing the value of a radiobutton question, the function self.rb\_tamper() is called automatically. You may use this function to define an action which is to be taken upon selecting certain values. For example, you may choose to ask for the name of the news agency if the coder selects the value 'News Agency' from a list of options.

Radiobutton questions are called using the function self.question\_rb(var,pos) where var is the name of the variable as stored in the codebook and pos is an integer ranging from 1 to 3 indicating the position within the questions frame.

##### Buttons

Buttons question present the coder with up to four different choices which he may select by pressing the corresponding button. Each button may be linked to a function (either existing or custom) which will be called as an answer to the coders' decision.

No value is stored for buttons questions. They are usually employed at decision-points where the choice of a coder may lead to different courses in the coding process. Each event has to be defined when calling a buttons question.

Buttons questions are called using the function self.question\_bt(var,pos) where var is the name of the variable as stored in the codebook and pos is an integer ranging from 1 to 3 indicating the position within the questions frame.

##### Rating

Rating questions present the coder with a list of items to be rated on a scale. By default, a 5-point likert scale, ranging from 'disagree' to 'agree' is used. The number of points, as well as their values and labels may be defined when calling a rating question.

When submitting the answers to a rating question, dummy variables for each option will be created which may take any of the values specified for the rating scale.

Rating questions are called using the function self.question\_rating(var,pos,scalelist, valuelist,defval), where var and pos again indicate variable and position. The parameter scalelist is a list containing all labels for the points of the rating scale. The parameter valuelist is a list containing the corresponding values. These lists have to have the same length. The number of points of the rating scale is equal to the length of these lists. If desired, a default value may be set using the parameter defval. If this value is off the scale (i.e.: not in the valuelist), no selection will be made on default.

##### Semantic Differential

As with rating scales, semantic differential (SD) questions prompt the coder to rate an item on a scale. The scale, however, spans for each item from one option to another one. This question type may be used to ask for a rating of a text from 'boring' to 'interesting' and from 'emotional' to 'sober'. The code of each option (as defined in the codebook) will be used as first option, the label will serve as second option for each item.

When submitting the answer to a semantic differential, a new variable is created for each item with the value assigned on the rating scale.

SD questions are called using the function self.question\_sd(var,pos,points,defval), where var and pos again indicate variable and position. The parameter points is an integer indicating the number of points which is to be used. If desired, a default value may be set using the parameter defval. If this value is off the scale (i.e. larger than points) no selection will be made on default.

##### List

List questions may be used to present the coder with long lists of options from which either one or several items may be selected by the coder. If desired, the list may be searchable by entering charcters to a textbox above the list. This option is recommended for lists with more than 20 items. In addition, the coder may be prompted to add list items to a smaller list instead of simultaneously selecting them. This is recommended for tasks where several items from a list have to be chosen.

When submitting the answer to a list question, a list-variable is created from the selection. If not processed any further, a string of this list-variable will be stored in the data.

List questions may be called using the functions self.question\_ls(var,list,multi) for simple lists, self.question\_lseek(..) for searchable lists and self.question\_ladd(..) for searchable lists which ask for the export of items to a smaller list. Other than all other question types the list question may only be placed at position 1. The parameter list indicates the variable which contains the list options. This variable may be different from the variable containing the question. The parameter multi may take the values 0 and 1 and indicates whether multiple selections are allowed.

### Help Text

For each variable, a short help text may be defined in the codebook. When calling a question, a small question mark is displayed at the right border of the page. When clicking on this question mark, a small Popup window appears, containing the help text for this variable.

### Example

As an example, we define the variable 'Author' in the codebook and call it using all available question types. The definition is as follows:

[Author]

Who is the author of this text?

Please indicate the author

The author of a text refers to the person responsible for the content and presentation. In most cases the author is a journalist of the source in which the text has been published or a journalist of a news agency.[...]

1:Journalist of the Medium

2:News Agency

3:Reader / Audience

4:National political actor (Chose from Appendix B)

5:Other

6:Not identifiable

|  |  |
| --- | --- |
|  | Figure 2: Help text which is displayed in a pop-up as soon as the coder clicks the question mark at the right-handed border of the page. |

|  |  |
| --- | --- |
| Page definition | Presentation |
| self.buttons()  self.question\_dd('Autor',1)  self.question\_cb('Autor',2)  self.question\_txt('Autor',3) |  |
| self.buttons()  self.question\_bt('Author',1)  self.question\_rating('Author',2)  self.question\_sd('Author',3) |  |
| self.buttons()  self.question\_ls('Author','Author') |  |

Figure 3: Presentation of different question types for the same variable. As the variable was not designed for semantic differential questions, the example looks awkward for this question type. The coder has to rate the items on a scale ranging from the code of the item to its name.

## Behind the Scenes

The script basically runs on one external file, two functions, and two global variables. All five constituents have to be adjusted to each other in order for the program to run smoothly and store all data correctly. In this chapter, a brief introduction to the constituents is provided. Please refer to the according chapters to find out more about each one.

The codebook (see chapter 3.2) is a file containing the questions to be asked and the answering options. Entries in the codebook may be changed independently from the rest of the program as long as the names of all variables remain unchanged. The ASK-Function contains a large IF...ELIF..ELSE block defining the questions to be asked on each page. All pages have an individual name and may contain the query for three variables within the codebook. The SUBMIT-Function contains a large IF...ELIF...ELSE-block which defines the actions to be taken upon submission of each page. Usually, the actions are storing, cleaning up and setting a new page. For each page, both an ASK- and a SUBMIT-handler have to be entered. The variable prog\_pos contains the name of the current page. When running the ASK- or SUBMIT-function, only actions defined for the current value of prog\_pos will be executed. Thus, the variable determines the exact position within the questionnaire. Finally, the variable dta\_pos contains the current position within the data. This includes the names of the current level and the current unit of analysis as well as the levels and names of all units above the current unit of analysis. This variable determines where the program stores current entries. Figure 4: Illustration of the interconnectedness of all functions and variables in a short example. At two points, the entries made by the coder are influencing the coding process. First, by answering to Var1, Option A will lead to page p2 being displayed, Option B will lead the program to skip this page. Second, when answering F to Var3, an additional question (Var7) will be displayed on page p3.Figure 4 illustrates the coding process in a simple example.

When setting up Angrist, the codebook has to contain all variables used in the ASK-Function. Likewise, all pages have to be defined for the ASK and SUBMIT-function. If there are incongruences in the spelling of the names of pages and variables, the program will fail.

![](data:image/png;base64,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)

Figure 4: Illustration of the interconnectedness of all functions and variables in a short example. At two points, the entries made by the coder are influencing the coding process. First, by answering to Var1, Option A will lead to page p2 being displayed, Option B will lead the program to skip this page. Second, when answering F to Var3, an additional question (Var7) will be displayed on page p3.

# Required files

Angrist was designed as a stand-alone python script. The program does only need built-in modules available in the standard configuration of Python 2.7. Accordingly, no additional scripts are needed for the execution of Angrist.

The minimal configuration for the script to work is the script (usually: angrist.py) itself and a codebook (usually: a\_codebook.ini), which contains the questions and options for each variable. When both files are present in a directory and set up correctly, Angrist may be executed.

There are, however, two additional files which may be used to configure the tool, provide the script with additional information. An ini-file containing individual settings for each coder (usually: a\_settings.ini) may be used to set the name of the coder, layout, presentation, and other parameters which vary between coders. A todo-list (usually to\_do.txt) may be used to provide the coder with a list of text identifiers from which angrist may select the next text to be coded. Errors in the spelling of article identifiers may be prevented in this way.

In addition, a directory containing texts (usually: Texts\) may be used to store the texts in ACSII-format in order to be displayed during the analysis.

## angrist.py

The file angrist.py is the central python script which initializes and controls the GUI for data input and stores the entered data in a specified format. The script has to be set up individually for each project and should run smoothly before starting the content analysis. During the phase of data acquisition, the script should not be modified any more.

The script was written in Python 2.7 but it also runs on Python 3. If no Python compiler is installed on a computer, an offline-version of python may be used from any portable device. The offline-version should contain the libraries tkinter, os, and time.

The modification of the script demands no advanced knowledge of Python. Basic operations, definition and calling of functions, as well as the application of methods to objects should be known, however. For a detailed reference of the programming language, see http://docs.python.org/tutorial/. For an introduction to the tkinter-library which is used to build the dialof for the GUI, see: http://www.pythonware.com/library/tkinter/introduction/

## a\_codebook.ini

The file a\_codebook.ini is the main source of information for the script. The file contains standardized entries for each variable used in the analysis. Each entry contains a question to be asked, additional information for the coder, a help text, and a list of options to choose from.

The format of this file, which should be held in ASCII, is very simple and does not require any programming skills. For the correct execution of Angrist, the format of the codebook has to be followed strictly. The format is as follows:

[Name of the variable]

Question (1 line only)

Coder Information (1 line only)

Help Text (1 line only)

Code1:Item1

Code2:Item2

Code3:Item3

...

Each entry begins with the name of the variable in brackets [..] and ends with at least one empty line. Below the name of the variable there are three lines for text input. The first line contains the question to be asked. The second line contains coder information to be displayed beneath the question. The third line contains the text to be displayed if the coder requires a help text. Since each of these entries is limited to one line, no line-break is allowed in any of them. If you want to display line-breaks, use the number sign (#) to mark their location. When displaying text, these characters are equivalent to line-breaks in Angrist.

The list of options may contain any number of lines, each of which is used as an option. Each line is to be divided by a colon (:). The portion of the line left to the first colon is used as code of the option and will be stored to the data. The portion right to the first colon is the label of the option and will be displayed within the GUI. Both code and label may be any string of characters. If you omit the colon, label and code will both take the value of the whole item.

## a\_settings.ini

The file a\_settings.ini contains individual information for each coder. This information usually includes the name of the coder, the preferred font and size, and the preferred layout. It may also contain a variable called 'Default-Values' which contains defaults for some of the variables in the content analysis.

All information within this file will be included in the settings directory in Angrist. All settings which are defined in Angrist itself are overwritten if there is conflicting information in this settings-file. Thus this file may be used to change the set-up of Angrist for each coder individually. For example, it may be useful for the project leader to set the 'Debugging' setting to 1 and for coders to set the 'Insecure' setting to 1.

##Coder Informations

[Coder-Settings]

Individual Settings

All Options are stored in the settings-dictionary

All entries have the form Name:Value

Codierer:mw

Font:Arial

Layout:Righty

Fontsize:11

Insecure:0

[Default-Values]

Values to be retained

The default values are loaded at startup

All entries have the form Name of the Variable:Value

Source:3

## Todo-List

The Todo-list is a list of filenames (with extension .txt) or article identifiers (without extension) on seperate lines which have to be coded. Angrist will take the first item from this list upon initialization and load the corresponding text from the text folder. Upon completion of a text, the entry is removed from the list.

**Hint: The easy way to create a todo-list from a folder full of text-files:** Create a textfile which contains the single line: \*.txt /b >..\to\_do.txt in the text folder. Change the extension of this file to .BAT and execute it by double-clicking it in windows. The command creates a todo-list in the parent directory containing all filenames on seperate lines.

## Text folder

The text folder is a sub-directory (usually in the same directory as angrist.py) which contains all texts to be coded. The texts should be stored as ASCII Textfiles with the extension .txt. The name of the text folder may be changed using the settings-file.

## Python Compiler

Since Angrist is not an executable but a python script, a python compiler is needed in order to run it. Python 2.7 is recommended but Angrist also runs on Python 3. If python may not be installed on the computer, an offline version (i.e. the Python directory from a computer where it was installed) may be used from any directory on the computer or from a portable device.

You may use the command PATH\Python27\python.exe angrist.py to execute Angrist with an offline version of the compiler. PATH is the path of the python directory.

# 

# Important variables

The script uses a large number of variables for internal storage and data management. For the programming and handling of the script, only few of them have to be known and understood. The most central variables are the settings-dictionary, the storage-dictionary and the position variables (prog\_pos and dta\_pos).

## settings

settings is a global variable of the type dictionary[[2]](#footnote-2) which contains all global settings of the script. There is a number of fixed keys within this dictionary which may be used to change the appearance and handling of the GUI and the program in the background. Next to these central settings, each project may define any number of additional settings as needed or desired.

The list below shows the most central settings which are required for built-in functions and should therefore not be overwritten by project specific variables:

|  |  |  |
| --- | --- | --- |
| **Name** | **Variable Type** | **Purpose** |
| Coder | String | The name of the coder. Used in any data output. Default: 'default' |
| Font | String | The font used in text areas. Default: 'Arial' |
| Fontsize | String | The size of the font of displayed texts. Default: 12 |
| Layout | String | Controls Right- or Left-handed layout. Default: 'Lefty' |
| Curr\_Page | List of Lists | Contains three lists with two items each that control the layout of each page. Do not manipulate! |
| Page\_History | List of Strings | Contains a list of all pages visited in this coding session. Do not manipulate! |
| Input | List of SysVars | Contains dynamic variables with information on current input. Do not manipulate! |
| Path\_Log | String | Contains the log-file of functions called in this coding session. Used for debugging. |
| Verb\_Log | String | Contains the log-file of all text output. Used for debugging. |
| Verbose | String  ('0'/'1'/'2') | Controls the verbosity of the program. If set to 0, no text output is generated. If set to 1 only important events are written in the logfile. If set to 2, the program is maximally verbose and comments all steps. Value 2 is used for debugging only. |
| Debugging | String  ('0'/'1') | If set to 0 the GUI is set for coding. If set to 1, the GUI may be used for debugging. In this mode all entries will be accepted and you may easily access settings['Path\_Log'] and settings['Verb\_Log'] |
| AEGLOS | String  ('0'/'1') | If set to 1, the aeglos module is used for automated content analysis in the background to set default values. Only use if aeglos has been installed and trained. |
| Insecure | String  ('0'/'1') | If set to 1, the coder may report insecurity regarding a decision. Only use in coder training. |
| Multi\_Items | List of strings | Contains the list of variables which use dummy-variables in storage (checkbox-, sd-, and rating-questions). These variables will be provided extra space in the data. |
| Break | Integer | Contains the timestamp of the beginning of the current break. When not in break, the value is set to 0. |
| Break\_Time | Integer | Contains the total duration of breaks in this session. |
| Coding\_Time | Integer | Contains the total duration of coding in this session. |
| Hotwords | Dictionary | Contains a list of keywords which may be highlighted in the text. |
| Auto\_Highlight | String  ('0'/'1') | Controls whether the Hotwords should be highlighted upon startup. |
| Todo | String | Defines the name of the todo-file. Default: 'to\_do.txt'. If the value is set to an empty string, no todo list is used. |
| Package\_Todo | String | Defines the name of the todo-file containing the names of folders each containing another todo-list and a set of texts. Useful for assigning packages of articles to the coders. If set to an empty string no package todo list is used. Default: '' |
| Codebook | String | Defines the name of the codebook file. Default: 'a\_codebook.ini'. If set to an empty string, the file 'a\_codebook.ini' will be used as codebook file. |
| Settings | String | Defines the name of the settings file. Default: 'a\_settings.ini'. If set to an empty string, the file 'a\_settings.ini' will be used as settings file. |
| Text\_Folder | String | Defines the folder which contains the texts. Default: 'Texts\\' (mark that backslashes must be escaped!) |
| Out\_Track | String | Defines the name of the tracking-file. All steps in the coding process are logged to this file. Useful for debugging. If set to an empty string, no tracking is used. Default: '' |
| Out\_Tree | String | Defines the name of the hierachical output of all data. If set to an empty string, no hierarchical output is used. Default: 'trees.txt' |
| Out\_JSON | String | Defines the name of the JSON ouput file. If set to an empty string, no JSON output is used. Default: 'json\_dump.txt' |
| Out\_Tmp | String | Defines the name of the temporary storage. If the coding process gets terminated, all data is stored in this file. Currently there is no possibility to recover the coding automatically. Angrist 1.2 will be able to do so. |
| First\_Page | String | Defines the page from which the coding process should be started. |

The default value for each of these settings is set at the bottom of the script. If you wish to change the default values you may either change them at the bottom of the script (for all coders and once per session) within the function self.fuellen() (for all coders, set back to default for each text), or by using the settings file (see chapter 3.3).

If you are not sure whether a parameter has been set in the settings dictionary you may check using the function available(setting) where setting is a string variable with the name of the setting you wish to find. If there is a valid value in the settings dictionary for this key, the function returns True. If there is no valid setting, the function returns False.

## Storage

storage is a global variable of the type dictionary. It contains all stored data for the current text. If there are multiple levels of analysis, the dictionary contains dictionaries for each unit of analysis. The format of values stored in this dictionary depend on the question type used for entering the values.

* For dropdown and radiobutton questions, storage contains a tuple with two elements (Label,Code) as string variables as value.
* For text questions, storage contains a string variable as value.
* For checkbox, rating, and sd questions, storage contains a dictionary with all options as keys and the entered values as values. For rating scales, the values may be defined manually. For checkbox and sd questions, the values are integers.
* For List questions, storage contains a tuple of lists ([Label1,Label2...],[Code1, Code2..]) which contains all labels and codes selected. If no multiple selection is allowed, the lists only contain one element.

Below you see a very brief example of the coding of a text using two levels of analysis (Text and Speaker) with some variables to code on each level. There are two units of analysis on the level of Speaker (S1 and S2), each with their own storage dictionary. On the level of text, the ID and length of the text were coded using a text question. The variables Genre and Author were coded using a dropdown menu. Framing was coded using a checkbox question with four options. On the level of speaker, three variables (ID, Position and Style) were coded using dropdown questions.

On each level there are two reserved variables which are coded automatically. #TN is the trivial name of the current unit of analysis. It is set in the function self.level\_down() and is used for the review of coded units and informations on the current location. Its value may be changed at any time. The second reserved variable is #TS, the time stamp of the current unit of analysis. It marks the second the coder started coding this unit.

{

#TS:1381235730.75

ID:'Text1'

Genre:('Report','1')

Author:('Journalist','1')

Length:'300'

Speaker: {

S1: {

#TN:'Barrack Obama'

#TS:1381235916.45

ID:('Barrack Obama','1034')

Presentation:('Positive','1')

Voice:('Yes, direct quotation','2')}

S2: {

#TN:'Michelle Bachmann'

#TS:1381235950.763

ID:('Michelle Bachmann','1042')

Presentation:('Negative','-1')

Voice:('No','0')}

Framing: {

Conflict:1

Horse-Race:0

Stratgy:0

Attack:1}

}

Any entry in the storage may be assessed at any time in the program. If you wish to extract the code of the position of the first speaker, for example, you might call:

position = storage['Speaker']['S1']['Position'][1]

The value '1' would then be stored in the variable position.

When you are at a lower level of analysis and require a value coded within this unit of analysis, it may be doleful to enter the whole path to the current position manually. There is a shortcut you might use in this situation: If you call the function curr(), it returns the current sub-directory of storage you are editing. So, if you are still coding the first speaker and wish to know his position, you may call it using the command:

position = curr()['Position'][1]

Again, the value '1' is returned. This function is especially useful for analyses with more than two levels of analysis.

## Codebook

codebook is a global variable of the type dictionary. It contains all variables of the codebook (usually a\_codebuch.ini) as keys and the entries as value. The codebook dictionary is used in the presentation of question types and in the storage of variables. You may change the contents of the codebook at any time of the coding process.

The format of each entry in the codebook dictionary is a list containing five elements. Element 0 is the question asked to the coder as a string variable ending with a line-break. Element 1 is the coder information as a string variable. Element 2 is the list of labels for the options specified. Element 3 is the list of codes for the options specified. Element 4 is the help text offered to the coders.

Accordingly, the codebook entry for the example variable 'Author' (see Chapter 2.1.2) would be:

['Who is the author of this text?\n','Please indicate the author',['Journalist of the Medium','News Agency','Reader / Audience','National political actor','Other','Not identifiable'],['1','2','3','4','5','6'],'The author of a text refers to the person respo...']

When changing the entries of the codebook, these changes will persist for the whole coding session. They will, however, not be stored to the codebook file at the end of the text. The codebook is reloaded for each text in the coding session.

## def\_val

def\_val is a global dictionary containing default values for certain variables. The keys of this dictionary are the names of the variables, the values are the values which should be set as default. You may set default values at any time of the coding process. If default values are set for a variable, the corresponding option is automatically selected as soon as the question for this variable is asked.

You may, for example, set the default value for the author of the text to 'Journalist', which has the code '1'. For this purpose you may use any of the following notations. All of them will work:

def\_val['Author']='Journalist'

def\_val['Author']='1'

def\_val['Author']=('Journalist','1')

Setting default values is especially useful when using text- or data-mining techniques to predict the values of variables. It is also used to present the coder with the predictions of the automated content analysis using Aeglos (see Chapter **Fehler! Verweisquelle konnte nicht gefunden werden.**).

## prog\_pos

prog\_pos is a global variable of the type string. This variable contains the name of the current page the coder is presented with. The value of prog\_pos is usually set and changed in the Submit-function after storing the values and before calling the Ask-function again.

**Hint:** It is strongly recommended to use informative names for the pages of your questionnaire. Names such as 'page1', 'page2', 'page2.2' will make setting up of your program a nuisance. If you use 'author', 'topic', 'framing' instead you will always know where you are in your script.

## dta\_pos

dta\_pos is a global variable of the type list of strings. The value of this variable specifies the position within the data the coder is currently storing values to. The list has a fixed format:

['Level1','Unit1','Level2','Unit2','Level3','Unit3'...]

This list always contains at least four items. If the coder is at the top level of analysis, the value of the variable is ['-','-','-','-']. When descending to lower levels, the dashes are replaced by the respective values. When coding the first speaker in the example above, the data position has the value ['Speaker','S1','-','-'].

The value of the dta\_pos variable is changed automatically by the level\_down() and level\_up() functions. You may change the value manually at any time. When doing this, be careful to match the entries in dta\_pos to the currently existing dictionaries in storage.

# Setting up Angrist

To demonstrate the process of defining a new project in Angrist, a very superficial and small example project is presented here. Parts of this example have been used in previous chapters. Here, we will set up the tool as a whole.

The aim of this example is to investigate the presentation of political actors in an American newspaper. For this purpose, the Genre of each article, its length and framing have to be recorded. In addition, all political actors appearing within the article shall be recorded and their presentation shall be assessed using two categories: Quotations and tone of presentation.

## Making a plan

The first step when defining a new project should consist in a detailed plan of the pages of the questionnaire which are displayed in the tool. This plan may be used to subsequently set up the codebook, the Ask-Function, the Submit-Function, the Back-Function and other project specific parameters.

The plan should contain the following information:

* The names of the pages
* The names of the variables
* Question types
* Changes of the level of analysis

Table 1 shows an example of such a plan containing all relevant information.

|  |  |  |
| --- | --- | --- |
| **Page** | **Questions: Variable and type** | **Actions upon submission** |
| article properties | Author (dropdown)  Genre (dropdown)  Length (text 1 line) |  |
| actor selection | Act\_ID (dropdown) | If an actor is selected, change the level of analysis to Actor. Else go to page: framing |
| actor properties | Presentation  Voice | Go back to actor selection and change to the top level of analysis |
| framing | Framing (rating scale 2 points) |  |
| otherart | Otherart (dropdown) | If yes, restart angrist, if no, end angrist. |

Table 1: Detailed plan for the example analysis

## Definition of the codebook

First and foremost, the variables needed in this analysis have to be defined in a codebook. For this purpose, an empty textfile is created and stored as a\_codebook.ini. This textfile is then filled with entries for the variables specified in the plan. As described in chapter , each entry begins with the name of the variable in brackets which is followed by three lines of information and a list of options.

For the variables used in this examples, the codebook would look like that:

############### Article Level

[Author]

Who is the author of this text?

Please indicate the author

The author of a text refers to the person responsible for the content and presentation. In most cases the author is a journalist of the source in which the text has been published or a journalist of a news agency. In some cases, however, the source may be a private person, a politician, a reader (letters to the editor) or not mentioned at all. Since the names of the author is of no interest to the investigation of populism within the media, except if the person is a political actor, only the function of the author will be coded.

1:Journalist of the Medium

2:News Agency

3:Reader / Audience

4:National political actor

5:Other

6:Not identifiable

[Genre]

Type of the text

Which genre/category does this text belong to?

News story#Fact–oriented type of story, factual news report, report of events etc., of what has happened [when, where, who, what, why?], e.g., party meeting, report on recent events etc. Probably the most frequent type of news story.##Editorial/Column/Commentary/Letter to the editor#Most subjective kind of a news item in which authors give their personal interpretations and opinions: #Editorial: Typically explicitly marked as editorial, opinion–piece, an article of its own, clearly defined to give evaluations, typically on same page within newspaper each time. It has to be formally distinct from the rest of the page. It clearly expresses a standpoint of the author/editor who again speaks for his newspaper. #Column: clearly marked as special column, distinct from regular coverage, most likely always at the same place within news-paper, reoccurring item on a regular basis as fixed part of newspaper coverage, can be written in very personal style. #Commentary: Often not written by a journalist but by an external source such as an expert, politician etc.; often explicitly marked as „commentary“, e.g. by guest author. Letter to the editor: written by a reader; referring to previous articles published in the newspaper and representing the personal opinion of the reader; mostly explicitly marked as letter to the editor and placed on a special page within the newspaper.##Interview#News item consisting of questions and answers shown or printed in direct quotes between interviewer and interviewee or between several discussants. Note: There have to be at least two interview questions (often in bold or italic) to justify coding an interview! Interview sections which are part of a „reportage“ or another more subjective report are not meant here.##Background report/Reportage/Portrait/Feature#More subjective reports in different forms: #Feature article: Vivid report of a correspondent, named as the author of the article. #A „reportage“ describes individual experience of the author; often explicitly marked as „reportage“.#Background story: often longer article, not only factual reporting, looking behind the scenes, analytical, in–depth – not only descriptive, often explicitly marked as „analysis“, etc. Magazine style report: Type of news story in which elements of factual news reports and subjective elements intermingle. But: The journalist does not have to be on location, describing individual experience as in a reportage/background story.#Portrait: Portrait of, e.g., a person, group, institution, organization – and nothing more than that. Otherwise it may be a news story or a reportage (see above).

1:News Story

2:Editorial/Column/Commentary/Letter to the Editor

3:Interview

4:Background Report/Reportage/Portrait/Feature

[Length]

Length of the text

Please enter the number of words below.

The number of words may be found at the top of the text next to the word 'LENGTH:'

[Framing]

How is the text framed?

Please check the presence and absence of these frames

Conflict-Framing:#There is a conflict between two or more actors. There is reproach, a winner, or a loser.##Horse-Race Framing:#Candidates are presented in a sports-like fashion and their chances to win or to lose are caluclated. There are points, percentages, or polls to support the prediction.##Strategy-Framing:#Politicians are portrayed as schemers making plans, intrigues, tactics, or strategies to reach their goals. Politics in general is portrayed as a strategy game.##Attack-Framing:#Direct attacks of actors against others are portrayed or the journalist is directly attacking a politician.

Conflict:Conflict-Framing

Horse-Race:Horse Race-Framing

Strategy:Strategy-Framing

Attack:Attack-Framing

[Otherart]

Do you want to code another article?

All entries you made have been stored. You may now choose to continue with another article.

-

1:Yes

2:No

############### Actor Level

[Act\_ID]

Which actor is it?

Please select the appropriate actor from the list below.

You may enter some characters of the name of this actor to restrict the list.

x:No more actors

1:Boehner, John (Rep., R.)

2:Cruz, Ted (Sen. R.)

3:Gray, Vincent C. (Mayor Washington DC)

4:Holmes Norton, Eleanor (Del. D.)

5:Issa, Darrell (Rep. R.)

6:Needham, Michael

7:Obama, Barrack (Pres. D.)

8:Reid, Harry (Sen. D.)

9:other actor

[Presentation]

How is the actor presented?

Please select

The presentation refers both to verbal presentation and pictures.

1:Positive

0:Ambiguous/Neutral

-1:Negative

[Voice]

Is the actor quoted in this article?

Please select

A direct quote is always put in quotation marks. Indirect quotes may be recognized by the

0:No

1:Yes, indirect quote

2:Yes, direct quote

Please do not bother to take the content of this codebook seriously. It was created for purely formal reasons and does not comply with standards of quantitative content analysis.

## fuellen()

With the codebook defined we may now turn to setting up the script angrist.py. For this purpose, a series of functions has to be defined and customized.

The first of these functions is fuellen() which sets initial values for the settings, storage and codebook directories and defines global variables. While most of this function should not be modified, you might want to change some of the settings for this content analysis.

Since it would be nice to automatically highlight the names of the actors we code in this analysis, we might insert the following lines:

settings['Hotwords']={'us':['Boehner','Cruz','Gray','Holmes','Norton','Issa',

'Needham','Obama','Reid']}

settings['Country']='us'

settings['Auto\_Highlight']='1'

These lines set the country of the content analysis to 'us' and cause the GUI to highlight a list of words upon loading. The words are case sensitive but may occur at any place within a word.

In addition to these settings we want to start the content analysis on page 'article properties' and enable the coder to highlight found actors using a yellow marker. Finally, one of the variables is entered by means of a rating question and will need more space in the data and we want to reset the list of actors for each text.

settings['Highlight\_Buttons'] = [['Actor','Act','#ffff66']]

settings['First\_Page'] = 'article properties'

settings['Multi\_Items'] = ['Framing']

if 'Actor' in settings.keys():

del settings['Actor'] ##Reset upon loading new text

Except from these additions, the fuellen()-function may be left unchanged for this project.

## ask()

The Ask-Function contains all information for the display of questions. For each page, a series of commands may be specified, which call questions and the buttons at the bottom of the page. The commands are embedded in a large if..elif..else-block in which a command block is defined for each possible value of the variable prog\_pos.

In this project we shall need five of these blocks which are called as specified in the plan above. In each block the questions for the variables on this page may be called using self.question-functions. In addition, a review of previously coded actors may be displayed at the page 'actor selection'.

if prog\_pos == 'article properties': #First page if no ID was found in any to-do list

self.question\_dd('Author',1)

self.question\_dd('Genre',2)

self.question\_txt('Length',3)

elif prog\_pos == 'actor selection':

self.show\_review('Actor',1)

self.question\_dd('Act\_ID',1)

elif prog\_pos == 'actor properties':

self.question\_dd('Presentation',1)

self.question\_dd('Voice',2)

elif prog\_pos == 'framing':

self.question\_rating('Framing',1,['present','absent'],['1','0'],defval='0')

elif prog\_pos == 'otherart':

self.buttons(0,0,0,1)

self.ausblenden()

check\_todo()

self.question\_bt('Otherart',1)

self.f\_questions.bu1\_1["command"] = self.submit

self.f\_questions.bu1\_2["command"] = self.abort

self.f\_questions.bu1\_1.bind('<Return>',self.submit)

self.f\_questions.bu1\_1.focus()

Since the text is assessed completely by the time the coder reaches the page 'otherart', the current ID may be checked off on the todo list. To do so, the function check\_todo() is called. This function removes the current ID from the todo list. Also, at the end of a text, the text display may be removed. This is achieved by calling self.ausblenden(). Afterwards, the question whether another article should be coded, is displayed to the coder. Since the question is a buttons question, the check button is suppressed on this page by means of the function self.buttons().

### Data storage

The code above would ask the coder for all entries but it would not store any information to external files. All information entered by the coder would be lost after finishing the text. Data may be stored using built-in functions which may store the data as tree hierarchy, as JSON output or as relational tables.

For all three ways of data storage, there is a function. Since the functions need a setting defining the name of the output-file it pays only to call them if the setting is available. You may check availability of any setting by calling available(setting).

baum\_export()

self.export\_data([],['#TS','Author','Genre',

'Length','Framing'],'\_Text.txt')

self.export\_data(['Actor'],['#TS','Act\_ID','Presentation',

'Voice'],'\_Actor.txt')

These commands produce output in four different files. First, a tree representation of the storage dictionary is stored. Depending on the values of settings['Out\_Tree'] and settings['Out\_JSON'] an indented tree or a JSON-Output or both is written to a file. Second, all data on text level is exported to a table containing the columns '#TS', 'Author', 'Genre', 'Length', and four dummy variables for the variable 'Framing'. Finally, for all elements on level 'Actor', a case is exported to a table containing the columns '#TS', 'Act\_ID', 'Presentation', and 'Voice'. In addition, each case will contain information on the coder, the text ID and the duration of the coding.

### Calling functions using button questions

In this example there is only one button question at the end of the questionnaire. Variable Otherart may be answered with yes or no, leading to different paths in the coding process. For these decision posints, button questions may be used.

Button questions generate up to four buttons from options provided in the codebook. In this case, a button named 'Yes' and a button named 'No' is generated. These buttons are void of any function and have to be defined in order to work.

There are two different possibilities for linking these buttons to functions. First, you may bind the buttons to different existing or custom functions in which commands for the current program position are defined. This is what is done in the example above by linking the first button to self.submit() and the second button to self.abort().

Another way to bind buttons to functions is binding all buttons to the submit function with unique parameters. The function submit() takes one argument if necessary. This argument may be used to identify the button pressed. To submit an argument to the Submit-function, the CMD-class has to be used as no parameters are usually allowed when binding a command to a button:

self.question\_bt('Otherart',1)

self.f\_questions.bu1\_1['command'] = CMD(self.submit,1)

self.f\_questions.bu1\_2['command'] = CMD(self.submit,2)

This code links both buttons to the Submit-function but it will set the value of the parameter overspill to 1 or 2. This value may be used in deciding which action to take.

## submit()

The Submit-function is called when pressing the check-button. It handles the internal storage of items, the cleaning up of pages and the redirection to subsequent pages. In the plan, three exceptional actions have been noted. When storing the entry of the page 'actor selection', the level of analysis has to be changed to 'Actor'. Then storing the entries of the page 'actor properties', the level of analysis has to be set back to the top level. When storing the entry of 'otherart' (in the definition of this page, the first button of the buttons question has been linked to self.submit(), so the coder wants to code another text), the GUI is reset by calling self.fuellen().

The Submit-function always checks the entries before doing anything else. This is done by calling the function self.check\_entries(). If the check fails, an error message will be produced and the entries will not be stored or processed.

### Storing values

In the Submit-function, entries by the coder may be stored to the internal storage dictionary. To do so, you may use the function self.store\_var(var) or self.store\_var\_all(). Both functions store the entered value of one or all variables on the page to the respective key in the storage dictionary at the data position indicated by dta\_pos. If you want to store the values to some other key within this dictionary you may do so manually.

For the page 'text properties', all three versions of storage commands shown below do exactly the same thing:

if prog\_pos == 'article properties':

self.store\_var\_all()

if prog\_pos == 'article properties':

self.store\_var('Genre')

self.store\_var('Author')

self.store\_var('Length')

if prog\_pos == 'article properties':

storage['Genre'] = self.store\_var('Genre',store=0)

storage['Author'] = self.store\_var('Author',store=0)

storage['Length'] = self.store\_var('Length',store=0)

The parameter store=0 in the function call of self.store\_var() causes the value not to be stored automatically but to be returned in order to store it manually. In this case, the result is the same. You may, however, choose to look at a value without storing it yet. In these cases, the option is used.

### Changing the level of analysis

There are different ways to change the level of analysis. The most simple one consists in calling the function self.level\_down(var,level), where var denominates the variable containing information on the identity of the unit and level denominates the level on which the unit of analysis is coded. Conversely, the function self.level\_up() may be called to return to the level above the current one.

There is another way to change the level of analysis which may be implemented when the coder actually sees a text (Angrist would work without a text display). There, the coder is prompted to highlight all units of analysis within the text. The highlighted portions of the text are counted and will be presented to the coder who may then code them subsequently. To use this feature, an additional page has to be included and the coder has to have a marker defined in settings['Highlight\_Buttons'].

On a first page, the coder is prompted to mark all units of analysis by using the question self.question\_mark\_units(var,Level). The highlighted portions may be stored in the Submit-function by calling the usual self.store\_var\_all() command. Storing a question of the type Mark\_Units will result in a new object 'Highlight' in the data. In this object, all highlighted parts of the text are stored with additional information, such as their type, starting and end position, highlighted words and words in the paragraph.

Highlight:

Act:

Act01:

Done: 0

End: 19.21

Fulltext: Mayor Vincent C. Gray stepped away from his role...

ID: Act01

Label: Act: Mayor Vincent C. Gray

Start: 19.0

Typ: Act

Wording: Mayor Vincent C. Gray

In the example above, one object was selected with the highlight-button for actors ('Act') and stored. The object contains the following information: The highlighted text has not yet been coded (Done=0), the highlighted text spans from character 19.0 to character 19.21 (Start/End), it reads 'Mayor Vincent C. Gray' (Wording) and will be displayed like that in lists (Label), the full text of the paragraph is longer, however and continues with '...stepped away...'. The ID of this actor in the data will be Act01 (ID). These informations may be used in further processing.

|  |  |
| --- | --- |
| Key | Value |
| Start | Position of the first character of the selection in the text |
| End | Position of the last character of the selection in the text |
| Fulltext | Text of the whole paragraph |
| Wording | Text of the highlighted portion of text |
| Done | Integer with value 0 for uncoded units and value 1 for coded units of analysis. |
| Label | Label of the unit of analysis to be displayed in lists. Usually shorter than 40 characters. |
| Typ | Type of the marker used to highlight this unit of analysis as defined in settings['Higlight\_Buttons'] |

Table 2: Keys and content of the dictionary created at settings[Level][Unit] for each highlighted portion of the text.

You may access the highlight object by the question type self.question\_sel\_units(var,Level). It will display a list of all objects in the highlight dictionary of the level which is specified that still have the attribute Done=0. As soon as you set Done to 1 (or any other value for that reason), the objects will not be displayed on that list anymore. The Sel\_Units question should be defined with three options with the codes 'Add', 'Rem' and 'Mark' in the codebook. The labels of these options will be displayed below the list and allow to add another object, remove a selected object or indicate the position of the selected object in the text.

As with other questions allowing for a change of level of analysis, the selection may be caught with the self.level\_down(var,Level) command in the Submit-function. There, you may also read the contents of the highlighted object with the command properties = self.store\_var(var,store=0). The result is a dictionary properties containing all information stored on this highlighted object in the object Highlight. You may use this information to store some of the data.

In the example program, the actor selection has been implemented if a text is displayed and looks like this:

Ask-Function:

elif prog\_pos == 'actor highlight':

self.buttons(0,0,1,1)

self.question\_mark\_units('Mark\_Text',['Act'])

print 'hallo'

elif prog\_pos == 'actor list':

self.buttons(1,0,1,1)

self.clean\_all\_tags(['Act']) ##Remove all highlights for speaker. Leave Statement highlights.

self.show\_review('Actor',1)

self.question\_sel\_units('Choose\_Actor','Act')

if self.f\_questions.Aspliste.size() == 1:

self.f\_questions.Aspliste.selection\_set(0)

elif self.f\_questions.Aspliste.size() == 0:

self.submit('no more actors')

elif prog\_pos == 'actor selection':

self.show\_review('Actor',1)

self.question\_dd('Act\_ID',1)

elif prog\_pos == 'actor properties':

self.question\_dd('Presentation',1)

self.question\_dd('Voice',2)

Submit-Function:

elif prog\_pos == 'actor highlight':

self.store\_var\_all()

self.clean\_up\_all()

prog\_pos = 'actor list'

self.ask()

elif prog\_pos == 'actor list':

if button == 'no more actors':

self.clean\_up\_all()

prog\_pos = 'framing'

self.ask()

else:

self.clean\_all\_tags(['Act']) #Remove any existing highlights

if self.level\_down('Choose\_Actor','Actor')==1:

properties = self.store\_var('Choose\_Actor',store=0)

self.clean\_up\_all()

storage[dta\_pos[0]][dta\_pos[1]]['Fulltext'] = properties['Fulltext']

storage[dta\_pos[0]][dta\_pos[1]]['Wording'] = properties['Wording']

storage[dta\_pos[0]][dta\_pos[1]]['HL\_Start'] = properties['Start']

storage[dta\_pos[0]][dta\_pos[1]]['HL\_End'] = properties['End']

prog\_pos = 'actor properties'

self.ask()

else:

self.message('Invalid-Selection01')

verb('ERROR: Unable to go down one level')

elif prog\_pos == 'actor selection':

act = self.store\_var('Act\_ID',store=0)[1]

if act == 'x':

self.clean\_up\_all()

prog\_pos = 'framing'

self.ask()

else:

if self.level\_down('Act\_ID','Actor'):

self.store\_var\_all()

self.clean\_up\_all()

prog\_pos = 'actor properties'

self.ask()

elif prog\_pos == 'actor properties':

self.store\_var\_all()

self.clean\_up\_all()

if settings['Text\_Aktiv']==1:

prog\_pos = 'actor list'

storage['Highlight']['Act'][dta\_pos[1]]['Done']=1

self.level\_up()

else:

self.level\_up()

prog\_pos = 'actor selection'

self.ask()

Evidently, two additional variables have to be defined in the codebook for this to work. Note that the submit-function is sensitive to the value of settings['Text-Aktiv']. This setting is set to 1 if a text is displayed and to 0 if no text is available. Highlighting of text only makes sense in the first case. You should consider checking for that setting when using this feature and use another method to change the level of analysis if there is no text. The program would crash otherwise.

You also see that the Ask-function at position actor list checks for the length of the list of remaining actors. If the length is 0, the selection is skipped and the coding proceeds to the page framing. In content analysis projects it is wise not to do this automatically as the coder will not be able to add any actors afterwards. It would be better to use the Abort-button to let the coder deliberately close the coding of units of analysis. Just activate it label it as 'No more Actors' and define the function self.abort() for this program position. You may also display a summary or choose any other way of ensuring that the coder does not want to add any more units of analysis at that point.

### Cleaning up the page

The page may be cleaned from all questions using the function self.clean\_all(). If only one question is to be removed while the other ones remain in place, you may also call self.clean(var) where var denominates the variable behind the question to be removed.

### Complete submit function

Taken together, the submit function for the current program looks like that (if the text highlight is not used to select new units of analysis as shown in 5.5.2):

accept\_entry = self.check\_entries()

if accept\_entry == 1:

if prog\_pos == 'article properties':

self.store\_var\_all()

self.clean\_up\_all()

prog\_pos = 'actor selection'

self.ask()

elif prog\_pos == 'actor selection':

act = self.store\_var('Act\_ID',store=0)[1]

if act == 'x':

self.clean\_up\_all()

prog\_pos = 'framing'

self.ask()

else:

if self.level\_down('Act\_ID','Actor'):

self.store\_var\_all()

self.clean\_up\_all()

prog\_pos = 'actor properties'

self.ask()

elif prog\_pos == 'actor properties':

self.store\_var\_all()

self.clean\_up\_all()

self.level\_up()

prog\_pos = 'actor selection'

self.ask()

elif prog\_pos == 'framing':

self.store\_var\_all()

self.clean\_up\_all()

prog\_pos = 'otherart'

self.ask()

elif prog\_pos == 'otherart':

self.fuellen()

else:

if settings['Verbose'] == '1':

verb("Error: Position '"+prog\_pos+"' is not defined for SUBMIT")

else:

verb('Invalid Entries')

Within the command blocks, the storage function has to be called before the cleaning function. Upon cleaning, most entries are removed from the cache and the entries may not be stored anymore.

All commands within the Submit-function have to end with calling self.ask() again. If this function is not called, the GUI stalls and does not proceed with data input. If the value of prog\_pos is not changed before calling the Ask-function, the GUI enters an endless loop.

On page 'actor selection' the value of variable 'Act\_ID' is used to decide which path to take. If the selection is 'No more actors' which has code 'x', the next page is 'framing'. For all other values of 'Act\_ID' the level of analysis is changed. This is done using an if..else statement.

At some points of the Submit-function, the function verb() is called. This function takes one string as argument and writes the string to a log. The log may be seen when debugging but remains hidden from the coder.

## abort()

The function self.abort() will be called if the abort button is pressed by the coder or if a buttons question links a button to this function. In this example, the abort button is not displayed on any page. There is, however a link to the function in the definition of the buttons question on page 'otherart'. This means that the Abort-function has to be defined for this page:

if prog\_pos == ['otherart']:

self.clean\_up\_all()

prog\_pos = 'ende'

self.ask()

In this case, the page is cleaned up and the coder is redirected to the page 'ende' which informs him that all data has been stored and the window may be closed. Such a definition has to be done for any page where a button calls the function self.abort().

## back()

The function self.back() is called whenever the coder clicks the Back-button at the bottom of the page. This button is displayed by default and has to be disabled manually for pages where it makes no sense.

The Back-function usually sets the value of prog\_pos to the last page visited, cleans up the page and calls self.ask() again. If any other actions should be taken when pressing 'Back' on a page, commands have to be defined manually.

In this example, special precautions have only to be taken for one page. When going back from the page 'actor properties', the level of analysis has to be set back to the top-level. This may be done using the following lines:

if prog\_pos == ['actor properties']:

del storage[dta\_pos[0]][dta\_pos[1]]

self.level\_up()

prog\_pos = 'actor selection'

The function self.ask() will be called at any rate so it does not have to be called in the if..else block of this function.

## rb\_tamper()

The function self.rb\_tamper() is called whenever the value of a radiobuttons question is changed by the coder. The function may be used to change the appearance of the current page according to the entry of the coder.

As in all other functions in angrist, self.rb\_tamper() contains an if..elif..else-block in which you may define commands for any page. Since no radiobutton is used in the example above, another example is shown here to demonstrate the definition of this function.

You may chose to ask for the exact news agency if the coder selects 'News Agency' (code 2) as author of the text. If the variable 'Author' is answered by radiobuttons. Imagine there is another variable 'NewsAgency' which contains all news agencies as options:

if prog\_pos=='article\_properties':

self.clean\_up('dd',3)

if storage['Author'][1] == '2':

self.question\_dd('NewsAgency',3)

These lines first remove the question at position 3 (if available). Then, if the value of 'Author' is '2', variable 'NewsAgency' is asked using a dropdown question.

With the definition of these functions, the program runs perfectly well. The whole example as a working angrist project may be downloaded from the resources page at:

http://www.ipmz.uzh.ch/Abteilungen/Medienpsychologie/Recource/Angrist.html

# Menu within Angrist

When working with Angrist, the user may access some features for coding, debugging and data preparation. These functions are available by means of a menu at the top of the window. The menu may be adjusted in the function self.set\_window() which is called on start-up. By default, the functions include storing and loading data, changing some key display settings, and debugging.

## File: Store the current coding

This function may be used to store the current storage dictionary to a json file to recover it later. It allows the coder to interrupt the work on the current text and resume work later. It may also be used to store examples for the training. The default extension for codings is .cod.

The function will open a standard file dialog as specified by the current operating system used.

## File: Load specific coding

This function may be used to recover any of the previously stored json files and resume coding. Again, the files may be loaded by means of a standard file dialog.

## File: Leave a comment

This function will open a new window with a text box. The coder or user may enter something in this box whereupon it will be stored in the object Bemerkungen in the storage dictionary. You may store them in the end or write them to custom files.

## File: Create SPSS labeling syntax

This function creates a .sps file containing labeling syntax for all variables in the codebook. Both the variables and their labels will be labeled by this syntax. In addition, the variable level is set to Nominal by default and the value 98 is set to missing. You may customize and crop the syntax manually.

The function is just meant to help creating a sensible syntax without having to type in all variable labels manually.

## Settings: Layout

As Angrist was designed by a left-handed programmer, it may seem strange to right-handed people. Especially, since the check button is at the bottom-left side of the window. By changing this setting from lefty to righty, the window may be flipped.

## Settings: Text encoding

## Settings: Font Size

## Settings: Font

# Extension: Aeglos

As a python script, Angrist may be extended using a wide range of packeages for statistical processing, natrual language recognition, or data management which are available for python today. There is, however, one package which is designed explictly for the use with Angrist and may be used for semi-automated content analysis.

Semi-automated content analysis (SACA) is a method in which techniques for automated content analysis are linked to manual data entry with the purpose of enhancing the efficiency of the coders (Wettstein, 2014). A central element of SACA is the prediction of values the coder is likely to enter in order to preselect them in the query form. This has been found to have two different effects on the coder. First, the coder does not have to bother clicking the obvious choice from a dropdown which saves time and trouble in the content analysis. Second, the task of the coder changes from assessing the text on his own to checking and correcting the program's analysis. In cases where the program does not select the option which would be preferred by the coder, he reacts with increased elaboration of the text and pays higher attention to the semantic meaning of the text (Wettstein, 2014).

The Angrist Extension Generating Listselections for Optimal Speed (Aeglos) is a module enabling Angrist to learn from previous decisions of the coder and calculate the probability for the selection of any option for any variable in the codebook for unknown texts. The technique used for these predictions is a Naive Bayes Classifier (cf. Manning & Schütze, 1999) which uses the conditional probabilities for words to occur in texts in which an option has been chosen to predict the probability of this option to be chosen in a new text for which only the words are known. Aeglos may thereby be trained directly from the data output of Angrist and is used in all question types to generate default values when it is activated.

## Usage in Angrist

Upon starting up, Angrist checks for the availability of the Bayes Classification module of Aeglos which should be located in the same directory as Angrist. If the module is found, automated prediction of categories is enabled. Angrist will then check for the availability of training sets for each variable upon asking questions. If available, the prediction routine of Aeglos is used to predict and preselect the most probable coder decision. Thresholds for the certainty required in order to preselect a value (or a set of five most probable values in list questions) may be defined in the training.

The follwing lines at the beginning of the program load Aeglos:

try:

from aeglos\_bc import predict

from aeglos\_bc import load\_ptable

aeglosfound = 1

except:

aeglosfound = 0

In addition to these lines, the training table has to be loaded in the program. In order to do this, use the setting Ptable by including the following line where ptable\_example.txt is just an example of a table created by Aeglos:

settings['Ptable'] = load\_ptable('ptable\_example.txt')

## Training of Aeglos

In order to train Aeglos, a corpus with previous coder decisions is required. The variables in the corpus must correspond to the variable names in the content analysis for which the training is done. The documentation of Aeglos describes how to use the program to create a training table for multiple variables.

# Glossary

Angrist uses a small number of predefined functions which may be used in the project definition. Some of these functions have been mentioned or explained using the example project above. In this glossary, all functions are presented for a general overview. The functions are grouped and sorted by type and usage.

## Initialization

#### self.fuellen()

This function initiates the GUI and sets the basic settings for each text. This includes the coder specific settings (by referring to a\_settings.ini), the codebook (by referring to a\_codebook.ini), the ID of the text (by referring to the todo-list) and manually defined settings which are used in the content analysis.

When this function is called, the content analysis of the current text is set back to zero. All entries are deleted and the content analysis starts from the initial page. Therefore, it is important not to call this function in the program without cautioning the coder and saving all data.

For the correct usage of self.fuellen(), refer to chapter 5.3.

#### self.set\_window()

This function is called at the beginning of each session to set up the layout of the GUI. Any changes made in this function will affect the layout of all pages in the questionnaire.

For a detailed description of the layout, see chapter 2.

## Project specific functions

#### self.ask()

This function is used to define the pages which are shown to the coder. The function contains a large if..elif..else-block in which a series of commands is defined for each value of prog\_pos. Each block of commands usually contains a self.buttons()-command to define the buttons displayed on the page and a series of self.question\_XX()-commands to call the appropriate question type for each variable.

For a detailed description of this function, refer to chapter 5.4.

#### self.submit(overspill=0)

This function is called whenever the coder hits the Check-button and thus submits the decisions to the program. Just like self.ask(), the Submit-Function contains a large if..elif..else-block defining the actions to be taken for each value of prog\_pos.

The actions usually include storing the values to the internal storage, cleaning up the page, setting a new value for prog\_pos, and calling the Ask-function again.

The Submit-function may take one argument. This is necessary for binding the function to events in tkinter. The argument may also be used to submit additional information to the function such as the identity of the button pressed.

For a detailed description of this function, refer to chapter 5.5.

#### self.abort()

This function is called by clicks on the Abort-button or by answers to buttons questions, which are linked to this function. Again, this function is defined for each value of prog\_pos by means of an if..elif..else-block.

For a detailed description of this function, refer to chapter 5.6.

#### self.back()

This function is called by clicks on the Back-button. Its general setup sets back the program position by one page and calls the Ask-function again. If any other action is necessary to go back from a certain positon within the program, this action has to be defined using the if..elif..else-block.

For a detailed description of this function, refer to chapter 5.7.

#### self.rb\_tamper()

This function is called by changing the value of any radiobutton question in the questionnaire. The actions to be taken when the value of a question is changed have to be defined for the respective page by means of an if..elif..else-block.

## Important aides

This set of functions may be called in the Ask- or Submit-function to change the appearance of the GUI or to manipulate the data. The definition of these functions should only be tampered with by people with good knowledge of Python.

#### self.show\_review(level,rm=1,edit=0,height=3)

This function displays a list of all items on a given level below the current level of analysis. This review list is displayed above the current page and there is a possibility to change the entries either by removing them from storage or editing them.

All entries in this list have the form '<*ID*>: *Trivialname*' where *ID* is the identifier of the unit of analysis for this entry and *Trivialname* is the value of the key '#TN' of this unit of analysis. The values for '#TN' are set automatically when using the level\_down() function. They may then be changed manually if desired.

|  |  |
| --- | --- |
| **Options:** |  |
| level | Either a string variable denominating the level of analysis or a list of strings denominating multiple levels of analysis. The string variables must be identical with the name of the level of analysis within the storage dictionary. |
| rm | Integer variable which may take the values 1 or 0. If set to 1, a remove-button is displayed next to the list which allows the coder to remove a unit of analysis from storage. Default: 1 |
| edit | Integer variable which may take the values 1 or 0. If set to 1, a edit-button is displayed next to the list which allows the coder to edit a unit of analysis from storage. Default: 0  In order for this button to work, the function self.edit\_item() has to be defined for the current project. |
| height | Height of the listbox in lines. Default: 3 |

**Example:**

self.review(['Actor','Issue'],1,0)

This example displays a list of all units of analysis that have been coded on the levels 'Actor' and 'Issue' which are below the current level of analysis. The coder may remove any item from the list but is not allowed to edit them.

#### self.hide\_review()

This function removes the review list from the top of the current page. By default, this function is called for all pages defined in self.ask(). If a review list is desired it has to be called for each page where it is needed.

#### self.remove\_item(level, height)

This function is called by pressing the remove button next to the review list. The parameters level and height are taken from the self.show\_review() function and are used to display the list after removing an item. The function removes the selected item from storage and redisplays the list.

#### self.edit\_item(level)

This function is called by pressing the edit button next to the review list. The parameter level is taken from the self.show\_review() function. The function sets the data position to the selected unit of analysis and the program position to a page specified in the project. For each project this function has to be customized for the button to redirect the coder to the correct page within the questionnaire.

#### self.level\_up()

This function changes the level of analysis to the parent level.

#### self.level\_down(variable,level)

This function changes the level of analysis to a lower level. For this purpose, the values entered for a variable are used. This function is usually called in the Submit-function in order to change the unit of analysis according to coder inputs.

The function returns an integer with value 1 if the new unit of analysis was created successfully.

|  |  |
| --- | --- |
| **Options:** |  |
| variable | String variable denominating the variable which is to be used to name the unit of analysis. The code of the value entered is used as internal identifier of the unit of analysis. The label of the option is used as trivialname and is stored in curr()['#TN'] for usage in other functions. |
| level | String variable denominating the level on which the unit of analysis is to be created. |

**Example:**

When on text level and choosing actor 'Barrack Obama' with code 'us01' in variable 'Actor\_ID' as actor to be coded in a new unit of analysis, the command:

self.level\_down('Actor\_ID','Actor')

Changes the value of dta\_pos to ['Actor','us01'] and sets the value of storage['Actor']['us01']['#TN'] to 'Barrack Obama'. Accordingly, all future entries will be stored in this unit of analysis until the command self.level\_up() sets the level of analysis back to text level.

#### self.buttons(check=1,abort=0,back=1,pause=1)

This function displays buttons below the current page of the questionnaire. If the function is called without any arguments, all buttons except for the Abort-Button are displayed. See also: chapter 2.

|  |  |
| --- | --- |
| **Options:** |  |
| check | Integer variable with value 0 or 1. If set to 1, the Check-button is displayed. Default: 1 |
| abort | Integer variable with value 0 or 1. If set to 1, the Abort-button is displayed. Default: 0 |
| back | Integer variable with value 0 or 1. If set to 1, the Back-button is displayed. Default: 1 |
| pause | Integer variable with value 0 or 1. If set to 1, the Break-button is displayed. Default: 1 |

**Examples:**

self.buttons(1,1,0,0)

Displays the Check- and Abort-buttons but suppresses Break and Back.

self.buttons(abort=1)

Displays all four buttons.

#### self.check\_entries()

This function checks all answers for validity. The function returns 1 if all entries are valid and 0 if they are not. This function is called whenever the Submit-function is called. All commands in the Submit-function are only executed if self.check\_entries() returns 1.

The function returns 0 if:

* A dropdown or radiobutton question is answered with an option that has code '98'
* Text has been entered to a textbox which may not be processed

The function returns 1 if no error occurred or if settings['Debugging'] is set to '1'.

#### self.clean\_up(pos, typ='')

This function removes a question of type typ from position pos. If no value for parameter typ is provided, the function removes any question at this position. If there is no question with type typ at the given position, no action is taken.

|  |  |
| --- | --- |
| **Options:** |  |
| pos | Integer variable with value 1, 2, or 3. Denominates the position of the question to remove. |
| typ | String variable naming the type of question to remove.  Possible values:  'dd':dropdown question  'txt'/'txt2':text question  'rb':radiobutton question  'list':listbox  'listseek':searchable list  'listadd':list selection  'unit\_auswahl':unit selection  'rb'/'sd'/'rating'/'cb':radiobutton, sd, rating, or checbox question  'bt':buttons question |

#### self.clean\_up\_all()

This function cleans up the whole page, removing all questions by calling self.clean\_up() for all positions.

#### self.codegetter(variabel, item)

This function looks up the code for an option for which only the name is known. It returns the code as a string variable.

|  |  |
| --- | --- |
| **Options:** |  |
| variable | String variable denominating the variable which has the demanded option. |
| item | String variable with the exact label of the option which is demanded. |

#### self.namegetter(variable, item)

This function looks up the label for an option for which only the code is known. It returns the label as a string variable.

|  |  |
| --- | --- |
| **Options:** |  |
| variable | String variable denominating the variable which has the demanded option. |
| item | String variable with the exact code of the option which is demanded. |

#### self.unit\_select(level):

This function may be called to read the input of a question\_sel\_units() question and automatically open a new unit of analysis on the level specified. In addition, the function highlights the current unit of analysis in the text for better navigation.

The trivialname (curr()['#TN']) of this unit of analysis is set to the wording of the highlighted text.

|  |  |
| --- | --- |
| **Options:** |  |
| level | String variable denominating the level on which the unit of analysis is to be created. |

#### self.unit\_confirm(level,sel\_tags=[]):

This function is used to create a list of units of analysis from highlighted portions of the text. The function reads all marks in the text and translates them to potential units of analysis which may be displayed in a question\_sel\_units() question.

|  |  |
| --- | --- |
| **Options:** |  |
| level | String variable denominating the level on which the unit of analysis is to be created. |
| sel\_tags | List of strings denominating the highlight-buttons which are to be read. If sel\_tags is set to an empty list, all tags are converted to units of analysis. Default: [] |

#### self.store\_var\_all(setdef=0)

This function stores all entries from the current page to the storage dictionary. All entries are stored at the position specified by dta\_pos.

|  |  |
| --- | --- |
| **Options:** |  |
| setdef | Integer variable which may take the values 1 or 0. If set to 1, the current entries are set as default for future questions of the same variable. Default: 0 |

#### self.store\_var(variable,pos=-1,setdef=0,store=1)

This function stores the entry for a given variable to the storage dictionary. The function is usually called by self.store\_var\_all() but may also be used seperately in the Submit-function. The function returns the stored value.

|  |  |
| --- | --- |
| **Options:** |  |
| variable | String variable denominating the variable which is to be stored. |
| pos | Position of the question on the current page. |
| setdef | Integer variable which may take the values 1 or 0. If set to 1, the current entries are set as default for future questions of the same variable. Default: 0 |
| store | Integer variable which may take the values 1 or 0. If set to 0, the value is not stored in storage. The function nevertheless returns the value. Default: 1 |

The values returned and stored by this function depend on the type of question which was used to ask for the value:

* For dropdown and radiobutton questions, storage contains a tuple with two elements (Label,Code) as string variables as value.
* For text questions, storage contains a string variable as value.
* For checkbox, rating, and sd questions, storage contains a dictionary with all options as keys and the entered values as values. For rating scales, the values may be defined manually. For checkbox and sd questions, the values are integers.
* For List questions, storage contains a tuple of lists ([Label1,Label2...],[Code1, Code2..]) which contains all labels and codes selected. If no multiple selection is allowed, the lists only contain one element.

#### self.message(m\_id,m\_type=1,variable='Err\_Msg')

This function displays a message of a given type to the coder. The message is displayed as a pop-up and may be closed by pressing 'OK' or closing the window.

|  |  |
| --- | --- |
| **Options:** |  |
| m\_id | String variable denominating the code of the message to be shown. The code has to be defined in the codebook for the variable specified. |
| m\_type | Integer which may take the values 1, 2, or 3 and specifies the type of message to be displayed.  1: Warning to the coder.  2: Information to the coder.  3: OK/Cancel-question. If this type of message is used, the function returns 1 if the coder pressed 'OK' and 0 if the coder pressed 'Cancel'. You may use this type of message for critical decisions. |
| variable | String variable denominating the codebook variable in which the message is defined as an option. Default: 'Err\_Msg' |

In the codebook, a set of error messages is defined:

[Err\_Msg]

-

-

-

Caution01:Warning!#If you go back one step further, the coding will terminate and the text will be loaded again. All entries you made will then be lost and the coding process starts fresh for this text.##Are you sure you want to go back?

Caution02:This action will remove the text from the sample. Only discard texts that do not have anything to do with elections, immigration, or labor market policies.##Are you sure you want to discard this text?

Info01:Your insecurity has been transmitted. You may now continue coding.

Invalid-Selection01:No Item was selected from the list. Please select at least one item to continue.

Invalid-Selection02:Invalid selection. Please select an option to continue.##Variable:

Invalid-Selection03:Invalid Characters entered. Please do not use special characters.

Runtime-Error01:This action is impossible.##Please contact Martin Wettstein to find out why.

Runtime-Error02:There are no more items in the Todo-List or the Todo-List does not exist. Please contact the operational staff to get new texts or fix this problem.##If you do know the ID of your next text you may enter it manually.

Runtime-Error03:Please enter the text identifier. You may not continue coding without a valid identifier.

Runtime-Error04:The specified text was not found in the text-folder. Please check spelling.

Runtime-Error05:Please select Source and proceed to the next page before using this feature.##The highlighting of relevant words will depend on the country of origin of your Medium

You may define any other message in this variable or create new variables with messages to be called.

## Question functions

Question functions are usually called in the Ask-function and are used to prompt data input by the coder. There is a variety of different question types available.

#### self.question\_dd(var,pos,width=40)

This function creates a dropdown question for variable var at position pos.

|  |  |
| --- | --- |
| **Options:** |  |
| var | String variable denominating the codebook variable to be asked. |
| pos | Integer variable which may take the values 1, 2, or 3 and which indicates the position of the question on the page. |
| width | Integer variable defining the width of the dropdown menu in characters. Default: 40 |
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#### self.question\_txt(var,pos,width=40)

This function creates a textbox question for variable var at position pos.

|  |  |
| --- | --- |
| **Options:** |  |
| var | String variable denominating the codebook variable to be asked. |
| pos | Integer variable which may take the values 1, 2, or 3 and which indicates the position of the question on the page. |
| width | Integer variable defining the width of the textbox in characters. Default: 40 |
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#### self.question\_txt2(var,pos,width=40,height=3,getselect=0)

This function creates a textbox question with multiple lines for variable var at position pos.

|  |  |
| --- | --- |
| **Options:** |  |
| var | String variable denominating the codebook variable to be asked. |
| pos | Integer variable which may take the values 1, 2, or 3 and which indicates the position of the question on the page. |
| width | Integer variable defining the width of the textbox in characters. Default: 40 |
| height | Integer variable defining the height of the textbox in lines. Default: 3 |
| getselect | Integer variable which may be 1 or 0. If set to 1, a button is created to copy any text selection within the text display to the question. This saves the coder a Ctrl+C/Ctrl+V. Default: 0 |
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Example: self.question\_txt2('Remarks',3,width=80,height=10)

#### self.question\_cb(var,pos,layout='hor',defval=0)

This function creates a checkbox question for variable var at position pos. The question takes up to 14 options to be checked.

|  |  |
| --- | --- |
| **Options:** |  |
| var | String variable denominating the codebook variable to be asked. |
| pos | Integer variable which may take the values 1, 2, or 3 and which indicates the position of the question on the page. |
| layout | String variable which may take the values 'hor' or 'vert'. If set to 'hor', the options are presented in subsequent rows of 2 items each. If set to 'vert', the options are presented in subsequent columns of 7 items each. Default: 'hor' |
| defval | Default value for all checkboxes. If set to 1 all checkboxes are selected. If set to 0, none is selected. This default value is overruled by any previous coding or explicitly set default value in the def\_val directory. Default: 0 |
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#### self.question\_rb(var,pos,layout='vert',defval='98')

This function creates a radiobutton question for variable var at position pos. The question takes up to 14 options to be selected.

|  |  |
| --- | --- |
| **Options:** |  |
| var | String variable denominating the codebook variable to be asked. |
| pos | Integer variable which may take the values 1, 2, or 3 and which indicates the position of the question on the page. |
| layout | String variable which may take the values 'hor' or 'vert'. If set to 'hor', the options are presented in subsequent rows of 2 items each. If set to 'vert', the options are presented in subsequent columns of 7 items each. Default: 'vert' |
| defval | Default value for the selection. This default value is overruled by any previous coding or explicitly set default value in the def\_val directory. Default: '98' |
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#### self.question\_sd(var,pos,points=5,defval=0)

This function creates a semantic differential question for variable var at position pos. The question takes up to 7 options to be rated on a scale between two extremes. The extreme values are the code and the label of each option of this variable. The code thereby represents the lowest rating (i.e. 0), the label represents the highest rating.

|  |  |
| --- | --- |
| **Options:** |  |
| var | String variable denominating the codebook variable to be asked. |
| pos | Integer variable which may take the values 1, 2, or 3 and which indicates the position of the question on the page. |
| points | Integer variable defining the number of points which may be selected between the extremes. Default: 5 |
| defval | Default value for all ratings. This default value is overruled by any previous coding or explicitly set default value in the def\_val directory. Default: 0 |

#### self.question\_rating(var, pos, scalelist=['disagree','','','','agree'], valuelist=['1','2','3','4','5'], defval='1')

This function creates a rating question for variable var at position pos. The question takes up to 7 options to be rated on a scale which may be defined freely.

|  |  |
| --- | --- |
| **Options:** |  |
| var | String variable denominating the codebook variable to be asked. |
| pos | Integer variable which may take the values 1, 2, or 3 and which indicates the position of the question on the page. |
| scalelist | List of strings which contains the labels of the rating scale. If a point does not have a label, insert an empty string. Default: ['disagree','','','','agree'] |
| valuelist | List of strings or integers which contains the values for each point which may be selected. The lenght of this list has to be identical to scalelist. Default: ['1','2','3','4','5'] |
| defval | Default value for all ratings. This default value is overruled by any previous coding or explicitly set default value in the def\_val directory. If defval is off the scale (i.e. not part of valuelist), no default value is set. Default: '1' |

#### self.question\_bt(var,pos)

This function creates a buttons question for variable var at position pos. The question takes up to four options to be displayed as buttons.

|  |  |
| --- | --- |
| **Options:** |  |
| var | String variable denominating the codebook variable to be asked. |
| pos | Integer variable which may take the values 1, 2, or 3 and which indicates the position of the question on the page. |

When a button is pressed, the Submit Function is called with the parameter 'button' indicating the button which was pressed. You may use this information within the Submit-Function to decide upon further actions. Just use the variable button which is set to the value of the option which was pressed.

##### Example:

This short example demonstrates the use of three buttons to jump forward and back in the questionnaire. This function is unlikely to be of any use but it shows the handling of this question type.

|  |  |
| --- | --- |
| Codebook | [Jump]  Select a page  Jump to another page?  No Helptext available  start:To the beginning  end:To the end  back:One page back |
| Ask-Function | elif prog\_pos == 'jumping':  self.question\_bt('Jump',1) |
| Visualization |  |
| Submit-Function | elif prog\_pos == 'jumping':  If button == 'start':  prog\_pos = 'firstpage'  elif button == 'end':  prog\_pos = 'last\_page'  elif button == 'back':  prog\_pos = settings['Page\_History'][-2]  self.ask() |

#### self.question\_ls(var,liste,multi=1)

This function creates a listbox question for variable var at position pos.

|  |  |
| --- | --- |
| **Options:** |  |
| var | String variable denominating the codebook variable to be asked. |
| liste | String variable denominating the codebook variable which contains the list. This may be the same variable as var but does not have to be. |
| multi | Integer which may take the values 1 or 0. If set to 1, multiple selection of items is possible. |

#### self.question\_lseek(var,liste,multi=0)

This function creates a searchable listbox question for variable var at position pos.

|  |  |
| --- | --- |
| **Options:** |  |
| var | String variable denominating the codebook variable to be asked. |
| liste | String variable denominating the codebook variable which contains the list. This may be the same variable as var but does not have to be. |
| multi | Integer which may take the values 1 or 0. If set to 1, multiple selection of items is possible. |

To search the list the coder may input any string of characters to a textbox above the list. The list will then automatically be reduced to present only the items with this sting inside. The search term is not case-sensitive and does not have to be in full words.

#### self.question\_ladd(var,liste,multi=0)

This function creates a searchable listbox question for variable var at position pos from which single items may be added to an answer list.

|  |  |
| --- | --- |
| **Options:** |  |
| var | String variable denominating the codebook variable to be asked. |
| liste | String variable denominating the codebook variable which contains the list. This may be the same variable as var but does not have to be. |
| multi | Integer which may take the values 1 or 0. If set to 1, multiple selection of items is possible. |

To search the list the coder may input any string of characters to a textbox above the list. The list will then automatically be reduced to present only the items with this sting inside. The search term is not case-sensitive and does not have to be in full words.

To add an item to the selections list or to remove an item, the coder may use the buttons 'Add Item' and 'Remove Item' which are displayed between the two lists.

#### self.question\_mark\_units(var,level)

This function asks the coder to mark all units of analysis on a given level. The exact question is taken from variable var.

|  |  |
| --- | --- |
| **Options:** |  |
| var | String variable denominating the codebook variable to be asked. This variable has exactly one option which has the label 'Done', 'Finished', or any other confirmation. If there is no such option, it is recommended to leave the Check-button on display. |
| level | String variable denominating the level of analysis on which the units are to be coded. |

#### self.question\_sel\_units(var,level)

This function asks the coder to select a unit of analysis from a given level. The exact question is taken from variable var. The list of units of analysis is created from text highlights previously stored using the function self.unit\_confirm().

|  |  |
| --- | --- |
| **Options:** |  |
| var | String variable denominating the codebook variable to be asked. |
| level | String variable denominating the level of analysis on which the units are to be coded. |

#### self.question\_menu(var,position)

This function creates a menu question for variable var at position pos. The question takes a hierarchically ordered set of options which may be used similar to the button question. Each option calls the submit function with the parameter button set to the code of the selected option.

|  |  |
| --- | --- |
| **Options:** |  |
| var | String variable denominating the codebook variable to be asked. |
| pos | Integer variable which may take the values 1, 2, or 3 and which indicates the position of the question on the page. |

You may use the variable button within the Submit-Function to decide upon further actions. The values of this variable correspond to the code of the option selected.

##### Example:

This short example demonstrates the use of a small menu to jump forward and back in the questionnaire. This function is unlikely to be of any use but it shows the handling of this question type.

|  |  |
| --- | --- |
| Codebook | [Jump]  Select a page  Jump to another page?  No Helptext available  1:Big Jump  -start:To the beginning  -end: To the end  2:Small Jump  -back:One page back  none:Not at all |
| Ask-Function | elif prog\_pos == 'jumping':  self.question\_menu('Jump',1) |
| Visualization |  |
| Submit-Function | elif prog\_pos == 'jumping':  If button == 'start':  prog\_pos = 'firstpage'  elif button == 'end':  prog\_pos = 'last\_page'  elif button == 'back':  prog\_pos = settings['Page\_History'][-2]  self.ask() |

## Basic functions

The basic functions are only of interest for developers and should not be tampered with. These functions may be called in some situations; most of them are only called by other functions and are invisible during project development. Nevertheless, the most important ones are briefly introduced here.

#### baum\_schreiben(direc)

This function transforms a variable of the type directory to a string variable containing an indented tree representation. direc is the name of the directory variable to be transformed.

#### bereinigen(uml\_string,lc=0,lb=0,uml=0)

This function takes a string with special characters and transforms it to ASCII. There are some useful options there:

|  |  |
| --- | --- |
| **Options:** |  |
| uml\_string | String variable or unicode string with special characters. |
| lc | If set to 1, the output is completely in lower case |
| lb | If set to 1, the output contains line-breaks. If set to 0, the line-breaks are replaced by the string ' / '. |
| uml | If set to 1, the output contains German Umlauts. They may be used in the display of a text but not in the storage thereof. For the purpose of storage, uml has to be set to 0. |

#### self.clean\_all\_tags(sel\_tag=[]):

This function cleans all highlights from the text display. If desired, only certain types of highlights may be removed by specifying the parameter sel\_tag.

#### self.ausblenden()

This function removes the text display and all highlight buttons from the GUI.

## Input and output of data

Finally, there is a set of functions which may be used to import and export data in Angrist. These functions may be used to load texts, save data, or import and export tables.

#### self.export\_data(dta\_pos\_all, varlist, filename, debug=0)

This function exports data from the storage directory to rectangular data matrices. The matrices are created as text-files with tabulators as cell delimiters. Each row represents a case. For each level of analysis, an individual may be generated using this function.

|  |  |
| --- | --- |
| **Options:** |  |
| dta\_pos\_all | List of strings containing the level of analysis to be exported and all parent levels of analysis. The order is descending by depth of levels of analysis. Example: If level 'Statement' should be exported which is below the level of 'Actor' which is below the level of the text, the value of dta\_pos\_all is: ['Actor','Statement'].  Put differently, the list here represents the odd entries in dta\_pos. |
| varlist | List of strings denominating all variables to be exported in this table. If any variable name does not exist in the data an empty cell will be exported. |
| filename | A string denominating the file in which the data is to be exported. If the file does not exist yet, a new file will be created with variable names in the top row. |
| debug | If set to 1, all cells will not only contain the codes but also the name of the variable this code belongs to. This may be necessary to debug the export function. |

#### baum\_export()

This function exports the complete contents of the dictionary storage to a file specified in the settings dictionary. If there is a valid entry for settings['Out\_Tree'], an indented representation of the dictionary is written to the file specified. If there is a valid entry for settings['Out\_JSON'], a JSON-formated representation is written to a file.

#### artikelholen(ID)

This function reads a textfile with name ID to be displayed in the text display. The function always calls the function textmine() to which it submits a list of all lines in the text file.

#### textmine(linelist)

This function may be used to set default values of variables on the base of patterns in the text. You may, for example, extract informations from the header of a text, count words, or look for certain actors. This function is called whenever a new text is loaded to the text display.

#### get\_codebook(filename)

This function loads a codebook using the format of Angrist codebooks to a dictionary of lists. See chapter 4.3 for detailed information.

#### get\_todo(filename)

This function reads a list of text IDs to return the topmost entry. This function is used to get the next item on the todo list.

#### check\_todo(filename)

This function changes a todo list in a given file by removing the current text ID from the list. This function may be called at the end of data collection to update the todo list.

#### get\_data(filename, varlist=[])

This function reads a data matrix stored in a text file with tabulators as cell delimiters. The data is stored in a dictionary of lists which each contain all cells in a column. The key for each list is the topmost entry (usually the name of the column).

|  |  |
| --- | --- |
| **Options:** |  |
| varlist | List of variables to be loaded. If omitted, the first entry is used as column name. |

#### get\_varnames(filename)

This function extracts the header of a data matrix stored in a text file with tabulators as cell delimiters. This header usually contains the names of the columns.

#### write\_data(data, varlist, filename)

This function writes a data dictionary (as produced by get\_data()) to a text-file with tabulators as cell delimiters.
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