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**实验一**

**1．问题描述：**描述实验内容和要求以及需要解决的问题。

为二叉树实现一个完整的C + +模板类。要求包括构造函数、复制构造两数和析构两数,实现本节讨论的4种遍历方法以及实现这4个方法的前向迭代器。另外，还需包括A D T 5 . 1中的其余方法 。

**2．算法思想：**详细描述解决相应问题所需要的算法设计思想。

该程序首先需要建立一个二叉树的类，这个类包含一个节点类，在实例化的过程中，我们采用完全二叉树的顺序去建立一棵树，再使用迭代器的方法分别实现前序遍历、中序遍历、后序遍历和层级遍历。

**3．功能函数：**描述所设计的功能函数。如果有多个函数，需要描述它们之间的关系。

重载\*函数：使得用迭代器输出数据时，能使用\*it访问数据

重载++函数：使得迭代器能够正常进行迭代

重载!=函数：判断两个迭代器是否相等

pushLeft：将当前节点压入栈内，将指针指向当前节点的左子树

isEmpty：判断是否是空树

RootData：返回根节点的数据

LeftSubtree：返回左子树

RightSubtree：返回右子树

Insert：构建二叉树的插入节点函数

Clear：删除节点

**4．测试数据：**设计测试数据，或具体给出测试数据。

提示：要求测试数据能全面地测试所设计程序的功能。

tree.insert(1);

tree.insert(2);

tree.insert(3);

tree.insert(4);

tree.insert(5);

tree.insert(6);

tree.insert(7);

tree.insert(8);

tree.insert(9);

**5．测试情况：**给出程序的测试情况，分析运行结果，显示实验结果截图。
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**6．实验总结：**写出实验过程中遇到的问题，以及问题的解决过程。分析算法的时间复杂度和空间复杂度，总结实验心得体会。

前序遍历、中序遍历、后序遍历都采用栈作为数据成员，层级遍历采用队列作为数据成员，前序和中序的思想较为简单，后序遍历需要记录下前一个输出的节点

**7. 源代码：**

#include <iostream>

#include <stack>

#include <queue>

#include <stdexcept>

**using** **namespace** std;

**template** <**typename** T>

**class** BinaryTree;

**template** <**typename** T>

**class** PreOrderIterator //先序遍历

{

**public**:

PreOrderIterator(**typename** BinaryTree<T>::Node\* root)

{

**if** (root)

{

stack.push(root);//先输出根结点

}

}

T& **operator**\*() **const**

{

**return** stack.top()->value;

}

PreOrderIterator& **operator**++()

{

**if** (stack.empty())

{

**throw** out\_of\_range("栈为空");

}

**typename** BinaryTree<T>::Node\* current = stack.top();

stack.pop();

// 先压入右孩子，然后压入左孩子，保证左孩子在栈顶

**if** (current->right)

{

stack.push(current->right);

}

**if** (current->left)

{

stack.push(current->left);

}

**return** \***this**;

}

**bool** **operator**!=(**const** PreOrderIterator& other) **const**

{

// 如果两个迭代器的栈都是空的，那么它们是相等的

**if** (stack.empty() && other.stack.empty()) **return** **false**;

// 如果一个栈是空的而另一个不是，那么它们不相等

**if** (stack.empty() || other.stack.empty()) **return** **true**;

// 如果栈顶相同，则认为迭代器相同

**return** stack.top() != other.stack.top();

}

**private**:

stack<**typename** BinaryTree<T>::Node\*> stack;

};

**template** <**typename** T>

**class** InOrderIterator//中序遍历

{

**public**:

**void** pushLeft(**typename** BinaryTree<T>::Node\* node)

{

**while** (node)

{

stack.push(node);

node = node->left;

}

}

InOrderIterator(**typename** BinaryTree<T>::Node\* root)

{

pushLeft(root);//先将左子树压入栈

}

T& **operator**\*() **const**

{

**return** stack.top()->value;

}

InOrderIterator& **operator**++()

{

**if** (stack.empty())

{

**throw** out\_of\_range("栈为空");

}

**typename** BinaryTree<T>::Node\* current = stack.top();

stack.pop();

// 根结点出栈后压入右孩子

pushLeft(current->right);

**return** \***this**;

}

**bool** **operator**!=(**const** InOrderIterator& other) **const**

{

// 如果两个迭代器的栈都是空的，那么它们是相等的

**if** (stack.empty() && other.stack.empty()) **return** **false**;

// 如果一个栈是空的而另一个不是，那么它们不相等

**if** (stack.empty() || other.stack.empty()) **return** **true**;

// 如果栈顶相同，则认为迭代器相同

**return** stack.top() != other.stack.top();

}

**private**:

stack<**typename** BinaryTree<T>::Node\*> stack;

};

**template** <**typename** T>

**class** PostOrderIterator//后序遍历

{

**public**:

**void** pushLeft(**typename** BinaryTree<T>::Node\* node)

{

**while** (node)

{

stack.push(node);

node = node->left;

}

}

PostOrderIterator(**typename** BinaryTree<T>::Node\* root)

{

pushLeft(root);//先将左子树压入栈

}

T& **operator**\*() **const**

{

**return** stack.top()->value;

}

**bool** WhetherOutput = **true**;//防止重复输出栈顶元素

PostOrderIterator& **operator**++()

{

**if** (stack.empty())

{

**throw** std::out\_of\_range("栈为空");

}

**typename** BinaryTree<T>::Node\* node = stack.top();

**if** (!node->right || prev == node->right)//如果栈顶元素没有右孩子或右孩子是上一个输出的元素就出栈

{

stack.pop();

prev = node;//记录刚刚出栈的元素，避免重复压入栈内

//若此时栈顶元素的左孩子已经输出而右孩子还没有输出，就不输出栈顶元素的值

**if** (!stack.empty() && prev == stack.top()->left && stack.top()->right)

WhetherOutput = **false**;

}

**else**//如果栈顶元素有右孩子且还没有输出过就将其压入栈内

{

pushLeft(node->right);

prev = **nullptr**;

WhetherOutput = **true**;

}

**return** \***this**;

}

**bool** **operator**!=(**const** PostOrderIterator& other) **const**

{

// 如果两个迭代器的栈都是空的，那么它们是相等的

**if** (stack.empty() && other.stack.empty()) **return** **false**;

// 如果一个栈是空的而另一个不是，那么它们不相等

**if** (stack.empty() || other.stack.empty()) **return** **true**;

// 如果栈顶相同，则认为迭代器相同

**return** stack.top() != other.stack.top();

}

**private**:

stack<**typename** BinaryTree<T>::Node\*> stack;

**typename** BinaryTree<T>::Node\* prev = **nullptr**;

};

**template** <**typename** T>

**class** LevelOrderIterator//层级遍历

{

**public**:

LevelOrderIterator(**typename** BinaryTree<T>::Node\* root)

{

**if** (root)

{

queue.push(root);//先压入根结点

}

}

T& **operator**\*() **const**

{

**return** queue.front()->value;

}

LevelOrderIterator& **operator**++()

{

**if** (queue.empty())

{

**throw** out\_of\_range("队列为空");

}

//依次压入每一层的元素

**typename** BinaryTree<T>::Node\* current = queue.front();

queue.pop();

**if** (current->left != **nullptr**)

{

queue.push(current->left);

}

**if** (current->right != **nullptr**)

{

queue.push(current->right);

}

**return** \***this**;

}

**bool** **operator**!=(**const** LevelOrderIterator& other) **const**

{

// 如果两个迭代器的队列都是空的，那么它们是相等的

**if** (queue.empty() && other.queue.empty()) **return** **false**;

// 如果一个队列是空的而另一个不是，那么它们不相等

**if** (queue.empty() || other.queue.empty()) **return** **true**;

**return** **true**;

}

**private**:

queue<**typename** BinaryTree<T>::Node\*> queue;

};

**template** <**typename** T>

**class** BinaryTree

{

**public**:

**struct** Node

{

T value;

Node\* left;

Node\* right;

Node(T val) : value(val), left(**nullptr**), right(**nullptr**) {}

};

**bool** isEmpty()

{

**if** (root) **return** **false**;

**return** **true**;

}

T RootData()//返回根结点的数据

{

**return** root->value;

}

BinaryTree(Node\* subtreeRoot)

: root(copy(subtreeRoot)) {}

BinaryTree<T>LeftSubtree()//返回左子树

{

**if** (root == **nullptr**)

{

**return** BinaryTree(); // 返回一个空的二叉树

}

**return** BinaryTree(root->left);

}

BinaryTree<T>RightSubtree()//返回右子树

{

**if** (root == **nullptr**)

{

**return** BinaryTree(); // 返回一个空的二叉树

}

**return** BinaryTree(root->right);

}

// 使用根节点、左子树和右子树创建新的二叉树

BinaryTree(T& item, BinaryTree<T>& bt1, BinaryTree<T>& bt2)

{

BinaryTree newTree;

newTree.root = **new** Node(item); // 创建新的根节点

newTree.root->left = newTree.copy(bt1.root); // 复制左子树

newTree.root->right = newTree.copy(bt2.root); // 复制右子树

**return** newTree;

}

**void** insert(**const** T& value)//为二叉树插入结点

{

Node\* newNode = **new** Node(value);

**if** (!root)

{

root = newNode;

**return**;

}

queue<Node\*> queue;

queue.push(root);

**while** (!queue.empty())

{

Node\* current = queue.front();

queue.pop();

//从左到右依次插入结点

**if** (current->left == **nullptr**)

{

current->left = newNode;

**return**;

}

**else**

{

queue.push(current->left);

}

**if** (current->right == **nullptr**)

{

current->right = newNode;

**return**;

}

**else**

{

queue.push(current->right);

}

}

}

// 构造函数

BinaryTree()

: root(**nullptr**) {}

// 进行拷贝

Node\* copy(Node\* otherRoot)

{

**if** (!otherRoot)

{

**return** **nullptr**;

}

Node\* newNode = **new** Node(otherRoot->value);

newNode->left = copy(otherRoot->left);

newNode->right = copy(otherRoot->right);

**return** newNode;

}

// 拷贝构造

BinaryTree(**const** BinaryTree& other)

: root(copy(other.root)) {}

// 删除结点

**void** clear(Node\* node)

{

**if** (node)

{

clear(node->left);

clear(node->right);

**delete** node;

}

}

// 析构函数

~BinaryTree()

{

clear(root);

}

//先序遍历的开始与结束标志

**using** iteratorPreOrder = PreOrderIterator<T>;

iteratorPreOrder beginPreOrder() { **return** iteratorPreOrder(root); }

iteratorPreOrder endPreOrder() { **return** iteratorPreOrder(**nullptr**); }

//中序遍历的开始与结束标志

**using** iteratorInOrder = InOrderIterator<T>;

iteratorInOrder beginInOrder() { **return** iteratorInOrder(root); }

iteratorInOrder endInOrder() { **return** iteratorInOrder(**nullptr**); }

//后序遍历的开始与结束标志

**using** iteratorPostOrder = PostOrderIterator<T>;

iteratorPostOrder beginPostOrder() { **return** iteratorPostOrder(root); }

iteratorPostOrder endPostOrder() { **return** iteratorPostOrder(**nullptr**); }

//层级遍历的开始与结束标志

**using** iteratorLevelOrder = LevelOrderIterator<T>;

iteratorLevelOrder beginLevelOrder() { **return** iteratorLevelOrder(root); }

iteratorLevelOrder endLevelOrder() { **return** iteratorLevelOrder(**nullptr**); }

**private**:

Node\* root;

};

**int** main()

{

// 构建二叉树

BinaryTree<**int**> tree;

tree.insert(1);

tree.insert(2);

tree.insert(3);

tree.insert(4);

tree.insert(5);

tree.insert(6);

tree.insert(7);

tree.insert(8);

tree.insert(9);

cout << "先序遍历: ";

**for** (**auto** it = tree.beginPreOrder(); it != tree.endPreOrder(); ++it)

{

cout << \*it << " ";

}

cout << endl;

cout << "中序遍历: ";

**for** (**auto** it = tree.beginInOrder(); it != tree.endInOrder(); ++it)

{

cout << \*it << " ";

}

cout << endl;

cout << "后序遍历: ";

**for** (**auto** it = tree.beginPostOrder(); it != tree.endPostOrder(); ++it)

{

**if** (it.WhetherOutput == **true**)

cout << \*it << " ";

}

cout << endl;

cout << "层级遍历: ";

**for** (**auto** it = tree.beginLevelOrder(); it != tree.endLevelOrder(); ++it)

{

cout << \*it << " ";

}

**return** 0;

}

**实验二**

**1．问题描述：**描述实验内容和要求以及需要解决的问题。

实现一个C++两数用来计算一棵二叉树中叶结点的数目。给出该函数的时间复杂度。

**2．算法思想：**详细描述解决相应问题所需要的算法设计思想。

采用层级遍历的思想，不断迭代遍历树，如果一个节点没有左孩子和右孩子即叶节点，就将个数加一

**3．功能函数：**描述所设计的功能函数。如果有多个函数，需要描述它们之间的关系。

getNumberOfLeaves：获取叶节点的数量

**4．测试数据：**设计测试数据，或具体给出测试数据。

提示：要求测试数据能全面地测试所设计程序的功能。

tree.insert(1);

tree.insert(2);

tree.insert(3);

tree.insert(4);

tree.insert(5);

tree.insert(6);

tree.insert(7);

**5．测试情况：**给出程序的测试情况，分析运行结果，显示实验结果截图。

**![](data:image/png;base64,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)**

**6．实验总结：**写出实验过程中遇到的问题，以及问题的解决过程。分析算法的时间复杂度和空间复杂度，总结实验心得体会。

采用层级遍历的思想，因此时间复杂度为O(n)，n为节点个数

**7. 源代码：**

#include<iostream>

#include<queue>

**using** **namespace** std;

**class** BinaryTree

{

**public**:

**struct** Node

{

**int** value;

Node\* left;

Node\* right;

Node(**int** val) : value(val), left(**nullptr**), right(**nullptr**) {}

};

**void** insert(**const** **int**& value)//为二叉树插入结点

{

Node\* newNode = **new** Node(value);

**if** (!root)

{

root = newNode;

**return**;

}

queue<Node\*> queue;

queue.push(root);

**while** (!queue.empty())

{

Node\* current = queue.front();

queue.pop();

//从左到右依次插入结点

**if** (current->left == **nullptr**)

{

current->left = newNode;

**return**;

}

**else**

{

queue.push(current->left);

}

**if** (current->right == **nullptr**)

{

current->right = newNode;

**return**;

}

**else**

{

queue.push(current->right);

}

}

}

// 构造函数

BinaryTree()

: root(**nullptr**) {}

// 删除结点

**void** clear(Node\* node)

{

**if** (node)

{

clear(node->left);

clear(node->right);

**delete** node;

}

}

// 析构函数

~BinaryTree()

{

clear(root);

}

**int** getNumberOfLeaves()

{

**int** NumberOfLeaves = 0;

queue<Node\*>queue;

queue.push(root);

**while** (!queue.empty())

{

//采用层级遍历的思想实现

Node\* current = queue.front();

**if** (!current->left && !current->right)

NumberOfLeaves++;

queue.pop();

**if** (current->left != **nullptr**)

{

queue.push(current->left);

}

**if** (current->right != **nullptr**)

{

queue.push(current->right);

}

}

**return** NumberOfLeaves;

}

**private**:

Node\* root;

};

**int** main()

{

BinaryTree tree;

tree.insert(1);

tree.insert(2);

tree.insert(3);

tree.insert(4);

tree.insert(5);

tree.insert(6);

tree.insert(7);

cout << tree.getNumberOfLeaves() << endl;

}

**实验三**

1. **问题描述：**描述实验内容和要求以及需要解决的问题。

实现一个C++函数SwapTree()，用来交换二叉树中每一个结点的左右孩子。

**2．算法思想：**详细描述解决相应问题所需要的算法设计思想。

采用递归的思想，先交换根节点的左右子树，再对左右子树进行函数的递归调用

**3．功能函数：**描述所设计的功能函数。如果有多个函数，需要描述它们之间的关系。

SwapTree：交换节点的左右子树

**4．测试数据：**设计测试数据，或具体给出测试数据。

提示：要求测试数据能全面地测试所设计程序的功能。

tree.insert(1);

tree.insert(2);

tree.insert(3);

tree.insert(4);

tree.insert(5);

tree.insert(6);

**5．测试情况：**给出程序的测试情况，分析运行结果，显示实验结果截图。
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**6．实验总结：**写出实验过程中遇到的问题，以及问题的解决过程。分析算法的时间复杂度和空间复杂度，总结实验心得体会。

采用递归调用，因此时间复杂度为O(n)，n为节点个数

**7. 源代码：**

#include<iostream>

#include<queue>

**using** **namespace** std;

**class** BinaryTree

{

**public**:

**struct** Node

{

**int** value;

Node\* left;

Node\* right;

Node(**int** val) : value(val), left(**nullptr**), right(**nullptr**) {}

};

**void** insert(**const** **int**& value)//为二叉树插入结点

{

Node\* newNode = **new** Node(value);

**if** (!root)

{

root = newNode;

**return**;

}

queue<Node\*> queue;

queue.push(root);

**while** (!queue.empty())

{

Node\* current = queue.front();

queue.pop();

//从左到右依次插入结点

**if** (current->left == **nullptr**)

{

current->left = newNode;

**return**;

}

**else**

{

queue.push(current->left);

}

**if** (current->right == **nullptr**)

{

current->right = newNode;

**return**;

}

**else**

{

queue.push(current->right);

}

}

}

// 构造函数

BinaryTree()

: root(**nullptr**) {}

// 删除结点

**void** clear(Node\* node)

{

**if** (node)

{

clear(node->left);

clear(node->right);

**delete** node;

}

}

// 析构函数

~BinaryTree()

{

clear(root);

}

//层级打印树的内容

**void** print() **const**

{

queue<Node\*> queue;

queue.push(root);

**while** (!queue.empty())

{

Node\* current = queue.front();

queue.pop();

cout << current->value << " ";

**if** (current->left)

queue.push(current->left);

**if** (current->right)

queue.push(current->right);

}

cout << endl;

}

**void** SwapTree(Node\* node)

{

//采用递归的思想实现

**if** (node)

{

Node\* temp = node->left;

node->left = node->right;

node->right = temp;

SwapTree(node->left);

SwapTree(node->right);

}

}

Node\* getRoot()

{

**return** root;

}

**private**:

Node\* root;

};

**int** main()

{

BinaryTree tree;

tree.insert(1);

tree.insert(2);

tree.insert(3);

tree.insert(4);

tree.insert(5);

tree.insert(6);

tree.print();

tree.SwapTree(tree.getRoot());

tree.print();

}