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**Формулировка задания:**

Написать класс Single Linked List.

**Файлы, содержащиеся в проекте:**

Main.cpp

Source.cpp

Source.h

**Код программы:**

Source.cpp:

#include "source.h"

#include <stdexcept>

template<typename T>

List<T>::List() : size(0), head(nullptr) {} /\*конструктор\*/

template<typename T>

List<T>::~List() /\*деструктор\*/

{

    if (head == nullptr)

    {

        return; }

        Node\* temp = head;

        head = head->next;

        delete temp;

        --size;

}

template<typename T>

void List<T>::push\_back(T data) /\*вставить элемент в конец списка\*/

{

    if (head == nullptr) /\*если список пустой\*/

    {

        head = new Node(data); /\*создаём новый элемент и передать в конструктор данные\*/

    }

    else /\*если список не пустой\*/

    {

        Node\* current = head;

        while (current->next != nullptr) /\*если указатель на следующий элемент не нулевой\*/

        {

            current = current->next;

        }

        current->next = new Node(data);

    }

++size;

}

template<typename T>

void List<T>::insert(T data, int index)

{

    if (index > size)

    {

        throw std::out\_of\_range("Index out of range"); // Правильный выброс исключения.

    }

    if(index == 0)

    {

        push\_front(data);

    }

    else

    {

        Node\* previous = head;

        for (int i = 0; i < index - 1; ++i)

        {

            previous = previous->next;

        }

        Node\* newNode = new Node(data, previous->next);

        previous->next = newNode;

        ++size;

    }

}

template<typename T>

void List<T>::pop\_back()

{

    removeAt(size - 1);

}

template<typename T>

void List<T>::removeAt(int index)

{

    if(index == 0)

    {

        if (head == nullptr)

        {

            return;

        }

            Node\* temp = head;

            head = head->next;

            delete temp;

            --size

    }

    else

    {

        Node\* previous = head;

        for (int i = 0; i < index - 1; ++i)

        {

            previous = previous->next;

        }

        Node\* toDelete = previous->next;

        previous->next = toDelete->next;

        delete toDelete;

        --size;

    }

}

template<typename T>

void List<T>::push\_front(T data)

{

    head = new Node(data, head);

    ++size;

}

Source.h:

template<typename T>

class List

{

public:

    List();

    ~List();

    void push\_back(T data); /\*добавить элемент в конец списка\*/

    int getsize() {return size;}; /\*возвращает количество элементов в списке\*/

    void push\_front(T data);

    void insert(T value, int index);

    void removeAt(int index);

    void pop\_back();

private:

    struct Node

    {

        Node\* next;

        T data;

        explicit Node(const T data, Node\* next = nullptr)

            : data{data}, next{next}

        {}

    };

    int size; /\*количество элементов\*/

    Node \*head; /\*указатель на начало списка\*/

};

Main.cpp:

#include "source.h"

#include "source.cpp"

int main()

{

    List<int> list;

    list.push\_front(4);

    list.push\_front(8);

    list.push\_front(7);

    list.push\_front(1);

    list.push\_front(3);

}
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