2. HTML

HTML (eng. *Hypertext Markup Language*) je *markup* jezik koji specifikuje strukturu *web* stranica. Može se reći da je HTML jezik za opis *hypertext*-a, gdje *hypertext* predstavlja tekst koji sadrži veze ka drugim stranicam ili ka segmentima stranice na kojoj se nalaze. HTML je prilično jednostavan jezik sastavljen od elemenata koji se mogu primjeniti na dijelove teksta kako bi im se dalo drugačije značenje u dokumentu, strukturiraju dokument u logičke cjeline i ugrađuju sadržaj kao što su slike i video zapisi na stranicu. [[1](#Lea19)]

HTML dokument ili stranica se sastoji od teksta i tagova (eng. *markups*) kojima se *web* čitaču daju instrukcije kako da prikaže HTML stranicu. Svaki tag ima svoje ime i odgovarajuće atribute i navodi se pomoću para tagova, otvarajućeg taga *<ime\_taga>* i zatvarajućeg taga *</ime\_taga>*. Takođe postoje i prazni tagovi koji se navode na sljedeći način *<ime\_taga/>*. Tag zajedno sa sadržajem koji se navodi između otvarajućeg i zatvarajućeg taga predstavlja element HTML dokumenta. Atributi taga se navode unutar otvarajućeg taga i njihove vrijednosti se uokviruju navodnicima. Atributi nam omogućavaju korištenje elemenata na različite načine zavisno od okolnosti. Na Slici 2.1 prikazan je primjer korištenja atributa.

*<html>*

*<head>*

*<title>Primjer</title>*

*</head>*

*<body>*

*<img src=”img.jpg” alt=”slika”/>*

*</body>*

*</html>*

*Slika 2.1*

Tag *<img/>* u HTML datoteci definiše prikazivanje slike, gdje atribut *src* definiše ime slike ili putanju do slike koja se treba prikazati, a atribut *alt* definiše tekste koji će biti ispisan ukoliko slika iz nekog razloga nije učitana.

Osnovnu strukturu HTML dokumenta čine sjedeči tagovi: *<html>*, *<head>* i *<body>*. Svaki HTML dokument počinje *<html>* tagom u okviru kojeg se nalaze ostali tagovi i završava *</html>* tagom. Tag *<head>* sadrži metapodatke (podatke o HTML datoteci: ko je autor, ključne riječi, itd.), veze ka CSS stranicama, tag *<title>* koji definiše naslov stranice. Sve što se nalazi u tagu *<head>,* osim sadržaja taga *<title>* neće biti prikazano kada *web* čitač učtita stranicu. Sadržaj taga *<body>* je sve ono što će biti prikazano kada se stranica učita. Može imati atribute kojima će se specifikovati karakteristike dokumenta kao što su: boja teksta, boja pozadine ili slika pozadine, akcije koje će se izvršiti kada se dokument učita ili ne učita i slično. [[2](#ETi)]

*Web* čitač ne prikazuje HTML tagove, nego ih koristi da bi odlučio kako da prikaže sadržaj dokumenta i prepozna paragraf, listu, link, zaglavlje i ostale elemente HTML dokumenta.

Kao što je rečeno, postoje elementi koji se označavaju parom tagova i kaže se da takvi elementi definišu određen sadržaj u stranici. Takođe, postoje elementi sa praznim tagom i takvi elementi se koriste za ubacivanje nekog sadržaja u stranicu. Sljede primjeri ovakvih elemenata.

Parovi tagova:

* *<p>Ovo je pasus.</p>* - Pasusi se navode između *<p>*tagova. Unutar početnog taga može se navesti atribut *align* kojim se definiše horizontalno poravnanje pasusa i može imati jednu od sljedećih vrijednosti: *left*, *center*, *right*, *justify*.
* *<font size=”10”>Tekst veličine 10.</font>* - Omogućuje promjenu veličine, boje i vrste fonta.
* *<ul>* - Neoznačena (eng. *Unordered*) lista kojom se definiše lista elemenata ispred kojih se nalazi *bullet*. Svaki element definiše se tagom *<li>*. Ukoliko se umjesto *<ul>* koristi tag *<ol>*, radi se o numerisanoj (eng. *Ordered*) listi. Postoje i definicione liste koje se definišu pomoću para tagova *<dl>* i sastoje se iz dva dijela: *termina* i *definicije*. Na slici je primjer korištenja liste.
* *<a href=”https://etf.unibl.org/”>ETF</a>* - Linkovi se definišu pomoću para tagova *<a>*. Atributom href se definiše pozicija na koju se stiže ukoliko se klikne na dati link.
* *<iframe src=”https://etf.unibl.org/”></iframe>* - Ovim tagom se definiše *inline frame*, kojim se omogućava ubacivanje drugog dokumenta unutar trenutnog.
* *<form>* - Ovaj par tagova definiše formu koja omogućava korisniku da unese neke informacije (npr.: unos korisničkog imena, lozinke, izbora elementa iz padajuće liste i slično). Atributom *method* se definiše način prenosa informacija koje su unešene (GET ili POST), dok se atributom *action* definiše adresa stranice (URL) na koju će informacije biti prenešene. Najčešće korišten tag unutar *<form>* taga je *<input>* kojim se definiše element forme. Tip unosa određuje se pomću atributa *type* i tipovi mogu biti *text*, *password*, *image*, *file*, *select*, *radio*, *checkbox*, *submit*, *button*.

Prazni tagovi:

* *<img/>* - Ovo je tag pomoću kojeg se ubacuje slika u stranicu.
* *<br/>* - Koristi se za dodavanje nove linije.
* *<hr/>* - Slično prethodnom, koristi za razdvajanje teksta, s tim što dodaje i jednu horizontalnu liniju ispred i iza koje se nalazi prazan red. Pomoću atributa *size* može se definisati visina, a širina pomoću *width*.
* *<meta>* - Definišu dodatne informacije koje *web* čitač ne prikazuje.

HTML se od svog postojanja razvijao, te postoji više verzija ovog jezika. Danas se svakako koristi najakutelnija, a to je *HTML 5* koji se pojavio 2014. godine. Slijedi nešto opširnije o ovoj verziji.

HTM5 je najnovija verzija HTML standarda koja nudi nove karakteristike (eng. features), poboljšava podršku za kreiranje web aplikacija za komunikaciju sa klijentima, sa njihovim lokalnim podacima i serverima na jednostavnji i efikasnije način nego što je to bilo ranije. [[3](#KFö)] Preporučen je od strane W3C (*Wordl Wide Web Consortium)*.

Svaki HTML5 dokument počinje deklaracijom tipa dokumenta *<!DOCTYPE html>*, koja je obavezna i dosta kraća od onih u prethodnoj verziji. Takođe u ovoj verziji se primjenjuje kraći način za određivanja kodovanja *<meta charset=”UTF-8”>*. Pored ovoga HTML5 ima dosta novih tagova i atributa ali i onih koji se u ovoj verziji više ne koriste. Slijede neki od najznačajnih karakteristika.

Struktura i semantika dokumenta:

* <header> - Ovaj tag odnosi se na kontejner za naslov i dodadni uvodni sadržaj. Ne odnosi se samo na zaglavlje na vrhu stranice, već se mogu koristi i u ostalim dijelovima stranice.
* <article> - Reprezentuje nezavisno područje web dokumenta, za npr. novosti, blog ili sličan sadržaj.
* <footer> - Ovaj element sadrži dodatne informacije o sekciji na koju se odnosi, kao što su: autor, povezane stranice, autorska prava i slično. Može da se nalazi unutar <article> elemeta.
* <nav> - Ukolilo je potrebna kreirati navigacione blokove preko kojih se prelazi na neku labelu unutar dokumenta ili na neku drugu povezanu stranicu.
* <aside> - Koristi se za sadržaj koji je sporedan u odnosu na najbitniji sadržaj stranice i treba da bude vezan za taj njega.
* <section> - Sadrži sekciju dokumenta kao što je poglavlje eseja, u sklopu zaglavnja ili *footer*-a.
* <figure> - Koristi se za prikazivanje nezavisnik slika, grafika, dijagrama i unutar njega se može nalaziti elemet <figcatption> za navođenje naslova.
* <meter> - Element za grafičko predstavljanje vrijednosti u zadatom opsegu.
* <progress> - Grafički predstavlja napredak završetka zadatka.

Pametne forme:

HTML5 specifikacija poboljšava <input> element dozvoljavajući nove vrijednosti za *type* atribut, a to su: tel – ulazna vrijednost je telefonski broj, search – ulazno polje je search, url – ulazna vrijednost je url, email – ulazna vrijednost je email, datetime, date, month, week, time, datetime-local, number, range, color – u heksadecimalnom zapisu. Takođe, HTML5 nudi nekoliko novih atribua za elemente forme: autofocus, placeholder, required.

Novi elementi forme:

* *<datalist>* - Padajuća lista opcija za ulaznu vrijednost. Input element koristi atribut *list* za povezivanje sa *datalist*.
* *<keygen>* - Koristi se za generisanje para kriptografiskih ključeva. Javni ključ se šalje zajedno sa svim podacima forme kako bi bio dostupan serveru, dok privatni ključ ostaje na strani klijenta.
* *<output>* - Predstavlja rezultat izračunavanja, gdje izračunavanje npr. može biti rezultat množenja unešenog broja u input polje sa nekom vrijednošću.

Video i Audio:

Pomoću taga *<video>* u okviru pretraživača se može pogledati video. Kako bi bila omogućena podrška za različite čitače i uređjaje, video treba da bude enkodovan više puta. Na Slici 2.2 je prikazan primjer upotrebe taga:

*<!DOCTYPE HTML>*

*<html>*

*<head>*

*<title>Video</title>*

*</head>*

*<body>*

*<video width=”320” height=”240” controls>*

*<source src=”movie.mp4” type=”video/mp4”>*

*<source src=”movie.ogg” type=”video/ogg”>*

*<source src=”movie.webm” type=”video/webm”>*

*Your browser does not support the video tag.*

*</video>*

*</body>*

*</html>*

*Slika 2.2*

Kao što se vidi na slici, unutar taga *<video>*, navode se taogovi *<source>* kojima se obezbjeđuje kompatibilnost za različite *web* čitače. Navođenjem atributa *controls* obezbjeđuje se prikazivanje kontrolnih elemenata za video.

Za uključivanje audio fajla u stranicu koristi se tag *<audio>*. Slično kao kod *<video>*, elementom *<source>* se obezbjeđuju različiti audio fajlovi, kako bi *web* čitač izabrao odgovarajući. [[3](#KFö)]

Canvas:

Jedan od najinteresantnijih elemenata u HTML5 je *<canvas>*. Njime je obezbjeđeno iscrtavanje grafičkih elemenata. Iscrtavanje se vrši pomoću *JavaScript*-a, a element *<canvas>* predstavalja kontejner. Na slici je primjer.

*Canvas* element se pronalazi u *DOM*-u pomoću id-a, a onda se nad tim elementom poziva metoda *getContext()* koja vraća *drawing context*. Sada kada je *drawing context* definisan, moguće je iscrtavanje elemenata.

Geolocation API:

*Geolocation API* omogućava korisniku da web aplikaciji obezbjedi svoju lokaciju, ukoliko to želi. Kako bi se obezbjedila privatnost, od korisnika se traži dozvola za dobijanje informacija o lokaciji. *Geolocation API* je dostupan putem  *navigator.geolocation* objekta. Lokacija korisnika se može dobiti pozivom metode *getCurrentPosition()*. Lokacijske informacije se mogu dobiti pomoću različitih izvora: *IP* adrese, *WiFi*, *GPS*, korisničkog unosa. [[4](#19Fe)]

Web Storage i Offline Web Applications:

*Web Storage* predstavlja interfejs koji definiše atribute i metode za perzistento čuvanje podataka na klijentskoj strani. Podaci se čuvaju kao parovi ključ-vrijednost i moguća su dva mehanizma za njihovo skladištenje. Prvi mehanizam je *session storage* - aplikacije smještaju podatke u ovaj *storage* i biće dostupni samo od strane prozora koji ih je kreirao. Po zatvaranju prozora podaci se brišu iz *session storage*-a. *Local storage* je drugi mehanizam u kome se podaci čuvaju i po završetku sesije. Ukoliko korisnik u istom čitaču otvori novi prozor istog *web* sajta i izmjeni vrijednost određenog ključa u *local storage*-u, ova vrijednost biće izmjenjena i za prvi prozor istog sajta. Ovo je osnovni nedostatak čuvanja podataka u *local storage*-u u odnosu na *session storage*. [[3](#KFö)]

*Offline Web Applications*-kako bi klijent mogao pokrenuti aplikaciju bez pristupa mreži, potrebno je da se HTML, JavaScript i multimedijalni fajlovi čuvaju na klijentskoj mašini. *Web* čitač će potrebne podatke čuvati u lokalnoj *cache* memoriji. Kako bi aplikacija radila offline, potrebna je *manifest* datoteka kojom se čitaču govori šta je potrebno čuvati u *cache* memoriji. U situacijama kada klijent nema mrežnu konekciju ili pokušava pristupiti resursu koji se ne nalazi u localnom (offline) *cache*-u, HTML5 može da specifikuje *fallback* slučaj kojim se klijentu uslužuje neki drugi resurs. [[5](#Bru)]

Web Sockets:

*Web Socket* predstavlja najmoćnije svojstvo komunikacije u HTM5 specifikaciji. Definiše *full-duplex* komunikacijski kanal koji radi preko jednog *socket*-a preko internet mreže, što znači da klijent i server mogu slati podatke u bilo kojem trenutku.

Web Workers:

*Web Workers* obezbjeđuju izvršavanje zadataka u pozadini tako da web stranica može nastavi sa radom. *Web Worker* i pozivajuća skripta komuniciraju na sljedeći način: pozivajuća skripta kreira objekat *Worker* i u konstruktoru prosljeđuje naziv skripte koju *worker* treba da izvši. Sada pozivajuća skripta može da pošalje poruku *worker*-u pozivajući *postMessage()* metodu. U *worker*-u je definisana *event handler* *onmessage* koji će obraditi podatke poslane kroz *postMessage()* metodu. Na isti način worker može poslati poruku kao odgovor. *Web Worker* nema pristup *DOM* elemetima i time se potencijalno sprečava da dvije skripte pokušaju pristupiti istom elemetu.

Microdata:

*Microdata* predstavlja način da se *meta* podaci smještaju unutar sadržaja *web* stranice. *Search engines*, *web crawlers* i *browsers* mogu izdvojiti i pretražiti *microdata* i time korisnicima obezbjediti bogatiji i relevantniji pregled stranice.

Globalni atributi:

Globalni atribut su atributi zajednički za sve *HTML* elemente, mogu se koristit za sve elemente, mada na neke elemente nemaju uticaj. Neki od zajedničkih atributa: *accesskey*-definiše prijedlog za generisanje prečice na tastaturi za trenutni element, *autocapitalize*-definiše da li i na koji način se unešeni tekst automatski piše velikim slovom, *class*-klase dozvoljavaju *CSS*-u i *JavaScript*-u da pristupe određenim elementima preko selektora klasa, *contenteditable*-atribut koji definiše da li se dati element može uređivati od strane korisnika, *id*-jedinstveni identifikator elementa koji je jedinstven u čitavom dokumentu, njegova svrha je da dozvoli *CSS*-u i *JavaScript*-u pristup datom elementu, *style*-sadrži *CSS* deklaracije stila koje treba da se primjene na element.

CSS3

CSS (*Cascading Style Sheets*) se koristi za stil i izgled web stranice. Stilovi se definišu za HTML elemente i mogu da promijene boju, font ili pozadinu elementa. Korištenjem CSS kao eksternog dokumenta razdvaja se sadržaj i formatiranje stranice, pa se *web* stranice brže učitavaju. Takođje, ovim je omogućeno ažuriranje više različitih stranica.

CSS3 predstavlja posljednju verziju evolucije CSS-a i u potpunosti je kompatibilan sa prethodnim verzijama. Najveća promjena u CSS3 verziji su moduli kojima se postiže efikasniji i laksi rad. Neki od najvažnijih modula su: selektori, tekstualni efekti, pozadine i ivice, 2D i 3D transformacije, animacije i drugi.

3. JavaScript

3.1 Uvod

JavaScript je platformski nezavisan, objektno orijentisan programski jezik koji se koristi u svrhu kreiranja dinamičkih *web* stranica. JavaScript može funkcionisati kao proceduralni jezik ili kao jezik baziran na protipovima objekata. Objekti se kreiraju programski zajedno sa pripadajućim metodama i atributia. Jednom kreiran objekat može se koristiti kao prototip za kreiranje sličnih objekata.

JavaScript se sve češće koristi u razvojnim okruženjima koji su zasnovani na *JavaScript*-u za razvoj serverske strane. Jedno od takvih okruženja je *NodeJS* koje je opisano u poglavlju 5.

JavaScript je nastao u kompaniji *Netscape*, koji je predstavio ovaj jezik *ECMA (Europen Computer Manufacturers Association)* organizaciji za standarde. *ECMA* je razvila standard i preimenovala jezik u *ECMAScript*. U praksi se ipak češće koristi naziv JavaScript.

3.2 Osobine *JavaScript*-a

U JavaScript-u nije dozvoljeno deklarisanje tipova podataka promjenjivih. JavaScript *interpreter* prepoznaje tip podatka i dinamički ga dodjeljuje promjenjivoj. JavaScript tipovi mogu biti podijeljeni u dvije kategorije: primitivni i objekti. Primitivni tipovi mogu bit: *boolean*, *null*, *undefined*, *number*, *string*, *symbol*. Objekti se mogu posmatrati kao kolekcija atributa. Vrijednosti atributa mogu biti bilo kojeg tipa, i mogu se dinamički dodati ili ukloniti. Na slici je prikazan jedan od načina kreiranja i korištenja objekta u JavaScript-u:

Slika 3.1

function Person(first\_name, last\_name, age){

this.first\_name = first\_name;

this.last\_name = last\_name;

this.age = age;

}

var person1 = new Person(“John”, “Doe”, 25);

document.getElementById(“demo”).innerHTML =

“My name is ” + person1.first\_name;

Na slici je primjer funkcije koja kreira objekat.

Funkcije se posmatraju kao objekti, jer mogu imati svoje atribute i metode kao i svaki objekat. Razlika u odnosu na objekte je ta da funkcije mogu biti pozvane. Funkcija se može proslijediti kao argument neke druge funkcije, može biti povratna vrijednost druge funkcije i može biti dodjeljena kao vrijednost određenoj varijabli. Definicija funkcije je prikazana na slici:

Slika 3.1

function myFunction(param1, param2){

statements

}

3.3 *Client Side* i *Server Side JavaScript*

Izvršanje *JavaScript* koda na klijentskoj strani u okviru čitača podrazumjeva da taj *web* čitač ima ugrađen *JavaScript* prevodilac (eng. *interpreter*). U HTML stranici koja će biti učitana, pomoću taga *<script>* *web* čitaču se daje naznaka da sve što se nalazi unutar ovog taga treba biti tumačeno kao *JavaScript* skripta. Tada skripta može dinamički da mijenja sadržaj učitane stranice, koristeći *DOM* (eng. *Document Object Model*) kojim se omogućava pristup objektima stranice.

*JavaScript* se za razvoj serverske strane može koristi za komunikaciju sa bazom podataka, prihvatanje i obradu klijentskih zahtjeva, kreiranje i slanje odgovora klijentu ili manipulaciju fajlovima.

3.4 Događaji

Ranije su se *JavaScript* programi mogli izvršavati isključivo sinhrono, što znači da se u jednom trenutku može izvšiti samo jedna operacija. Ovakav način izvršavanja je neuobičajan i nepraktičan danas. Danas se pišu programi tako da se za svaki događaj poziva *event handler* ili *event listener* funkcija. Ove funkcije se pozivaju asinhrono kada se desi događaj za koju je funkcija napisana. Događaji mogu biti učitavanje stranice, klik na dugme, unos teksta u polje i slično. Svaki događaj ima svoj tip i ciljani objekat, gdje ciljani objekat predstavlja *DOM* element. Tipovi događaja mogu biti *click*, *change*, *load*, *mouseover*, *keypress* ili *readystatechange*. Ukoliko želimo da naš program odgovori na događaj klik na dugme pomoću funkcije *event handler*, treba da registrujemo, odnosno napišemo ovu funkciju na način da tipu dogašaja dodamo prefiks *on.* Slijedi primjer:

![](data:image/png;base64,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)

buttonOk = document.getElementById(‘idButton’);

buttonOk.onclick = function() {

alert(‘button OK’);

}

U JavaScript-u se za asinhrono izvršavanje i vraćanje povratne vrijednosti kada je rezultat spreman još koriste i *Callback* funkcije. Callback funkcije se izvršavaju nakon što se neka druga funkcija izvrši. Kako su funkcije u JavaScript-u objekti prve klase, Callback funkcija se proslijeđuje kao argument nekoj drugoj funkciji iz koje će se Callback funkcija pozvati. Na slici slijedi primjer:

{

function greeting(name){

alert(‘Hello ’ + name);

}

function processUserInput(callback){

var name = prompt(‘Please enter your name.’);

callback(name);

}

processUserInput(greeting);

}

Slika 3.1

Poziva se funkciju processUserInput*()* i kao argument joj se prosljeđuje *Callback* funkcija *greeting*. Kada se prosljeđuje *Callback* funkcija kao argument, prosljeđuje se samo njena definicija. Funkcija processUserInput*()* od korisnika zahtjeva unos imena. Kada korisnik unese ime, poziva se *Callback* funkcija i prosljeđuje joj se unešeno ime koje je upisano u varijablu *name*.

Pored *Callback* funckija koriste se i *Promise*-e. *Promise* je objekat koji predstavlja eventualni uspjšno ili neuspješno izvršavanje asinhrone operacije. – OVJE REFERENCU-

*Promise* obezbjeđuje povezivanje rukovaoca sa uspješnim izvršavanjem ili neuspješnim izvršavanjem. Ovim se omogućava da asinhrona metoda vrati „obećanje“ da će vratiti vrijednost u nekom budućem trenutku. *Promise* može da ima jedno od sljedeća tri stanja: *peding* – inicijalno stanje, *fulfilled* – znači da je operacija uspješno izvršena, *rejected* – označava da je operacija neuspješna. Kada se desi jedna od navedenih opcija, pridruženi rukovaoci koji su stavljeni u red čekanja *then* metode *Promise*-e se pozivaju. Na slici slijedi primjer kreiranja i korištenja *Promise. MDN*

Slika 3.1

var promise = new Promise(function(resolve, reject){

mysql.getConnection(function(err, connection){

if(err) reject(err);

else{

connection.query('SELECT \* FROM restaurant', function(err, rows){

resolve(JSON.stringify(rows));

});

}

});

});

promise.then(data=>{

console.log(data);

}).catch(еrr=>{

console.log(err);

})

4. NodeJs

4.1 Uvod

NodeJS je razvojno okruženje koje se koristi za razvoj brzih i skalabilnih serverskih aplikacija. Dizajniran je tako da bude dobar za intezivne I/O aplikacije koje koriste *event-driven* arhitekturu. *Event-driven* modelom programiranja se obezbjeđuje da NodeJs pokreće samo jednu nit.

NodeJs se najčešće izvršava asinhrono. To znači da kada se desi događaj, poziva se callback funkcija, registrovana za taj događaj. Dok se čeka izvršavanje ove funkcije, sljedeći događaj ili funkcija je u redu za izvršavanje. Na serverskoj strani, događaj se može definisati kao asinhrone ulazno/izlazne (*asynchronous I/O*) poruke.

Postoji više razloga zašto je NodeJs sve više pogodniji za razvoj serverske strane. Jedan od njih je JavaScript kao najčešće korišten programski jezik web aplikacija. Drugi razlog je jednostavnost NodeJs-a. Osnovne funkcionalnosti su svedene na minimum. Još jedan od razloga je veomam jednostavno preuzimanje i instaliranje, a zatim pokretanje u svega nekoliko minuta.

4.2 Event-Driven model programiranja

Event-Driven programiranje predstavlja stil programiranja kod koga je tok izvršavanja programa određen događajima. Događajima se rukuje pomoću callback funkcija. Ovaj stil programiranja, gdje se umjesto povratne vrijednosti, definišu callback funkcije koje će biti pozvane kada se događaj desi i koje će obraditi zahtjeve i vratiti odgovor, još naziva asinhrono programiranje. Ovo je jedna od karakteristika koje definišu NodeJs. Na Slici je prikazan poziv callback funkcije koja dobavlja podatke iz baze:
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function getRestaurants(){

database.getRestaurantsDB(function(data){

console.log(data);

});

}

//database

function getRestaurantsDB(callback){

mysql.getConnection(function(err, connection){

if(err) callback(err);

else{

connection.query('SELECT \* FROM restaurants',

function(err, rows){

callback(rows);

})

}

})

}

Unutar *getRestaurants()* poziva se funkciju *getRestaurantsDB()* i kao argument joj prosljeđuje *Callback* funkcija *function(data)*. Funkcija *getRestaurantsDB()* izvršava upit nad bazom, ukoliko je došlo do greške pozvaće se *callback* i kao argument se prosljeđuje *err* (greška nastala pri izvršavanju funkcije *getConnection*). U slučaju da je upit uspješan, funkciji *callback* se kao argument prosljeđuje *rows* (rekordi koji se dobiju izvršavanjem upita). U oba slučaja, po pozivu, funkcija callback će ispisati prosljeđeni argument (*err* ili *rows*).

Kod Event-Driven modela programiranja trenutni proces ne blokira I/O operacije, pa se zbog toga može pojaviti više I/O operacija u paraleli za koje će biti pozvane odgovarajuće callback funkcije.

Event-Driven stil programiranja praćen je *event-loop*-om. *Event-loop* je konstrukcija koja obavlja dvije funkcije u neprekidnoj petlji - *event detection* (funkcija koja detektuje događaj) i *event handler triggering* (funkcija za poziva rukovaoca događaja). *Event-loop* mora da detektuje događaj kada se desi i da odredi odgovarajuću *callback* funkciju i pozove je. *Event-loop* je samo jedna nit koja se izvodi unutar jednog procesa, što znači, da kada se desi događaj, *event handler* može da radi bez prekida. To znači da u svakom trenutku postoji samo jedan *event handler* i *event handler* koji je pokrenut biće izvršen bez prekidanja. Ovo je razlog zašto programeri ne moraju brinuti o izvršavanju istovremenih niti.

4.3 Moduli

Kao što je ranije rečeno NodeJs je jednostavan i osnovne funkcionalnosti su svedene na minimum. Kada je potrebno kreirati kompleksniju aplikaciju, tada se na jednostavan način mogu uključiti NodeJs moduli. Pomoću modula postiže se bolja organizacija koda i izbjegavaju se greške i sigurnosni problemi.

U NodeJS-u moduli se referenciraju po putanji ili po imenu. Module možemo podijelit u tri grupe. Postoje *core* moduli koji se učitavaju pri pokretanju NodeJS procesa. Drugi tip modula su *third-party* koji se instaliraju u aplikaciji. I treći tip modula su *local* moduli koje kreira programer.

*Core* ili osnovni moduli su kompajlirani u binarne distribucije i iako se automatski učitavaju pri pokretanju NodeJS-a, potrebno ih je prvo uvesti kako bi se mogli koristiti. Neki od osnovnih modula:

* *http* – *http* moduo uključuje klase, metode i događaje za kreiranje Node.js *http* servera.
* *url* – *url* moduo uključuje metode za URL rezoluciju i parsiranje.
* *fs* – *fs* moduo uključuje klase, metode i događaje za rad sa fajlova

Core moduli se referenciraju samo pomoću imena, a ne putanje i učitavaju se iako postoji *third-party* moduo sa istim imenom. Učitavanje *http* core modula prikazana je na Slici:

var http = require('http');
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Funkcija require vraća http objekat koji implementira API (*Application programming interface*) pomoću kojeg NodeJs prenosi podatke preko HTTP (*HyperText Transfer Protocol*) protokola.

*Third-party* ili eksterni moduli instaliraju se u aplikaciji pomoću NPM (*Node Package Manager*). NPM predstavlja repozitorijum NodeJs modula i dolazi zajedno sa instalacijom NodeJs-a. Na slici je prikazano kako se instalira modul pomoću NPM-a:
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$ npm install <naziv modula>

Ovako kreirani moduli smještaju se u lokalni direktorijum *node\_module* i mogu se učitati pomoću funkcije *require* i prosljeđivanjem imena modula, kao na Slici 4.3.2.

*Local* modul se kreira na način da se kreira JavaScript datoteka koja izvozi objekat, koji predstavlja API modula. Ovi moduli se mogu distribuirati putem NPM-a, tako da ih NodeJs zajednica može koristiti. Referenciranje *local* modula vrši se pomoću apsolutne ili relativne putanje. Na Slici je prikazano kreiranje local modula:

// message.js

function info(info){

console.log(‘Info: ’ + info);

}

function error(error){

console.log(‘Error: ’ + error);

}

module.exports = {

info,

error

}
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4.4 Express

Za neke programske jezike i platforme postoje razvojna okruženja koja imaju za cilj da pojednostave i strukturiraju izradu HTTP baziranih aplikacija. Postoje različiti moduli i razvojna okruženja za Node.js, a jedan od njih je Express.js.

Express.js je najpopularnije razvojno okruženje za Node.js i osnovna biblioteka za brojna druga razvojna okruženja. MDN

Nudi sljedeće mehanizme:

* pisanje rukovaoca za korisničke zahtjeve sa različitim HTTP metodama i URL putanjama
* integrisanje sa „view“ mehanizmima za prikazivanje, kako bi se generisali odgovori ubacivanjem podataka u šablone (*templates*)
* postavljanje web postavki aplikacije kao što su: port koji se koristi za povezivanje, lokaciju šablona koji se koriste za prikazivanje odgovora
* dodavanje „middleware“ za dodatnu obradu korisničkih zahtjeva

Express.js se instališe pomoću NPM, naredbom koja je prikazana na Slici:

$ npm install express --save
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Na ovaj način će Express.js biti instaliran i sačuvan u listi zavisnosti (*dependencies*). Instaliranje Express.js-a dobijaju se datoteke na osnovu kojih se bazira nova aplikacija. Prva je manifest datoteka *package.json*. Osnovna namjena ove datoteke je ta da sadrži listu zavisnosti modula koju NPM može koristiti da bi ih instalirao. Kada se instaliraju ove zavisnosti smještaju se u *node\_modules* folder. Sljedeći je *public* folder, koji sadrži foldere za statičke datoteke koji mogu biti potrebni aplikaciji. Neki od standardnih foldera su: images, javascripts, stylesheets sa svojim datotekama koje korisnici mogu mijenjati. Pored ovoga, Express.js kreira datoteku app.js koja sadrži inicijalizacioni kod servera. Na Slici je prikazana jednostavna Express.js aplikacija koja pokreće server i sluša na portu 5000.
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var express = require(‘express’);

var app = express();

app.get('/', function(req, res){

res.send('Hello');

})

var server = app.listen(5000, function(){

var host = server.address().address;

var port = server.address().port;

console.log('App listening at http://%s:%s', host, port);

})

4.5 Middleware

Inicijalizacioni kod app.js datoteke dodaje *middleware* funkcije. Express.js aplikacija je u suštini serija poziva middleware funkcija.

*Middleware* funkcije su funkcije koje imaju pristup *request* objektu, *response* objektu i sljedećoj *middleware* funkciji u *request-respons* ciklusu aplikacije. Sljedeća funkcija *middleware* je označena varijablom *next*. *Middleware* funkcije mogu obavljati sljedeće zadatke: izvršavanje nekog koda, pormjenu *request* i *response* objekta, završiti *request-response* ciklus, poziv sljedeće *middleware* funkcije sa *stack*-a. Ukoliko tekuća middleware funkcija ne završi *request-response* ciklus, mora pozvati sljedeću middleware funkciju kojoj će proslijediti kontrolu.

Express aplikacije mogu da koriste sljedeće tipove middleware-a:

* Application-level middleware – povezuje se application-level middleware sa objektom aplikacije koristeći app.use() i app.METHOD() funkcije, gdje METHOD može biti GET, PUT ili POST
* Router-level middleware – radi na isti način kao prethodna, s tim što se veže za instancu express. Router()
* Error-handling middleware - funkcija se definiše isto kao i druge middleware funkcije, ali ima još jedan argument *err*
* Built-in middleware – Express ima sljedeće build-in middleware funkcije: *express.static*, *express.json*, *express.urlencoded*
* Third-party middleware – koristi se za dodavanje novih funkcionalnosti Express. aplikaciji

Rutiranje zahtjeva – različiti dijelovi aplikacije treba da aktiviraju različito ponašanje servera. Npr. GET i POST zahtjevi se trebaju smatrati različito i različiti URL-ovi takođe aktiviraju različite odgovore. Ukoliko želimo da neka funkcija vraća korisničke profile koji se čuvaju npr. u bazi podataka, različitom kombinacijom HTTP metoda i URL-ova dobijaju se različiti odgovori:

* GET/users – za prikazivanje liste korisničkih profila
* GET/users/:username – za prikazivanje profila korisnika sa proslijeđenim korisničkim imenom
* POST/users – za kreiranje korisničkog profila
* PUT/users/:username - za ažuriranje profila korisnika sa proslijeđenim korisničkim imenom

Prethodna lista predstavlja listu rutiranja, gdje se kombinacije metoda i URL-ova mapiraju u odgovarajuće akcije, odnosno callback funkcije. Callback funkcije su najčešće definisane u odvojenim modulima, koji se nazivaju kontroleri (*controllers*). Ukoliko je potrebno kreirati funkciju koja šalje odgovor na zahtjev *GET/users* iz prethodne liste, kreira se modul *controllers/user.controler.js* koji je prikazan na Slici:
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// *controllers/user.controller.js*

var db = require(‘./database/user.database’);

function getAllUsers(req, res){

db.getAllUsers(function(data){

res.send(data);

})

}

U kodu na prethodnoj slici, pozivom *require(‘./database/user.database’)* uvezen je moduo sa funkcijama koje dobavljaju podatke iz baze podataka. Na sličan način se kreiraju callback funkcije za zahtjeve iz liste.

Dobra je praksa da su rute za različite API-je (npr.: Users API, Tasks API) definisane u različitim modulima. Moduli se kreiraju u folderu routes. Na Slici je primjer:

Na serverskoj strani događaji se mogu definisati kao asinhrone ulazno/izlazne (*asynchronous I/O*) poruke. Kada server dobije I/O zahtjev proslj
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