Exercise 1:

// Exercise 1:

cout << "Exercise 1:\n\n";

char\* inputArray = nullptr;

inputUserSentence(inputArray); // Function for taking input sentence:

// stringLength Function.

cout << "Array Length is: " << stringLength(inputArray) << "\n\n";

int stringLength(char\* arr)

{

int length = 0;

while (\*(arr + length) != '\0') // Counts till end of array, excludes nullptr.

length++;

return length;

}

void inputUserSentence(char\*& inputArray)

{

char\* inputTemp = new char[maxSentenceSize] {'\0'}; // Intitialisation with nullptr prevents errors in single word entries.

cout << "Enter a Sentence: \n";

cin.getline(inputTemp, maxSentenceSize);

cout << endl;

int length = stringLength(inputTemp);

inputArray = new char[length + 1] {'\0'}; // Ensures no extra memory used for input string.

for (int i = 0; i < length; i++)

\*(inputArray + i) = \*(inputTemp + i);

delete[] inputTemp;

}
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Exercise 2:

// Exercise 2:

cout << "Exercise 2:\n\n";

int size;

char\* delimiter = nullptr;

char\*\* tokens = nullptr; // Declaration of 2D Array.

inputUserDelim(delimiter); // Function for taking input of delimiter.

tokens = tokenizeString(inputArray, delimiter, size); // Tokenization function.

void inputUserDelim(char\*& delimiter)

{

char\* delimiterTemp = new char[maxDelimiterSize] {'\0'}; // Intitialisation with nullptr prevents errors in single word entries.

cout << "Enter a delimiter: \n";

if (cin.peek() == '\0') // Ensures no nullptr in buffer, and doesnt unnecessarily delete buffer.

cin.ignore();

cin.getline(delimiterTemp, maxDelimiterSize);

cout << endl;

int length = stringLength(delimiterTemp);

delimiter = new char[length + 1] {'\0'}; // Ensures no extra memory used for delimiter.

for (int i = 0; i < length; i++)

\*(delimiter + i) = \*(delimiterTemp + i);

delete[] delimiterTemp;

}

char\*\* tokenizeString(char\* inputArray, char\* delimiter, int& size)

{

int inputLength = stringLength(inputArray);

int delimiterLength = stringLength(delimiter);

int tokenSize = 0;

// Find Tokens.

for (int i = 0; i < inputLength + 1; i++) // Find number of tokens.

{

int wordLength = 0;

// Forms words from sentence, till delimiter reached.

while (inputArray[i] != '\0')

{

if (isDelimiter(inputArray, delimiter, i))

{

i += delimiterLength;

break;

}

else

wordLength++, i++; // This i++ browses the sentence.

}

// Checks if word is formed, then increments tokenSize.

if (wordLength != 0)

tokenSize++;

}

// Make 2D Array.

char\*\* tokens = new char\* [tokenSize];

tokenSize = 0; // reset so that 2D array can be traversed

for (int i = 0; i < inputLength;) // Find number of tokens.

{

char\* word = new char[maxWordSize] {'\0'}; // Initialise with null pointer, 50 is limit of characters in a word.

int wordLength = 0;

// Forms words from sentence, till delimiter reached.

while (inputArray[i] != '\0')

{

if (isDelimiter(inputArray, delimiter, i))

{

i += delimiterLength;

break;

}

else

\*(word + wordLength++) = \*(inputArray + i++); // This i++ browses the sentence.

}

// Checks if word is formed, then increments tokenSize.

if (wordLength != 0)

add2DArray(tokens, tokenSize++, word, wordLength); // increments current tokensize as well.

delete[] word;

}

// Print number of Unique Words in tokens and then the words themselves.

printTokens(tokens, tokenSize);

size = tokenSize;

return tokens;

}

bool isDelimiter(char\*& inputArray, char\*& delimiter, int index)

{

if (\*(inputArray + index) == \*(delimiter))

{

for (int j = 0; \*(delimiter + j) != '\0'; j++)

{

// If character different, delimiter not found, return false.

if (\*(inputArray + index++) != \*(delimiter + j))

return false;

}

}

else // If character different, delimiter not found, return false.

return false;

return true;

}

void add2DArray(char\*\*& tokens, const int& index, char\*& word, const int& wordLength)

{

\*(tokens + index) = new char[wordLength + 1]; // Declare new word's array.

for (int i = 0; i < wordLength + 1; i++) // Copying word into tokens.

\*(\*(tokens + index) + i) = \*(word + i);

}

void printTokens(char\*\*& tokens, const int& tokensSize)

{

cout << "There are " << tokensSize << " tokens. They are as follows:\n";

for (int i = 0; i < tokensSize; i++)

cout << i << ": " << \*(tokens + i) << endl;

cout << "\n\nReversed tokens are:\n";

for (int i = tokensSize - 1; i >= 0; i--)

cout << i << ": " << \*(tokens + i) << endl;

}

![A screenshot of a computer

Description automatically generated](data:image/png;base64,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)

Exercise 3:

// Exercise 3:

cout << "\nExercise 3:\n\n";

cout << "Enter rows and columns for 2D Array: ";

int rows, cols;

cin >> rows >> cols;

int\*\* arr = create2DArray(rows, cols);

int\*\* arrShallow = shallowCopy2DArray(arr, rows, cols);

int\*\* arrDeep = deepCopy2DArray(arr, rows, cols);

// Modifying both shallow and deep copies.

cout << "\nOriginal Array is:\n";

print2DArray(arr, rows, cols);

cout << "\nModifying Shallow Copy with -1 at (0,0)\n";

\*(\*(arrShallow)) = -1;

cout << "\nOriginal:\n";

print2DArray(arr, rows, cols);

cout << "\nShallow copy:\n";

print2DArray(arrShallow, rows, cols);

cout << "\nModifying Deep Copy with 22 at (0,0)\n";

\*(\*(arrDeep)) = 22;

cout << "\nOriginal:\n";

print2DArray(arr, rows, cols);

cout << "\nDeep copy:\n";

print2DArray(arrDeep, rows, cols);

int\*\* create2DArray(int rows, int cols)

{

int\*\* arr = new int\* [rows];

for (int i = 0; i < rows; i++)

{

\*(arr + i) = new int[cols];

for (int j = 0; j < cols; j++)

{

cout << "Enter integer for (" << i << ", " << j << "): ";

cin >> \*(\*(arr + i) + j);

}

}

return arr;

}

int\*\* shallowCopy2DArray(int\*\* arr, int rows, int cols)

{

int\*\* arrShallow = new int\* [rows];

for (int i = 0; i < rows; i++)

\*(arrShallow + i) = \*(arr + i);

return arrShallow;

}

int\*\* deepCopy2DArray(int\*\* arr, int rows, int cols)

{

int\*\* arrDeep = new int\* [rows];

for (int i = 0; i < rows; i++)

{

\*(arrDeep + i) = new int[cols];

for (int j = 0; j < cols; j++)

\*(\*(arrDeep + i) + j) = \*(\*(arr + i) + j);

}

return arrDeep;

}

void print2DArray(int\*\* arr, int rows, int cols)

{

for (int i = 0; i < rows; i++)

{

for (int j = 0; j < cols; j++)

cout << \*(\*(arr + i) + j) << ' ';

cout << endl;

}

}
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Delete Functions:

// Delete Arrays:

delete[] inputArray;

inputArray = nullptr;

delete[] delimiter;

delimiter = nullptr;

delete\_2DArray(tokens, size); // Delete Function for 2D array.

delete\_2DArray(arr, rows);

delete\_2DArray(arrDeep, rows);

void delete\_2DArray(char\*\*& arr, int rows)

{

if (arr)

{

for (int i = 0; i < rows; i++)

delete[] \* (arr + i);

delete[] arr;

arr = nullptr;

}

}

void delete\_2DArray(int\*\*& arr1, int rows)

{

if (arr1)

{

for (int i = 0; i < rows; i++)

delete[] \* (arr1 + i);

delete[] arr1;

arr1 = nullptr;

}

}