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------------------------------------------------------------------------------------------------------------

**Lab Exercise 1** : Study of Basic Output Primitives in C++ using OpenGL

1. To create an output window using OPENGL and to draw the following basic output primitives – POINTS, LINES, LINE\_STRIP, LINE\_LOOP, TRIANGLES, QUADS, QUAD\_STRIP, POLYGON.
2. To create an output window and draw a checkerboard using OpenGL.
3. To create an output window and draw a house using POINTS,LINES,TRAINGLES and QUADS/POLYGON.

***Aim:***

Study of basic output primitives in c++ using openGL.

***Algorithm:***

1. Include necessary header files.
2. Create an initialization function (**myInit**) to set up OpenGL settings.
3. Define a function (**drawShape**) to draw various shapes with vertices and labels.
4. Create a function (**myDisplay**) for rendering:
   * Clear the color buffer.
   * Draw points, lines, quads, triangles, and polygons using **drawShape**.
   * Label points and lines with their coordinates using **drawShape**.
5. In the **main** function:
   * Initialize GLUT and set display mode.
   * Create a window, set the display function to **myDisplay**, and initialize OpenGL settings.
   * Enter the GLUT main loop.

***Code:***

***a.cpp:***

// #include <GLUT/glut.h> //in clg system

#include <GL/glut.h> //my laptop

#include <stdio.h>

#include <cstring>

#include <iostream>

using namespace std;

void myInit()

{

glClearColor(0.0, 0.0, 0.0, 0.0); // used for glClear: sets bitplane window

glPointSize(10);

glMatrixMode(GL\_PROJECTION); // applies the matrix operations to corresponding stack

/\*

GL\_MODELVIEW - modelview matrix stack.

GL\_PROJECTION - projection

GL\_TEXTURE - texture

GL\_COLOR - color

\*/

glLoadIdentity(); // replaces the current matrix with the identity matrix

gluOrtho2D(0.0, 640.0, 0.0, 480.0); // sets up a 2D orthographic viewing region

// for (0,0) to be at the center of the screen, put it like (-320,320,-240,240)

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*version 1\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*:

// void myDisplay()

// {

// glClear(GL\_COLOR\_BUFFER\_BIT);

// glBegin(GL\_POINTS);

// glVertex2d(150, 100);

// glEnd();

// glBegin(GL\_LINES);

// glVertex2d(150, 150);

// glVertex2d(150, 200);

// glEnd();

// glBegin(GL\_QUADS);

// glColor3f(0.0f, 1.0f, 0.0f);

// glVertex2d(300, 300);

// glVertex2d(300, 350);

// glVertex2d(350, 350);

// glVertex2d(350, 300);

// glVertex2d(300, 300);

// glEnd();

// glBegin(GL\_TRIANGLES); // Each set of 3 vertices form a triangle

// glColor3f(0.0f, 0.0f, 1.0f);

// glVertex2d(400, 400);

// glVertex2d(400, 450);

// glVertex2d(450, 450);

// glVertex2d(400, 400);

// glEnd();

// glBegin(GL\_POLYGON); // These vertices form a closed polygon

// glColor3f(1.0f, 1.0f, 0.0f); // Yellow

// glVertex2d(200, 200);

// glVertex2d(200, 220);

// glVertex2d(220, 240);

// glVertex2d(240, 200);

// glVertex2d(230, 250);

// glVertex2d(250, 250);

// glVertex2d(200, 200);

// glEnd();

// glFlush();

// }

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*version 2\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*:

// Function to convert GLenum value to string

string GLenumToString(GLenum mode)

{

switch (mode)

{

case GL\_POINTS:

return "GL\_POINTS";

case GL\_LINES:

return "GL\_LINES";

case GL\_LINE\_STRIP:

return "GL\_LINE\_STRIP";

case GL\_LINE\_LOOP:

return "GL\_LINE\_LOOP";

case GL\_TRIANGLES:

return "GL\_TRIANGLES";

case GL\_TRIANGLE\_STRIP:

return "GL\_TRIANGLE\_STRIP";

case GL\_TRIANGLE\_FAN:

return "GL\_TRIANGLE\_FAN";

case GL\_QUADS:

return "GL\_QUADS";

case GL\_QUAD\_STRIP:

return "GL\_QUAD\_STRIP";

case GL\_POLYGON:

return "GL\_POLYGON";

default:

return "Unknown";

}

return "";

}

// Common function to draw shapes

void drawShape(GLenum mode, double vertices[], int numVertices)

{

// glVertex2d-2d-d=double

glBegin(mode);

cout << "Drawing mode: " << GLenumToString(mode) << " (Value: " << mode << ")\n";

for (int i = 0; i < numVertices; i += 2)

{

// glVertex2d(vertices[i], vertices[i + 1]);

double x = vertices[i];

double y = vertices[i + 1];

cout << "Vertex (" << x << ", " << y << ")" << endl; // Print coordinates

glVertex2d(x, y);

}

glEnd();

cout << endl;

}

// Function to draw text at a given position

void drawText(double x, double y, int a = 0, int b = 0)

{

char text[20];

snprintf(text, 20, "(%0.0f,%0.0f)", x, y);

glRasterPos2d(x + a, y + b);

for (int i = 0; text[i] != '\0'; i++)

glutBitmapCharacter(GLUT\_BITMAP\_HELVETICA\_10, text[i]);

memset(text, 0, sizeof(text));

}

void myDisplay()

{

glClear(GL\_COLOR\_BUFFER\_BIT);

double pointVertices[] = {150, 100};

double lineVertices[] = {150, 150, 150, 200};

double quadVertices[] = {300, 300, 300, 350, 350, 350, 350, 300, 300, 300};

double triangleVertices[] = {400, 400, 400, 450, 450, 450, 400, 400};

double polygonVertices[] = {200, 200, 200, 220, 220, 240, 240, 200, 230, 250, 250, 250, 200, 200};

// Draw points

drawShape(GL\_POINTS, pointVertices, sizeof(pointVertices) / sizeof(pointVertices[0]));

drawText(pointVertices[0], pointVertices[1], 10, -5);

// Draw lines

drawShape(GL\_LINES, lineVertices, sizeof(lineVertices) / sizeof(lineVertices[0]));

drawText(lineVertices[0], lineVertices[1], 10, -5);

drawText(lineVertices[2], lineVertices[3], -55,-5);

// Draw quads

glBegin(GL\_QUADS);

glColor3f(0.0f, 1.0f, 0.0f);

drawShape(GL\_QUADS, quadVertices, sizeof(quadVertices) / sizeof(quadVertices[0]));

glEnd();

// Draw triangles

glColor3f(0.0f, 0.0f, 1.0f);

drawShape(GL\_TRIANGLES, triangleVertices, sizeof(triangleVertices) / sizeof(triangleVertices[0]));

// Draw polygon

glBegin(GL\_POLYGON);

glColor3f(1.0f, 1.0f, 0.0f); // Yellow

drawShape(GL\_POLYGON, polygonVertices, sizeof(polygonVertices) / sizeof(polygonVertices[0]));

glEnd();

glFlush();

}

int main(int argc, char \*argv[])

{

glutInit(&argc, argv);

glutInitDisplayMode(GLUT\_SINGLE | GLUT\_RGB);

glutInitWindowSize(640, 480);

glutCreateWindow("1-a");

glutDisplayFunc(myDisplay);

myInit();

glutMainLoop();

return 1;

}

***b.cpp:***

// #include <GLUT/glut.h> //in clg system

#include <GL/glut.h> //my laptop

int windowWidth = 800;

int windowHeight = 800;

void myInit()

{

glClearColor(0.0f, 0.0f, 0.0f, 0.0f);

// glPointSize(10);

glMatrixMode(GL\_PROJECTION);

glLoadIdentity();

gluOrtho2D(0.0, windowWidth, 0.0, windowHeight);

// why?

// glMatrixMode(GL\_MODELVIEW);

}

void drawCheckerboard()

{

// glVertex2i-2i-i=int

int rows = 8;

int cols = 8;

int squareSize = windowWidth / cols;

glColor3f(1.0f, 1.0f, 1.0f);

glBegin(GL\_QUADS);

for (int i = 0; i < rows; i++)

{

for (int j = 0; j < cols; j++)

{

((i + j) & 1) ? glColor3f(0.0f, 0.0f, 0.0f) : glColor3f(1.0f, 1.0f, 1.0f);

glVertex2i(j \* squareSize, i \* squareSize);

glVertex2i((j + 1) \* squareSize, i \* squareSize);

glVertex2i((j + 1) \* squareSize, (i + 1) \* squareSize);

glVertex2i(j \* squareSize, (i + 1) \* squareSize);

}

}

glEnd();

glFlush();

}

void display()

{

glClear(GL\_COLOR\_BUFFER\_BIT);

drawCheckerboard();

}

int main(int argc, char \*\*argv)

{

glutInit(&argc, argv);

glutInitDisplayMode(GLUT\_SINGLE | GLUT\_RGB);

glutInitWindowSize(windowWidth, windowHeight);

glutCreateWindow("1-b");

glutDisplayFunc(display);

myInit(); // glClearColor(0.0f, 0.0f, 0.0f, 0.0f);

glutMainLoop();

return 1;

}

***c.cpp:***

// #include <GLUT/glut.h> //in clg system

#include <GL/glut.h> //my laptop

int windowWidth = 800;

int windowHeight = 600;

void myInit()

{

glClearColor(1.0f, 1.0f, 1.0f, 0.0f); //White BG

// glPointSize(10);

glMatrixMode(GL\_PROJECTION);

glLoadIdentity();

gluOrtho2D(0.0, windowWidth, 0.0, windowHeight);

// why?

// glMatrixMode(GL\_MODELVIEW);

}

void drawHouse()

{

// Clear the screen

// Draw the house using different primitive shapes

// Draw the base of the house using a quad

glColor3f(0.59f, 0.85f, 0.71f); // Gray color

glBegin(GL\_QUADS);

glVertex2i(100, 100);

glVertex2i(500, 100);

glVertex2i(500, 400);

glVertex2i(100, 400);

glEnd();

// Draw the roof using triangles

glColor3f(1.0f, 0.0f, 0.0f); // Red color

glBegin(GL\_TRIANGLES);

glVertex2i(100, 400);

glVertex2i(300, 600);

glVertex2i(500, 400);

glEnd();

// Draw the door using quads

glColor3f(1.0f, 1.0f, 1.0f); // Blue color

glBegin(GL\_QUADS);

glVertex2i(250, 100);

glVertex2i(350, 100);

glVertex2i(350, 300);

glVertex2i(250, 300);

// glEnd();

glColor3f(0.36f, 0.05f, 0.05f);

// glBegin(GL\_QUADS);

glVertex2i(250, 100);

glVertex2i(330, 130);

glVertex2i(330, 300);

glVertex2i(250, 300);

// glEnd();

// Draw the windows using quads

glColor3f(0.06f, 0.22f, 0.45f); // Green color

// glBegin(GL\_QUADS);

glVertex2i(150, 200);

glVertex2i(200, 200);

glVertex2i(200, 250);

glVertex2i(150, 250);

glVertex2i(400, 200);

glVertex2i(450, 200);

glVertex2i(450, 250);

glVertex2i(400, 250);

glEnd();

glFlush();

}

void display()

{

glClear(GL\_COLOR\_BUFFER\_BIT);

drawHouse();

}

int main(int argc, char \*\*argv)

{

glutInit(&argc, argv);

glutInitDisplayMode(GLUT\_SINGLE | GLUT\_RGB);

glutInitWindowSize(windowWidth, windowHeight);

glutCreateWindow("Drawing a House using OpenGL");

glutDisplayFunc(display);

myInit(); // glClearColor(1.0f, 1.0f, 1.0f, 0.0f); // White background

glutMainLoop();

return 0;

}

***run.sh:***g++ a.cpp -lGL -lglut -lGLU

./a.out  
  
***Sample I/O:***

![](data:image/png;base64,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)
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***Learning Outcomes:***

Thus, the following shapes/objects have been created using OpenGL primitive