**CHAPTER2**

**ITEM1 생성자 대신 정적 팩터리 메서드를 고려하라**

**팩토리 메서드 (하위 클래스에서 인스턴스 작성하기)**
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-서브 클래스로 생성을 위임하기 때문에 효율적인 코드 제어를 할 수 있고 의존성을 제거한다.

**정적 팩터리 장점**

**1) 이름을 가질 수 있다.**

ex) BigInteger(int, int, Random) vs BigInteger.probablePrime

-valueOf, getInstance, newInstance, getType, newType 등

**시그니처가 같은 생성자**

public static Blog newInstanceWithId(String id);

public static Blog newInstanceWithName(String name);

**2) 호출될 때마다 인스턴스를 새로 생성하지는 않아도 된다.**

**2-1) 미리 static으로 선언해 놓는 경우**

ex) Boolean.valueOf(Boolean)

public static final Boolean *TRUE* = new Boolean(true);  
public static final Boolean *FALSE* = new Boolean(false);

public static Boolean valueOf(boolean b) {  
 return (b ? *TRUE* : *FALSE*);  
}

**2-2) 미리 특정 값까지 캐싱해 놓는 경우**

ex) Integer.valueOf(int i), Long.valueOf(long l) -127 ~ 128

public static void main(String[] args) {  
 // -127 ~ 128 까지 autoboxing(unboxing) 해서 캐싱 (기본값 변경 가능)  
 // -XX:AutoBoxCacheMax= or -Djava.lang.Integer.IntegerCache.high=2000  
 Integer a = Integer.*valueOf*(10);  
 Integer b = Integer.*valueOf*(10);  
  
 if (a == b) {  
 System.*out*.println("a와 b가 같음");  
 }  
  
 Integer d = Integer.*valueOf*(200);  
 Integer e = Integer.*valueOf*(200);  
  
 if (d == e) {  
 System.*out*.println("d와 e가 같음");  
 }  
}

**결과 “a와 b가 같음”**

private static class IntegerCache {  
 static final int *low* = -128;  
 static final int *high*;  
 static final Integer *cache*[];  
  
 static {  
 // high value may be configured by property  
 int h = 127;

...

...

}

public static Integer valueOf(int i) {  
 if (i >= IntegerCache.*low* && i <= IntegerCache.*high*)  
 return IntegerCache.*cache*[i + (-IntegerCache.*low*)];  
 return new Integer(i);  
}

🡺플라이웨이트 패턴 (메모리 캐시)

**3) 반환 타입의 하위 타입 객체를 반환할 수 있는 능력이 있다. (유연성)**

**동반 클래스 (scala)**

class Dog(name: String) {  
 def bark = println("bark! bark!")  
 def getName = name  
}  
  
object Dog {  
 def apply(name: String) = new Dog(name)  
}

object Test extends App{  
 val dog = Dog("dog1")  
}

-스칼라는 static 키워드가 없어서 비슷한 역할의 object를 만들 수 있다.

**하위 타입 객체 반환**

public interface ParentClass {  
 void print();  
  
 static ParentClass create(String gender) {  
 if ("남자".equals(gender)) {  
 return new Boy();  
 } else {  
 return new Girl();  
 }  
 }  
}

**4) 네 번째, 입력 매개변수에 따라 매번 다른 클래스의 객체를 반환할 수 있다.**

**Enumset (파라미터 개수에 따라)**

public static <E extends Enum<E>> EnumSet<E> noneOf(Class<E> elementType) {  
 Enum<?>[] universe = *getUniverse*(elementType);  
 if (universe == null)  
 throw new ClassCastException(elementType + " not an enum");  
  
 if (universe.length <= 64)  
 return new RegularEnumSet<>(elementType, universe);  
 else  
 return new JumboEnumSet<>(elementType, universe);  
}

**5) 정적 팩터리 메서드를 작성하는 시점에는 반환할 객체의 클래스가 존재하지 않아도 된다.**

서비스 제공자 프레임워크는 3개의 핵심 컴포넌트로 이루어진다.

1. 서비스 인터페이스 : 구현체의 동작을 정의

2. 제공자 등록 API : 제공자가 구현체를 등록할 때 사용

3. 서비스 접근 API : 클라이언트가 서비스의 인스턴스를 얻을 때 사용

+4. 서비스 제공자 인터페이스

**브릿지 패턴 (기능 계층과 구현 계층 분리하기)**

**-기능의 클래스 계층**

**-구현의 클래스 계층**
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**ServiceLoader**

public final class ServiceLoader<S> implements Iterable<S>  
{

public static <S> ServiceLoader<S> load(Class<S> service) {  
 ClassLoader cl = Thread.*currentThread*().getContextClassLoader();  
 return new ServiceLoader<>(Reflection.*getCallerClass*(), service, cl);  
 }

}

**정적 팩터리 단점**

**1) 상속을 하려면 public이나 protected 생성자가 필요하니 정적 펙터리 메서드만 제공하면 하위 클래스를 만들 수 없다.**

-상속보다 컴포지션 이용

-불변 타입 용이(접근자 제한, 상속 불가)

**참고로 자바9부터 Integer, Double 생성자 Deprecated**

@Deprecated(since="9")  
public Integer(int value) {  
 this.value = value;  
}

**2) 정적 팩터리 메서드는 프로그래머가 찾기 어렵다.**

-일반 static method 와 API doc에서 구분하지 않는다.
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**ITEM2 생성자에 매개변수가 많다면 빌더를 고려하라**

**1) 다중 생성자**

public Constructor(String name, String age, String tel, String address) {  
 this.name = name;  
 this.age = age;  
 this.tel = tel;  
 this.address = address;  
}  
  
public Constructor(String name, String age, String tel) {  
 this.name = name;  
 this.age = age;  
 this.tel = tel;  
}

**2) 점층적 생성자 패턴 ( telescopring )**

public IncrementalConstructor(String name, String age) {  
 this(name, age, null);  
}  
  
public IncrementalConstructor(String name, String age, String tel) {  
 this(name, age, tel, null);  
}  
  
public IncrementalConstructor(String name, String age, String tel, String address) {  
 this.name = name;  
 this.age = age;  
 this.tel = tel;  
 this.address = address;  
}

public static void main(String[] args) {  
 IncrementalConstructor info = new IncrementalConstructor("심준보", 33);  
}

**3) 자바빈즈**

public void setName(String name) {  
 this.name = name;  
}  
  
public void setAge(Integer age) {  
 this.age = age;  
}  
  
public void setTel(String tel) {  
 this.tel = tel;  
}

public void setAddress(String address) {  
 this.address = address;  
}

public static void main(String[] args) {  
 JavaBeans info = new JavaBeans();  
 info.setName("심준보");  
 info.setAge(18);  
 info.setTel("010-1234-1234");  
}
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**4) 얼린 자바빈즈 (잘 사용안함)**

public synchronized void setName(String name) {  
 checkNotFrozen();  
 this.name = name;  
}

...

public boolean isFrozen() {  
 return frozen;  
}  
  
public synchronized void freeze() {  
 frozen = true;  
}  
  
private void checkNotFrozen() {  
 if (frozen) throw new RuntimeException();  
}  
  
public static void main(String[] args) {  
 FreezeJavaBaens info = new FreezeJavaBaens();  
 info.setName("심준보");  
 info.freeze();

if (info.isFrozen()) {  
 // 얼린 후에 사용  
 }  
}

**5) Builder 패턴**

public class JavaBuilder {  
 private final String name;  
 private final String address;  
  
 private JavaBuilder(Builder builder) {  
 name = builder.name;  
 address = builder.address;  
 }  
  
 public static class Builder {  
 // 필수 매개변수  
 private final String name;  
  
 // 선택 매개변수  
 private String address = "";  
  
 public Builder(String name) {  
 this.name = name;  
 }

public Builder address(String address) {  
 this.address = address;  
 return this;  
 }  
  
 public JavaBuilder build() {  
 return new JavaBuilder(this);  
 }  
 }  
   
 public static void main(String[] args) {  
 JavaBuilder info = new Builder("심준보”)  
 .address("서울시")  
 .build();  
 }  
}

**build 에서 매개변수 검사하기**

public JavaBuilder build() {  
 JavaBuilder builder = new JavaBuilder(this);  
  
 if (builder.age < 0) {  
 throw new IllegalArgumentException("나이는 -가 될 수 없습니다.");  
 }  
  
 return builder;  
}

**6) Lombok**

전체 Class Lombok 금지

@Builder  
public class UserProfile {  
 private final int userSeq;  
 private String userName;  
 private String email;  
}

문제점 : 빌더의 장점이 깨짐

UserProfile userProfile = new UserProfile(1, "simjunbo", "sjb@tmon.com");

해결 : private 생성자에 Lombok 사용

public class UserProfile {  
 private final int userSeq;  
 private String userName;  
 private String email;  
  
 @Builder  
 private UserProfile(int userSeq, String userName, String email) {  
 this.userSeq = userSeq;  
 this.userName = userName;  
 this.email = email;  
 }  
}

맹목적인 @Data 금지

@Data  
public class UserProfile {  
 private int userSeq;  
 private String userName;  
 private String email;  
  
 @Builder  
 private UserProfile(int userSeq, String userName, String email) {  
 this.userSeq = userSeq;  
 this.userName = userName;  
 this.email = email;  
 }  
}

문제점 : 불변 깨짐

UserProfile userProfile = UserProfile.*builder*()  
 .userName("심준보")  
 .userSeq(1)  
 .email("simjunbo@tmon.co.kr")  
 .build();  
  
  
userProfile.setUserName("장영운");  
userProfile.setEmail("jylock");

해결 : 명시적으로 @Getter사용하거나 final 필드 사용

@Getter  
@ToString  
public class UserProfile {  
 private final int userSeq;  
 private final String userName;  
 private final String email;  
  
 @Builder  
 private UserProfile(int userSeq, String userName, String email) {  
 this.userSeq = userSeq;  
 this.userName = userName;  
 this.email = email;  
 }  
}

**Scala Self Type (클래스 안에서 사용하는 모든 this의 타입이 어떤 것인지 가정하는 것)**

trait A { def foo = "foo" }  
  
trait B { this: A => def foobar = foo + "bar" }

**공변환 타이핑 (서브 클래스 타입으로 오버라이딩 가능)**

class Parent {  
 Parent get() {  
 return this;  
 }  
}  
  
class Child extends Parent {  
 @Override  
 Child get() {  
 return this;  
 }  
  
 void message() {  
 System.*out*.println("HI");  
 }  
}

**빌더 패턴 장점**

생성자 패턴 (불변) + 자바빈즈(가독성)

**빌더 패턴 단점**

빌더부터 만들어야 한다. (코드가 장황해 진다.)

**제네릭**

|  |  |
| --- | --- |
| 공변성(covariant) | T’가 T의 서브타입이면, C<T’>는 C<T>의 서브타입이다. |
| 반공변성(contravariant) | T’가 T의 서브타입이면, C<T>는 C<T’>의 서브타입이다. |
| 무변성(invariant) | C<T>와 C<T’>는 아무 관계가 없다. |

**무변성 (자기 자신만 허용)**

List<String> cities = new ArrayList<>();  
cities.add("Changwon");  
cities.add("Seoul");  
cities.add("Suwon");  
cities.add("Yongin");  
*printCollectionGen*(cities); // 에러 List<String>은 Collection<Object>와 아무 관계가 없다.

public static void printCollectionGen(Collection<Object> collection) {  
 for (Object e : collection) {  
 System.*out*.println(e);  
 }  
}

List<String>과 Collection<Object>는 아무 관계가 없다.

**공변성 (List<? extends Number>)**

List<Integer> integers = new ArrayList<>();  
integers.add(1);  
  
List<? extends Number> numbers = integers;  
System.*out*.println(numbers); // [1]

**반공변성 (List<? super B>)**

// 반 공변성  
List<Number> numbers = new ArrayList<>();  
numbers.add(1);  
  
List<? super Integer> integers = numbers;  
System.*out*.println(integers); // [1]

**빌더 패턴 장점**

생성자 패턴 (불변) + 자바빈즈(가독성)

**빌더 패턴 단점**

빌더부터 만들어야 한다. (코드가 장황해 진다.)

**ITEM3 private 생성자나 열거 타입으로 싱글턴임을 보증하라**

**1) 고전방식 (잘못된 방식)**

public class Singleton {  
 private static Singleton *instance*;  
 private Singleton() {}  
 public static Singleton getInstance() {  
 if (*instance* == null) {  
 *instance* = new Singleton();  
 }  
 return *instance*;  
 }  
}

🡺멀티 쓰레드인 경우, 인스턴스 여러 번 생성

**2) Synchronized 방식 (잘못된 방식)**

public class Singleton {  
 private static Singleton *instance*;  
 private Singleton() {}  
 public static synchronized Singleton getInstance() {  
 if (*instance* == null) {  
 *instance* = new Singleton();  
 }  
 return *instance*;  
 }  
}

🡺Lock이 걸려서 비용낭비 심함

**3) DCL(Double-Checked-Locking) (잘못된 방식)**

public class Singleton {  
 private static Singleton *instance*;  
 private Singleton() {}  
 public static Singleton getInstance() {  
 if (*instance* == null) {   
 synchronized (Singleton.class) {  
 if (*instance* == null) {  
 *instance* = new Singleton();  
 }  
 }  
 }  
 return *instance*;  
 }  
}

🡺인스턴스가 없는 경우만 Lock을 잡지만, 재배치(reordering) 과정에서 이슈 생길 수 있음.

**해결점**

**1) public static 멤버가 final 필드 방식**

public class Elvis {  
 public static final Elvis *INSTANCE* = new Elvis();  
  
 private Elvis() { }  
 public void leaveTheBuilding() {  
 }

}

public static void main(String[] args) {  
 Elvis elvis = Elvis.*INSTANCE*;  
 elvis.leaveTheBuilding();  
}

🡺간결함

**🡺Private 생성자가 있기 때문에 Reflection으로 접근 가능**

**2) static factory method를 public static 멤버로 제공**

public class Elvis {  
 private static final Elvis *INSTANCE* = new Elvis();  
  
 private Elvis() {  
 if (*INSTANCE* != null) {  
 throw new RuntimeException("중복 생성");  
 }  
 }  
  
 public static Elvis getInstance() {  
 return *INSTANCE*;  
 }

/\*  
 public static Elvis getInstance() {  
 return new Elvis();  
 }  
 \*/

public void leaveTheBuilding() {  
 }

public static void main(String[] args) {  
 Elvis elvis = Elvis.*getInstance*();  
 elvis.leaveTheBuilding();  
 }

}

🡺API 변경 없이 싱글턴 ON/OFF

🡺제네릭 메서드로 전환 가능

🡺제네릭 싱글턴 팩터리로 전환 (하위 타입 객체 반환)

🡺메서드 레퍼런스로 사용가능

**🡺Private 생성자가 있기 때문에 Reflection으로 접근 가능**

**3) enum 사용**

public enum Elvis {  
 *INSTANCE*;  
  
 public void leaveTheBuilding() {  
  
 }  
}

public static void main(String[] args) {  
 Elvis elvis = Elvis.*INSTANCE*;  
 elvis.leaveTheBuilding();  
}

🡺 Private 생성자가 없기 때문에 Reflection으로 접근 불가능

**🡺ENUM 외에 상속 해야 한다면 이 방법은 사용못함**

**ITEM4 인스턴스화를 막으려거든 private 생성자를 사용하라**

**정적 메서드, 정적 필드 클래스**

-유틸성 : java.lang,Math, java.util.Arrays

-동반 클래스 : java.util.Collections (자바8부터 필요 없음)

public class UtilityClass {  
 private UtilityClass() {  
 throw new AssertionError();  
 }  
}

**🡺private 생성자를 통해 객체 생성 방지**

**ITEM5 자원을 직접 명시하지 말고 의존 객체 주입을 사용하라**

사용하는 자원에 따라 동작이 달라지는 클래스에는 정적 유틸리티 클래스나 싱글턴 방식이 적합하지 않다,

**의존 객체 주입 패턴**

public class SpellChecker {  
 // 불변  
 private final Lexicon dictionary;  
  
 public SpellChecker(Lexicon dictionary) {  
 this.dictionary = Objects.*requireNonNull*(dictionary);  
 }  
  
 public boolean isValid(String word) {  
 return dictionary.isValid(word);  
 }  
  
 public static void main(String[] args) {  
 SpellChecker checker = new SpellChecker(new Donga());  
 boolean result = checker.isValid("자바");  
 System.*out*.println(result);  
  
 checker = new SpellChecker(new Doosan());  
 result = checker.isValid("자바");  
 System.*out*.println(result);  
  
 }  
}

public interface Lexicon {  
 boolean isValid(String word);  
}  
  
class Doosan implements Lexicon {  
 @Override  
 public boolean isValid(String word) {  
 if ("자바".equals(word)) {  
 return true;  
 }  
  
 return false;  
 }  
}  
  
class Donga implements Lexicon {  
 @Override  
 public boolean isValid(String word) {  
 return false;  
 }  
}

**Supplier**

@FunctionalInterface  
public interface Supplier<T> {T get();  
}

**ITEM6 불필요한 객체 생성을 피하라**

불변 객체는 언제든 재사용할 수 있다.

1) 정적 팩터리 메서드를 사용하여 불필요한 객체 생성 제거 (캐시)

**Boolean**

public static final Boolean TRUE = new Boolean(true);public static final Boolean *FALSE* = new Boolean(false);

public static Boolean valueOf(String s) {  
 return *parseBoolean*(s) ? *TRUE* : *FALSE*;  
}

**Integer**

private static class IntegerCache {  
 static final int *low* = -128;  
 static final int *high*;  
 static final Integer *cache*[];  
  
 static {  
 int h = 127;

}

}

public static Integer valueOf(int i) {  
 if (i >= IntegerCache.*low* && i <= IntegerCache.*high*)  
 return IntegerCache.*cache*[i + (-IntegerCache.*low*)];  
 return new Integer(i);  
}

**유한 상태 머신**

-유한 상태 머신은 자신이 취할 수 있는 유한한 개수의 상태를 가진다. (정규식)

-그 중 반드시 하나의 상태만 취한다. (조건)

ex) 전구 ON/OFF

**slow**

static boolean isRomanNumeralSlow(String s) {  
 return s.matches("^(?=.)M\*(C[MD]|D?C{0,3})"  
 + "(X[CL]|L?X{0,3})(I[XV]|V?I{0,3})$");  
}

// Pattern.java

public static boolean matches(String regex, CharSequence input) {  
 Pattern p = Pattern.*compile*(regex);  
 Matcher m = p.matcher(input);  
 return m.matches();  
}

**fast**

// Pattern.compile 자체를 캐싱

private static final Pattern ROMAN = Pattern.*compile*(  
 "^(?=.)M\*(C[MD]|D?C{0,3})"  
 + "(X[CL]|L?X{0,3})(I[XV]|V?I{0,3})$");  
  
static boolean isRomanNumeralFast(String s) {  
 return ROMAN.matcher(s).matches();  
}

🡺성능은 좋지만, 만약 한번도 호출되지 않는다면 쓸데 없이 초기화 된다.

**어댑터 패턴**

[![objectadapter](data:image/png;base64,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)](https://user-images.githubusercontent.com/7076334/46731987-2a989100-ccc7-11e8-9775-70b30c4927d2.png)

-실제 작업은 Adaptee

-Adaptor는 Ataptee에게 위임(인터페이스 역할)

-어떨 때 사용할까? 기존 클래스(Adaptee)를 수정하지 않고 인터페이스(API)를 맞출 때

2) 오토박싱

**천만번 반복**

primitive (2m/s)

public static long iterativeSum(long n) {  
 long result = 0;  
 for (long i = 1L; i <= n; i++) {  
 result += i;  
 }  
 return result;  
}

Stream.iterate (언박싱 – 92m/s)

public static long sequentialSum(long n) {  
 return Stream.*iterate*(1L, i -> i + 1) // 박싱됨  
 .limit(n)  
 .reduce(0L, Long::*sum*);  
}

LongStream (박싱X - 4m/s)

public static long rangedSum(long n) {  
 return LongStream.*rangeClosed*(1, n)  
 .reduce(0L, Long::*sum*);  
}

**C# vs Java 벤치마킹 비교**

<http://bangjunyoung.blogspot.kr/2014/06/java-arraylist-vs-csharp-list-quicksort-benchmark.html>

🡺엄청난 성능 희생

Generic은 런타임 시점에서 Type을 삭제 한다 (Type Erasure)

Generic Type은 Object가 된다.

public class Container<T> {  
  
 private T data;  
  
 public T getData() {  
 return data;  
 }  
  
 public static void main(String[] args) {  
 System.*out*.println("test");  
 }  
}

🡺런타임

public class Container {  
  
 private Object data;  
  
 public Object getData() {  
 return data;  
 }  
}

🡺primitive 형태는 Object가 될 수 없음… 결국 Generic에 primitive 사용 못함…

**하지만!! Java10 Vahalla (발할라 인큐베이터)에서 이를 극복하기 위한 노력 중**

그러면 Wrapper Class는 언제 사용할까?

🡺캐싱, 유틸(valueOf), DTO (null 반환)

3) 단순히 객체 생성을 위한 객체 풀 생성 금지

**ITEM7 다 쓴 객체 참조를 해제하라**

public Object pop() {  
 if (size == 0)  
 throw new EmptyStackException();  
 return elements[--size];  
}

스택이 커졌다가 줄어들 때 스택에서 꺼내진 객체들은 가비지 컬렉터가 회수하지 않는다.

참조 해제 해야 된다.

public Object pop() {  
 if (size == 0)  
 throw new EmptyStackException();  
 Object result = elements[--size];  
 elements[size] = null; // 다 쓴 참조 해제  
 return result;  
}

🡺null 처리 하면 이점은 참조할 경우 프로그램은 NullPointException을 던지며 종료

**메모리 릭**

1) 스택, 리스트 잘못된 해제

🡺보통 pop(stack)이나 remove(list) 사용하면 된다.

2) 로컬 캐시

🡺WeakHashMap 사용

3) 리스너, 콜백

🡺WeakHashMap 사용

**Java Reference**

-종류 : strong(new), soft, weak, phantom(referenceQueue)

-reachable: 유효한 참조가 있는 상태

-unreachable : 유효한 참조가 없는 상태 (GC 대상)
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-root set : Stack, Native, MethodArea (이 3개가 GC대상인가 판별)
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그 외…

**1) static**

private static Random *random* = new Random();  
public static final ArrayList<Double> *list* = new ArrayList<Double>(1000000);  
  
public static void main(String[] args) throws InterruptedException {  
 for (int i = 0; i < 10000000; i++) {  
 *list*.add(*random*.nextDouble());  
 }  
  
 System.*gc*();  
 Thread.*sleep*(10000); // to allow GC do its job  
}

🡺정적 사용에 주의

**2) unclosed stream**

static String firstLineOfFile(String path) throws IOException {  
 BufferedReader br = BufferedReader(new FileReader(path);  
  
 String str = null;  
 while (br.readLine() != null) {  
 str += br.readLine();  
 }  
 return str;  
}

🡺try-with-resources

String firstLineOfFile(String path) throws IOException {  
 try (BufferedReader br = new BufferedReader(new FileReader(path))) {  
 return br.readLine();  
 }  
}

**3) hashCode, equals 누락**

public class Sample {  
 public static void main(String[] args) {  
 Map<Object, Object> map = new HashMap<>();  
 while (true) {  
 map.put(new Key("key"), "value");  
 }  
 }  
}  
  
class Key {  
 public String key;  
  
 public Key(String key) {  
 this.key = key;  
 }  
}

🡺hashcode, equals 재정의

**ITEM8 finalizer와 cleaner 사용을 피하라**

-finalizer와 cleaner는 제때 실행되어야 하는 작업은 할 수 없다.

**finalize의 Exception은 무시됨**

protected void finalize() {  
 System.*out*.println("Good bye cruel world");  
 throw new RuntimeException("무시됨");  
}

**AutoCloseable**

public class FileInputStream implements AutoCloseable {  
 private String file;  
  
 public FileInputStream(String file) {  
 this.file = file;  
 }  
  
 public void read() {  
 System.*out*.println(file + "을 읽습니다.");  
 }  
  
 @Override  
 public void close() throws Exception {  
 System.*out*.println(file + "을 닫습니다.");  
 }  
}

public class Execute {  
 public static void main(String[] args) {

// try-with-resources  
 try (FileInputStream fi = new FileInputStream("sample.json")) {  
 fi.read();  
 } catch (Exception e) {  
 System.*out*.println(e.getStackTrace());  
 }  
 }  
}

**using (C#) == try-with-resources**

using (SqlConnection connection = new SqlConnection(connectionString))  
{  
 SqlCommand command = new SqlCommand(queryString, connection);  
 command.Connection.Open();  
 command.ExecuteNonQuery();  
}

**cleaner와 finalizer 를 그럼 언제 쓰나?**

1) 늦게라도 회수 하는게 안하는 것보다 낫다.

🡺9부터 finalizer는 deprecated 되었다. 그래도 쓸꺼면 cleaner를 사용하자.

**finalizer (9부터 Depreacted..)**

public class Object {

@Deprecated(since="9")  
 protected void finalize() throws Throwable { }  
}

Public class FileInputStream extends InputStream  
{

@Deprecated(since="9")  
 protected void finalize() throws IOException {  
 if ((fd != null) && (fd != FileDescriptor.*in*)) {

...  
 close();  
 }  
 }  
}

2) 네이티브 객체 해제 (쓸만 할 듯)

**ITEM9 try-finally 보다는 try-with-resources를 사용하라**

**전통적 해제 방법**

static String firstLineOfFile(String path) throws IOException {  
 BufferedReader br = new BufferedReader(new FileReader(path));  
  
 try {  
 return br.readLine();  
 }finally {  
 br.close();  
 }  
}

**전통적 해제 방법 (자원 여러 개)**

static void copy(String src, String dst) throws IOException {  
 InputStream in = new FileInputStream(src);  
 try {  
 OutputStream out = new FileOutputStream(dst);  
 try {  
 byte[] buf = new byte[*BUFFER\_SIZE*];  
 int n;  
 while ((n = in.read(buf)) >= 0) {  
 out.write(buf, 0, n);  
 }  
 } finally {  
 out.close();  
 }  
 } finally {  
 in.close();  
 }  
}

**AutoCloseable interface**

public interface AutoCloseable {  
void close() throws Exception;  
}

**try-with-resources**

static String firstLineOfFile(String path) throws IOException {  
 try (BufferedReader br = new BufferedReader(new FileReader(path))) {  
 return br.readLine();  
 }  
}

**다중 try-with-resources**

static void copy2(String src, String dst) throws IOException {  
 try (InputStream in = new FileInputStream(src);  
 OutputStream out = new FileOutputStream(src)) {  
 byte[] buf = new byte[*BUFFER\_SIZE*];  
 int n;  
 while ((n = in.read(buf)) >= 0) {  
 out.write(buf, 0, n);  
 }  
 }  
}

**CHAPTER3**

**ITEM10 equals는 일반 규약을 지켜 재정의하라**

다음중 하나라도 해당하면 재정의하지 않는다.

1) 각 인스턴스가 본질적으로 고유하다. (값이 아닌 개체)

2) 인스턴스의 ‘논리적 동치성’을 검사할 일이 없다.

3) 상위 클래스에서 재정의한 euqals가 하위 클래스에도 딱 들어 맞는다.

**4) 클래스가 private 이거나 package-private이고 equals 메서드를 호출할 일이 없다.**

5) 싱글턴 객체일 때

**equals 규약**

1) 반사성(reflexivity) : null이 아닌 모든 참조 값 x에 대해, x.equals(x)는 true 이다.

Vehicle x = new Vehicle("Focus", 2002, "Ford");

// 반사성

if (x.equals(x)) {  
 System.*out*.println("It is reflexive!");  
}

2) 대칭성(symmetry) : null이 아닌 모든 참조 값 x, y에 대해, x.equals(y)가 true면 y.equals(x)도 true 이다.

Vehicle x = new Vehicle("Focus", 2002, "Ford");  
Vehicle y = new Vehicle("Focus", 2002, "Ford");

// 대칭성  
if (x.equals(y) && y.equals(x)) {  
 System.*out*.println("It is symmetric!");  
}

3) 추이성(transitivity) : null이 아닌 모든 참조 값 x, y, z에 대해, x.equals(y),가 true이고 y.equals(z)도 true면 x.equals(z)도 true이다.

Vehicle x = new Vehicle("Focus", 2002, "Ford");  
Vehicle y = new Vehicle("Focus", 2002, "Ford");  
Vehicle z = new Vehicle("Focus", 2002, "Ford");  
  
// 추이성  
if (x.equals(y) && y.equals(z) && z.equals(x)) {  
 System.*out*.println("It is transitive!");  
}

4) 일관성(consistency) : null이 아닌 모든 참조 값 x, y에 대해 x.equals(y)를 반복해서 호출하면 항상 true를 반환하거나 항상 false를 반환한다.

Vehicle x = new Vehicle("Focus", 2002, "Ford");  
Vehicle y = new Vehicle("Focus", 2002, "Ford");  
  
// 일관성  
for (int i = 0; i < 5; i++) {  
 if (x.equals(y)) {  
 System.*out*.println("It is consistency!");  
 }

}

5) null아님 : null이 아닌 모든 참조 값 x에 대해 x.equals(null)은 false 이다.

Vehicle x = new Vehicle("Focus", 2002, "Ford");  
  
// null 아님  
if (x.equals(null) == false) {  
 System.*out*.println("Nothing equals null");  
}

**동치관계**

집합을 서로 같은 원소들로 이뤄진 부분집합으로 나누는 연산이다.

**대칭성 위반**

@Override  
public boolean equals(Object o) {  
 if (o instanceof CaseInsensitiveString)  
 return s.equalsIgnoreCase(((CaseInsensitiveString) o).s);  
  
 if (o instanceof String)  
 return s.equalsIgnoreCase((String) o);  
  
 return false;  
}  
  
public static void main(String[] args) {  
 CaseInsensitiveString cis = new CaseInsensitiveString("Polish");  
 String s = "polish";  
  
 if (cis.equals(s)) {  
 System.*out*.println("cis.equals(s) 동일");  
 }  
  
 // 대칭성 위배  
 if (s.equals(cis)) {  
 System.*out*.println("s.equals(cis) 동일");  
 }  
}

**추이성 위반**

public class Point {  
 private final int x;  
 private final int y;  
  
 public Point(int x, int y) {  
 this.x = x;  
 this.y = y;  
 }  
  
 @Override  
 public boolean equals(Object o) {  
 if (!(o instanceof Point))  
 return false;  
  
 Point p = (Point) o;  
 return p.x == x && p.y == y;  
 }  
  
 public static void main(String[] args) {  
 ColorPoint p1 = new ColorPoint(1, 2, Color.*RED*);  
 Point p2 = new Point(1, 2);  
 ColorPoint p3 = new ColorPoint(1, 2, Color.*BLUE*);  
  
 if (p1.equals(p2)) {  
 System.*out*.println("p1과 p2는 같다.");  
 }  
  
 if (p2.equals(p3)) {  
 System.*out*.println("p2와 p3는 같다.");  
 }  
  
 // 추이성 문제  
 if (p3.equals(p1)) {  
 System.*out*.println("p3와 p1은 같다.");  
 }  
 }  
}  
  
class ColorPoint extends Point {  
 private final Color color;  
  
 public ColorPoint(int x, int y, Color color) {  
 super(x, y);  
 this.color = color;  
 }  
  
 // 추이성이 깨진다.  
 @Override  
 public boolean equals(Object o) {  
 if (!(o instanceof Point))  
 return false;  
  
 // o가 Point면 색상을 무시하고 비교  
 if (!(o instanceof ColorPoint))  
 return o.equals(this);  
  
 return super.equals(o) && ((ColorPoint) o).color == color;  
 }  
}

객체 지향 언어의 동치관계에서 나타나는 근본적인 문제

🡺구체 클래스를 확장해 새로운 값을 추가하면서 equals 규약을 만족시킬 방법은 존재하지 않는다.

**상속 대신 컴포지션**

class ColorPoint {  
 private final Point point;  
 private final Color color;  
  
 public ColorPoint(int x, int y, Color color) {  
 point = new Point(x, y);  
 this.color = Objects.*requireNonNull*(color);  
 }  
public Point asPoint() {  
 return point;  
 }  
  
 @Override  
 public boolean equals(Object o) {  
 if (!(o instanceof ColorPoint))  
 return false;  
  
 ColorPoint cp = (ColorPoint) o;  
 return cp.point.equals(point) && cp.color.equals(color);  
 }  
  
 @Override  
 public int hashCode() {  
 return 31 \* point.hashCode() + color.hashCode();  
 }  
}

**잘못 설계된1) Date, Timestamp**

public class DateSample {  
 public static void main(String[] args) {  
 Date date = new Date();  
 Date stamp = new Timestamp(date.getTime());  
  
 System.*out*.println(date.equals(stamp));  
 // 대칭성 위배된다.  
 System.*out*.println(stamp.equals(date));  
 System.*out*.println(date.compareTo(stamp) == 0);  
 System.*out*.println(stamp.compareTo(date) == 0);  
 }  
}

🡺compareTo 사용하자

**일관성 위반**

**잘못된 설계2) URL equals**

protected boolean sameFile(URL u1, URL u2) {  
 // Compare the protocols.  
 if (!((u1.getProtocol() == u2.getProtocol()) ||  
 (u1.getProtocol() != null &&  
 u1.getProtocol().equalsIgnoreCase(u2.getProtocol()))))  
 return false;  
  
 // Compare the files.  
 if (!(u1.getFile() == u2.getFile() ||  
 (u1.getFile() != null && u1.getFile().equals(u2.getFile()))))  
 return false;  
  
 // Compare the ports.  
 int port1, port2;  
 port1 = (u1.getPort() != -1) ? u1.getPort() : u1.handler.getDefaultPort();  
 port2 = (u2.getPort() != -1) ? u2.getPort() : u2.handler.getDefaultPort();  
 if (port1 != port2)  
 return false;  
  
 // Compare the hosts.  
 if (!hostsEqual(u1, u2))  
 return false;  
  
 return true;  
}

🡺항시 메모리에 존재하는 객체만을 사용한 결정적 계산만 수행하자.

**Null 아님 위반**

@Override  
public boolean equals(Object o) {  
 if (!(o instanceof Point))  
 return false;

...  
}

instanceof를 사용하면 묵시적 null 검사를 할 수 있다.

**양질의 equals 메서드 구현 방법**

1. == 연산자를 사용해 입력이 자기 자신의 참조인지 확인한다.

2. instanceof 연산자로 입력이 올바른 타입인지 확인한다.

3. 입력을 올바른 타입으로 형변환 한다.

4. 입력 객체와 자신 자신의 대응되는 ‘핵심’ 필드들이 모두 일치

**ex) AbstractList**

public boolean equals(Object o) {  
 if (o == this) // 자기 자신의 참조 확인  
 return true;  
 if (!(o instanceof List)) // instanceof 연산자로 타입 확인  
 return false;  
  
 ListIterator<E> e1 = listIterator();  
 ListIterator<?> e2 = ((List<?>) o).listIterator(); // 올바른 타입으로 형변환  
 while (e1.hasNext() && e2.hasNext()) {  
 E o1 = e1.next();  
 Object o2 = e2.next();  
 if (!(o1==null ? o2==null : o1.equals(o2)))  
 return false;  
 }  
 return !(e1.hasNext() || e2.hasNext());  
}

부동소수 좀 찾아 보자

Float.Nan (Not A Number), -0.0f (float)

**주의사항**

-equals 재정의 할 땐 hashCode도 반드시 재정의 하자

-너무 복잡하게 해결하려 들지 말자.

-Object 외의 타입을 매개변수로 받는 equals 메서드를 선언하지 말자

**lombok, autovalue, immutables (hard boiler plate code)]**

**ITEM11 equals를 재정의하려거든 hashCode도 재정의하라**

**좋은 hashCode를 작성하는 간단한 요령**

1. int 변수 result를 선언 후 값 c로 초기화. 이때 c는 해당 객체의 첫 번째 핵심 필드

(핵심필드란 equals 비교에 사용되는 필드)

2-1. 나머지 핵심 필드 f 각각에 대해 다음 작업을 수행

- 기본 타입 필드라면 Type.hashCode(f)

- 참조 타입 필드라면 클래스의 equals 메서드가 이 필드의 equals를 재귀적으로 호출 시, 이

필드의 hashCode 재귀적으로 호출. 아니면 이 필드의 표준형을 만들어 사용

- 필드가 배열이라면, 핵심 원소 각각을 별도 필드처럼 다룬다.

핵심 원소가 하나도 없다면 단순히 상수(0 추천)를 사용한다.

모든 원소가 핵심 원소라면 Arrays.hashCode를 사용한다.

2-2. 단계 2-1에서 계산한 해시코드 c로 result를 갱신한다.

- result = 31 \* result + c;

3. result를 반환한다.

public class Member {  
 private String name;  
 private int age;  
 private String nickname;  
  
 @Override  
 public int hashCode() {  
 int result = ((name == null) ? 0 : name.hashCode()); // 참조 타입 필드라면  
 result = 31 \* result + Integer.*hashCode*(age); // 기본 타입 필드라면 Type.hashCode(f)  
 return result;  
 }  
}

**31을 사용 이유?** 소수 중, 적당한 크기의 소수인 31이 사용.

짝수 사용 시, 비트의 오른쪽이 0으로 가득 찬다.

**변경될 수 있는 객체는 equals, hashCode를 따로 구현하지 않는 것이 낫다.**

**Objects.hash 사용**

@Override  
public int hashCode() {  
 return Objects.*hash*(name, age);  
}

🡺사용하기 간편하나, 인수를 담기 위한 배열이 만들어 지고, 기본 타입이 있다면 박싱과 언박싱도 거쳐야 하기 때문에 성능은 좀 더 느리다.

**Open Addressing과 Separate Chanining**

![hashmap4](data:image/png;base64,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)

🡺해시코드가 많이 겹칠수록 O(n)의 시간이 걸린다.

**hashCode가 반환하는 값의 생성 규칙을 API 사용자에게 공표하지 말자**

🡺이 값에 의지하지 않게 되고, 추후에 계산 방식을 바꿀 수도 있다.

**캐시 (pre loading)**

public class Member {  
  
 // 캐시  
 private static int *hashCode*;  
  
 private String name;  
 private int age;  
  
 public Member(String name, int age) {  
 this.name = name;  
 this.age = age;  
 this.*hashCode* = getHashCode(); // 초기화시 캐싱  
 }  
  
 // 캐시 (pre loading)  
 private int getHashCode() {  
 int result = ((name == null) ? 0 : name.hashCode()); // 참조 타입 필드라면  
 result = 31 \* result + Integer.*hashCode*(age); // 기본 타입 필드라면 Type.hashCode(f)  
 return result;  
 }  
  
 @Override  
 public int hashCode() {  
 return *hashCode*;  
 }  
}

**캐시 (lazy loading)**

public class MemberCache {  
 // 캐시  
 private int hashCode;  
  
 private String name;  
 private int age;  
  
 public MemberCache(String name, int age) {  
 this.name = name;  
 this.age = age;  
 }  
  
 // 캐시 (lazy loading)  
 @Override  
 public int hashCode() {  
 int result = hashCode;  
 if (result == 0) {  
 result = ((name == null) ? 0 : name.hashCode()); // 참조 타입 필드라면  
 result = 31 \* result + Integer.*hashCode*(age); // 기본 타입 필드라면   
 hashCode = result;  
 }  
 return result;  
 }  
}

**ITEM12 toString을 항상 재정의하라**

toString의 규약은 “모든 하위 클래스에서 이 메서드를 재정의하라”고 한다.

toString은 객체를 println, printf, 문자열 연결 연산자(+), assert, 디버거가 객체 출력할 때 자동으로 호출

포멧을 명시하든 아니든 의도는 명확히 밝혀야 한다.

**포멧이 있는 경우**

*/\*\*  
 \* 이 전화번호의 문자열 표현을 반환한다.  
 \* 이 문자열은 "XXX-YYY-ZZZZ" 형태의 12글자로 구성된다.  
 \* XXX는 지역 코드, YYYY는 프리픽스, ZZZZ는 가입자 번호다.  
 \* 각각의 대문자는 10진수 숫자 하나를 나타낸다.  
 \*  
 \* 전화번호의 각 부분의 값이 너무 작아서 자릿수를 채울 수 없다면,  
 \* 앞에서부터 0으로 채워나간다. 예컨대 가입자 번호가 123이라면  
 \* 전화번호의 맞미ㅏㄱ 네문자는 "0123"이 된다.  
 \*/*@Override  
public String toString() {  
 return String.*format*("%03d-%03d-%04d", areaCode, prefix, lineNum);  
}

**포멧이 없는 경우**

*/\*\*  
 \* 이 약물에 관한 대략적인 설명을 반환한다.  
 \* 다음은 이 설명의 일반적인 형태이나,  
 \* 상세 형식은 정해지지 않았으며 향후 변경될 수 있다.  
 \*  
 \* "[약물 #9: 유형=사랑, 냄새=테레빈유, 겉모습=먹물]"  
 \*/*@Override  
public String toString() {  
 return String.*format*("%03d-%03d-%04d", areaCode, prefix, lineNum);  
}

**toString의 자동생성이 적합하지 않는 경우**

@Override  
public String toString() {  
 return String.*format*("%03d-%03d-%04d", areaCode, prefix, lineNum);  
}

🡺자동 생성 시, 클래스의 의미를 모른다.

🡺그럼에도 불구하고 Object의 toString보다는 자동 생성된 toString (모든 정보가 포함되어 있는)

이 낫다.

**우리팀에서 자주 사용하는 방법**

@Override  
public String toString() {  
 return ToStringBuilder.*reflectionToString*(this, ToStringStyle.*JSON\_STYLE*);  
}

🡺결과

{"hashCode":1537519681,"name":"심준보","age":33,"nickname":"준보"}

**ITEM13 clone 재정의는 주의해서 진행하라**

**1) Object의 Cloneable은 protected 이다.**

public class A implements Cloneable {  
 private String name;  
 private int age;  
  
 public A(String name, int age) {  
 this.name = name;  
 this.age = age;  
 }  
}

class B extends A {  
 public B(String name, int age) {  
 super(name, age);  
 }  
  
 public static void main(String[] args) throws CloneNotSupportedException {  
 B b = new B("심준보", 33);  
 B b2 = (B) b.clone(); // 접근 가능  
 }  
}

**2) 그러면 외부 객체는?**

public class C {  
 public static void main(String[] args) throws CloneNotSupportedException {  
 A a = new A("심준보", 33);  
 A a2 = (A) a.clone(); // Object의 clone이 protected 이기 때문에 에러난다.  
 }  
}

에러남 ㅠㅠ

**3) 그럼 외부 객체에서 접근 하려면?**

public class A implements Cloneable {  
 . . . (생략)

@Override  
 public Object clone() throws CloneNotSupportedException {  
 return super.clone();  
 }  
}

접근 제한자 public으로 오버라이딩 하면 됨

**Cloneable 인터페이스는 Object의 protected 메서드인 clone의 동작 방식을 결정한다.**

Cloneable을 구현하지 않은 상태에서 clone을 호출하면 CloneNotSupportedException 에러남
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**clone 메서드의 일반 규약은 허술하다**

**clone 메서드가 super.clone이 아닌, 생성자를 호출 했을 경우**

public class A implements Cloneable {  
 . . . (생략)  
 @Override  
 public Object clone() throws CloneNotSupportedException {  
 return new A();  
 }  
}

🡺컴파일러는 불평하지 않는다.

**하지만 하위 클래스에서 clone을 호출하면?**

class B extends A {  
 public static void main(String[] args) throws CloneNotSupportedException {  
 B b = new B();  
 B b2 = (B) b.clone();  
 }  
}

🡺 java.lang.ClassCastException 에러가 난다. A 객체가 생성되기 때문이다.

public class A implements Cloneable {  
. . . (생략)  
 @Override  
 public Object clone() throws CloneNotSupportedException {  
 return super.clone();  
 }  
}

🡺이런경우 super.clone을 연쇄적으로 호출하도록 구현하면 상위 클래스 객체가 만들어진다.

(생성자 연쇄와 살짝 비슷함)

**중요) 쓸데없는 복사를 지양한다는 관점에서 보면 불변 클래스는 굳이 clone 메서드를 제공하지 않는게 좋다.**

배열의 clone은 런타임 타입과 컴파일타임 타입 모두가 원본 배열과 똑 같은 배열을 반환한다.

private Object[] elements;

...(생략)

Stack result = (Stack) super.clone();  
result.elements = elements.clone();

상속용 클래스는 Cloneable을 구현해서는 안 된다.

Cloneable을 사용하는 것보다, 생성자와 팩터리를 이용하는게 낫다.

단 배열만은 clone 메서드 방식이 가장 깔끔하다.

**ITEM14 Comparable을 구현할지 고려하라**

**compareTo의 성격은 두가지만 빼면 Object의 equals와 같다.**

1) 순서까지 비교할 수 있다.

2) 제네릭 하다.

public interface Comparable<T> {public int compareTo(T o);  
}

**🡺파라미터가 제네릭으로 되어 있다.**

**compareTo 메서드의 일반 규약은 equals의 규약과 비슷한다.**

-객체가 주어진 객체보다 작으면 음의 정수, 같으면 0, 크면 양의 정수를 반환

-비교할 수 없는 타입객체가 주어지면 **ClassCastException**

**-부호함수는 수의 부호를 판별하는 함수다.**
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1) sgn(x.compareTo(y)) == -sgn(y.compareTo(x)) 여야 한다.

2) (x.compareTo(y) > 0 && y.compareTo(z) > 0) 이면 x.compareTo(z) > 0 이다.

3) x.compareTo(y) == 0이면 sgn(x.compareTo(z)) == sgn(y.compareTo(z)) 다.

4)(x.compareTo(y) == 0) == (x.equals(y)) (필수는 아님)

Collection, set, map 같은 인터페이스들은 equals 메서드 규약을 따른다고 되어 있지만,

정렬된 컬렉션들은 동치성을 비교할 때 equals 대신 compareTo를 사용한다.

**HashSet - put**

final V putVal(int hash, K key, V value, boolean onlyIfAbsent,  
 boolean evict) {  
 Node<K,V>[] tab; Node<K,V> p; int n, i;  
 if ((tab = table) == null || (n = tab.length) == 0)  
 n = (tab = resize()).length;  
 if ((p = tab[i = (n - 1) & hash]) == null)  
 tab[i] = newNode(hash, key, value, null);  
 else {  
 Node<K,V> e; K k;  
 if (p.hash == hash &&  
 ((k = p.key) == key || (key != null && key.equals(k))))  
 e = p;  
 else if (p instanceof TreeNode)  
 e = ((TreeNode<K,V>)p).putTreeVal(this, tab, hash, key, value);  
 else {  
 for (int binCount = 0; ; ++binCount) {  
 if ((e = p.next) == null) {  
 p.next = newNode(hash, key, value, null);  
 if (binCount >= *TREEIFY\_THRESHOLD* - 1) // -1 for 1st  
 treeifyBin(tab, hash);  
 break;  
 }  
 if (e.hash == hash &&  
 ((k = e.key) == key || (key != null && key.equals(k))))  
 break;  
 p = e;  
 }  
 }  
 if (e != null) { // existing mapping for key  
 V oldValue = e.value;  
 if (!onlyIfAbsent || oldValue == null)  
 e.value = value;  
 afterNodeAccess(e);  
 return oldValue;  
 }  
 }  
 ++modCount;  
 if (++size > threshold)  
 resize();  
 afterNodeInsertion(evict);  
 return null;  
}

**TreeSet - put**

public V put(K key, V value) {

. . .(생략)  
 // split comparator and comparable paths  
 Comparator<? super K> cpr = comparator;  
 if (cpr != null) {  
 do {  
 parent = t;  
 cmp = cpr.compare(key, t.key);  
 if (cmp < 0)  
 t = t.left;  
 else if (cmp > 0)  
 t = t.right;  
 else  
 return t.setValue(value);  
 } while (t != null);  
 }  
 else {  
 if (key == null)  
 throw new NullPointerException();  
 @SuppressWarnings("unchecked")  
 Comparable<? super K> k = (Comparable<? super K>) key;  
 do {  
 parent = t;  
 cmp = k.compareTo(t.key);  
 if (cmp < 0)  
 t = t.left;  
 else if (cmp > 0)  
 t = t.right;  
 else  
 return t.setValue(value);  
 } while (t != null);  
 }

. . .(생략)  
}

public static void main(String[] args) {  
 BigDecimal bd1 = new BigDecimal("1.0");  
 BigDecimal bd2 = new BigDecimal("1.00");  
 Set<BigDecimal> hashSet = new HashSet<>();  
 Set<BigDecimal> treeSet = new TreeSet<>();  
  
 hashSet.add(bd1);  
 hashSet.add(bd2);  
 System.*out*.println(hashSet.size()); // size : 2  
  
 treeSet.add(bd1);  
 treeSet.add(bd2);  
 System.*out*.println(treeSet.size()); // size : 1  
}

🡺 equals와 compareTo의 결과가 달르기 때문에 HashSet과 TreeSet의 결과가 다르다

**막간> Comparable, Comparator 차이**

기본형 타입이 아닌 Object 내에 특정값을 비교할 경우에는

Comparable를 implements 해서 compareTo를 구현하면 Collections.sort() , Arrays.sort() 등을 사용할 수 있음.

ex)

public class Book implements Comparable<Book>{  
 private int price;  
 public Book(int price){  
 this.price = price;  
 }  
 public int getPrice(){  
 return this.price;  
 }  
  
 @Override  
 public int compareTo(Book b) {  
 return this.price - b.price; // 자신이 앞에 있는게 ascending order  
 }  
}

Comparator는 compareTo 에서 구현한 기본값 외에 별도의 기준으로 구현하고 싶을 때 다음과 같이 Comparator 구현체 또는 익명 Comparator 구현체를 이용하여 나타낼 수 있다.

**익명 Comparator**

Collections.sort(myBookList, new Comparator<Book>() {  
 @Override  
 public int compare(Book b1, Book b2) {  
 return b1.getPrice() - b2.getPrice();  
 }  
});

**결론 :** Comparable과 Comparator은 상호보완 차이

더 간단하게 람다를 사용하면 다음과 같은 형태로도 가능

Collections.sort(myBookList,

(Book b1, Book b2)-> b1.getPrice() - b2.getPrice());

or

list.sort(Comparator.*comparing*(Book::getPrice)); // 오름차순  
list.sort(Comparator.*comparing*(Book::getPrice).reversed()); // 내림차순

기본 타입 필드가 여럿일 때의 비교자

@Override  
public int compareTo(PhoneNumber pn) {  
 int result = Short.*compare*(areaCode, pn.areaCode); // 가장 중요한 필드  
 if (result == 0) {  
 result = Short.*compare*(prefix, pn.prefix); // 두 번째로 중요한 필드  
 if (result == 0) {  
 result = Short.*compare*(lineNum, pn.lineNum); // 세 번째로 중요한 필드  
 }  
 }  
 return result;  
}

**비교자 생성 메서드를 활용한 비교자 (약간의 성능저하가 발생)**

private static final Comparator<PhoneNumber> *COMPARATOR* =  
 Comparator.*comparingInt*((PhoneNumber pn) -> pn.areaCode)  
 .thenComparingInt(pn -> pn.prefix)  
 .thenComparingInt(pn -> pn.lineNum);  
@Override  
public int compareTo(PhoneNumber pn) {  
 return *COMPARATOR*.compare(this, pn);  
}

**객체 참조용 비교자 생성 메서드**

public static <T, U> Comparator<T> comparing(  
 Function<? super T, ? extends U> keyExtractor,  
 Comparator<? super U> keyComparator)  
{  
 Objects.*requireNonNull*(keyExtractor);  
 Objects.*requireNonNull*(keyComparator);  
 return (Comparator<T> & Serializable)  
 (c1, c2) -> keyComparator.compare(keyExtractor.apply(c1),  
 keyExtractor.apply(c2));  
}

**compareTo 메서드에서 필드의 값을 비교할 때 <와 > 연산자는 쓰지 말자.**

**대신 박싱된 기본 타입 클래스가 제공하는 정적 compare 메서드나**

**Comparator 인터페이스가 제공하는 비교자 생성 메서드 사용 하자**

**CHAPTER4**

**ITEM15 클래스와 멤버의 접근 권한을 최소화하라**

**잘 설계된 컴포넌트의 가장 큰 차이는 바로 클래스 내부 데이터와 구현 정보를 외부 컴포넌트로부터 얼마나 잘 숨겼느냐다.**

**정보은닉의 장점 (결국 독립적을 말하는 건가)**

-시스템 개발 속도를 높인다. 여러 컴포넌트를 병렬로 개발가능

-시스템 관리 비용을 낮춘다.

-정보 은닉 자체가 성능을 높여주지는 않지만, 성능 최적화에 도움을 준다. 다른 컴포넌트에 영향을 주지 않고 해당 컴포넌트만 최적화

-소프트웨어 재사용성을 높인다.

-큰 시스템을 제작하는 난이도를 낮춰준다.

**접근 제한자를 제대로 활용하는 것이 정보 은닉의 핵심이다.**

**모듈 : 가장 상위에 위치하는 구현 단위 (실질적으로 구현이 된 단위)**

**컴포넌트 : 런타임 엔티티를 참조하는 단위**

ex) 1개의 서버에게 서비스를 제공받는 100개의 클라이언트

🡺모듈은 서버 + 클라이언트 = 총 2개

🡺컴포넌트는 서버(1) + 클라이언트(100) = 101

접근 제한자 (좁은 것부터)

-private : 멤버를 선언한 톱레벨 클래스에서만 접근 가능

-package-private (default) : 멤버가 소속된 패키지 안의 모든 클래스에서 접근

-protected : package-private(default)의 접근 범위를 포함하여, 멤버를 선언한 클래스의 하위 클래스에서도 접근할 수 있다.

-public : 모든 곳에서 접근 가능

**Serializable을 구현한 클래스에서는 그 필드들도 의도치 않게 공개 API가 될 수 있다.**

**🡺설계할 때, 주의하자**

**테스트 목적일 경우 적당한 수준까지 넓혀도 괜찮다.**

🡺public클래스의 private 멤버를 package-private 까지 풀어주는 것까지는 허용 가능하다.

**public 클래스의 인스턴스 필드는 되도록 public이 아니어야 한다.**

🡺가별 필드를 갖는 클래스는 일반적으로 스레드에 안전하지 않다.

🡺final이면서 불변 객체를 참조하면, 내부 구현을 바꾸고 싶어도 그 public 필드를 없애는 방식으로는 리팩터링 할 수 없게 된다.

**예외로 필요한 구성요소로써의 상수라면 public static final 필드를 공개해도 된다.**

**클래스에서 public static final 배열 필드를 두거나 이 필드를 반환하는 접근자 메서드를 제공하면 안된다.**

public static final Thing[] *VALUES* = {...};

🡺클라이언트에서 배열을 수정할 수 있게 된다. 보안 허점이 존재

**해결책**

**1) 불변 리스트 추가**

private static final Thing[] *PRIVATE\_VALUES* = {new Thing()};  
public static final List<Thing> *VALUES* = Collections.*unmodifiableList*(Arrays.*asList*(*PRIVATE\_VALUES*));

**2) 배열을 private으로 만들고 그 복사본을 반환하는 public메서드 추가 (방어적 복사)**

private static final Thing[] *PRIVATE\_VALUES* = {new Thing()};  
public static final Thing[] values() {  
 return *PRIVATE\_VALUES*.clone();  
}

**자바9에서는 모듈 시스템이라는 개념이 도입되면서 두 가지 암묵적 접근 수준 추가**

-모듈 : 패키지의 묶음이다. exports로 공개할 것을 선언

module com.sjb {  
 requires java.base;  
 exports chapter4.item15;  
}

🡺protected 혹은 public 멤버라도 해당 패키지를 공개하지 않았다면 외부에서 접근 불가

**ITEM16 public 클래스에서는 public 필드가 아닌 접근자 메서드를 사용하라**

**Public 클래스 필드를 직접 노출하지 말라는 규칙을 어긴 사례 (java.awt.Dimenstion)**

public class Dimension extends Dimension2D implements java.io.Serializable {public int width;public int height;  
}

public final class Time {  
 private static final int *HOURS\_PER\_DAY* = 24;  
 private static final int *MINUTES\_PER\_HOUR* = 60;  
  
 public final int hour;  
 public final int minute;  
  
 public Time(int hour, int minute) {  
 if (hour < 0 || hour >= *HOURS\_PER\_DAY*) {  
 throw new IllegalArgumentException("시간 : " + hour);  
 }  
  
 if (minute < 0 || minute >= *MINUTES\_PER\_HOUR*) {  
 throw new IllegalArgumentException("분 : " + minute);  
 }  
  
 this.hour = hour;  
 this.minute = minute;  
 }  
}

🡺 public 클래스의 필드가 불변이라면 직접 노출의 단점이 조금 줄어 들지만, 여전히 좋지 않다.

필드가 public 으로 노출되기 때문에 수정할 수 없다.

**ITEM17 변경 가능성을 최소화하라**

**불변으로 만들경우 다섯가지 규칙**

1) 객체의 상태를 변경하는 메서드를 제공하지 않는다. ex) setter

2) 클래스를 확장할 수 없도록 한다. ex) final class, private 생성자

3) 모든 필드를 final로 선언한다.

4) 모든 필드를 private으로 선언한다.

5) 자신 외에는 내부의 가변 컴포넌트에 접근할 수 없도록 한다.

불변 객체는 단순하다. 불변 객체는 생성된 시점의 상태를 파괴될 때까지 그대로 간직한다.

불변 객체는 근복적으로 스레드 안전하여 따로 동기화할 필요 없다.

🡺 한번 만든 인스턴스를 최대한 재활용하기를 권한다.

**ex) 자주 사용되는 인스턴스 캐싱**

public static final Complex *ZERO* = new Complex(0, 0);  
public static final Complex *ONE* = new Complex(1, 0);  
public static final Complex *I* = new Complex(0, 1);

@HotSpotIntrinsicCandidate  
public String(String original) {  
 this.value = original.value;  
 this.coder = original.coder;  
 this.hash = original.hash;  
}

🡺String 클래스의 복사 생성자는 초창기때 만들어진 것으로, 되도록 사용하지 말자

**불변 객체는 자유롭게 공유할 수 있음은 물론, 불변 객체끼리는 내부 데이터를 공유할 수 있다.**

BigInteger(int[] magnitude, int signum) {  
 this.signum = (magnitude.length == 0 ? 0 : signum);  
 this.mag = magnitude; // magnitude 공유  
 if (mag.length >= *MAX\_MAG\_LENGTH*) {  
 checkRange();  
 }  
}

**객체를 만들 때 다른 불변 객체들을 구성요소로 사용하면 이점이 많다**

ex) 맵의 키, Set의 원소

**불변 객체는 그 자체로 실패 원자성을 제공한다.**

**불변 클래스 단점**

🡺값이 다르면 객체 새로 만들어야 한다. 리소스 낭비가 심할 수 있음

**객체를 완성하기까지 단계가 많은 경우 (성능 문제)**

1)다단계 연산 (내부적으로 가변 동반 클래스)

ex) default BigInteger, StringBuilder

2)클래스를 public 으로 제공 (가변)

**생성자 대신 정적 팩터리를 사용한 불변**

public class Complex2 {  
 private final double re;  
 private final double im;  
  
 private Complex2(double re, double im) {  
 this.re = re;  
 this.im = im;  
 }  
  
 public static Complex2 valueOf(double re, double im) {  
 return new Complex2(re, im);  
 }  
}

🡺생성자가 private 이라 상속 못함

**모든 클래스를 불변으로 만들 수 없지만, 불변으로 만들 수 없는 클래스라도 변경할 수 있는 부분을 최소한으로 줄이자**

**다른 합당한 이유가 없다면 모든 필드는 private final 이어야 한다.**

**생성자는 불변식 설정이 모두 완료된, 초기화가 완벽히 끝난 상태의 객체를 생성해야 한다.**

🡺생성자와 정적 팩터리 외에는 그 어떤 초기화 메서드도 public으로 제공하면 안된다.

(특히 setter)

**ITEM18 상속보다는 컴포지션을 사용하라**

같은 패키지안에서 상속은 안전하지만, 다른 패키지로 넘어가면 위험하다. (인터페이스 상속 무관)

public class InstrumentedHashSet<E> extends HashSet<E> {  
 // 추가된 원소의 수  
 private int addCount = 0;  
  
 public InstrumentedHashSet() {  
 }  
  
 public InstrumentedHashSet(int initCap, float loadFactor) {  
 super(initCap, loadFactor);  
 }  
  
 @Override  
 public boolean add(E e) {  
 addCount++;  
 return super.add(e);  
 }  
  
 // 해당 메서드를 재정의하지 않으면 문제를 고칠 수 있다.  
 // 하지만 HashSet의 addAll이 add 메서드를 이용해 구현했음을 가정한 해법이라는 한계를 지닌다.  
 @Override  
 public boolean addAll(Collection<? extends E> c) {  
 addCount += c.size();  
 return super.addAll(c);  
 }  
  
 // 요구 조건 : 생성 이후, 원소가 몇 개 더해졌는지 알 수 있어야 한다.  
 public int getAddCount() {  
 return addCount;  
 }  
}

**컴포지션 :** 기존 클래스가 새로운 클래스의 구성 요소로 쓰인다는 뜻

**위임 :** 컴포지션과 전달의 조합은 넓은 의미로 위임(delegation)이라고 부른다.

단, 엄밀히 따지면 래퍼 객체가 내부 객체에 자기 자신의 참조를 넘기는 경우만 위임에 해당

**래퍼 클래스는 단점이 거의 없다.**

🡺콜백 프레임워크와는 어울리지 않는다는 점만 주의하면 된다.

🡺콜백 시 자신의 참조를 넘기기 때문에 레퍼 클래스가 아닌 내부 객체를 호출하게 된다.

**ex) 구아바의 전달 메서드**

<https://github.com/google/guava/wiki/CollectionHelpersExplained>

A is-a B (A는 B이다) : 강아지는 동물이다.

A has-a B (A가 B를 가지고 있음) : 새는 날개를 가지고 있다.

**is-a의 잘못된 예)**

Stack – Vector

Properties – Hashtable

**is-a 관계라고 해도, 하위 클래스의 패키지가 상위 클래스와 다르고, 상위 클래스가 확장을**

**고려해 설계되지 않았다면 문제가 될 수 있다.**

public static void main(String[] args) {  
 User user = new User("simjunbo", 33);  
  
 Properties properties = new Properties();  
 properties.put("simjunbo", user);  
  
 User result = (User) properties.get("simjunbo");  
 System.*out*.println(result);  
}

🡺 properties의 첫 의도는 키와 값으로 문자열만 허용하도록 설계하려고 했었다.

**ITEM19 상속을 고려해 설계하고 문서화하라. 그러지 않았다면 상속을 금지하라.**

**상속을 고려한 설계와 문서화란?**

상속용 클래스는 재정의할 수 있는 메서드들을 내부적으로 어떻게 이용하는지(self-use)

문서로 남겨야 한다.

**@implSpec 내부 동작 방식 설명**

*// AbstractCollection*

*/\*\*  
 \** ***@implSpec***

***\* 생 략...*** *\*/*public boolean remove(Object o) {  
 Iterator<E> it = iterator();  
 if (o==null) {  
 while (it.hasNext()) {  
 if (it.next()==null) {  
 it.remove();  
 return true;  
 }  
 }  
 } else {  
 while (it.hasNext()) {  
 if (o.equals(it.next())) {  
 it.remove();  
 return true;  
 }  
 }  
 }  
 return false;  
}

🡺설명을 읽어 보면, iterator 메서드를 재정의하면 remove 메서드의 동작에 영향을 준다.

🡺내부 구현 방식을 설명해야 되는 이유는 상속이 캡슐화를 해치기 때문에 일어나는 안타까운

현실이다.

// AbstractList

protected void removeRange(int fromIndex, int toIndex) {  
 ListIterator<E> it = listIterator(fromIndex);  
 for (int i=0, n=toIndex-fromIndex; i<n; i++) {  
 it.next();  
 it.remove();  
 }  
}

🡺이 메서드를 재정의하면 이 리스트와 부분리스트의 clear 연산 성능을 크게 개선할 수 있다.

그렇다면 상속용 클래스를 설계할 때 어떤 메서드를 protected로 노출해야 할까?

🡺답은 없다. 심사숙고해서 잘 예측해본 다음, 실제 하위 클래스를 만들어 시험해보는 것이 최선이다.

🡺책에 나온 거는 하위 클래스 3개 정도… 그리고 이 중 하나 이상은 제 3자가 작성

API 설명과 상속용 설명을 구분해 주는 것이 좋다.

상속용 클래스의 생성자는 직접적으로든 간접적으로든 재정의 가능 메서드를 호출해서는 안 된다.

🡺어기면 프로그램 오작동 한다.

public class Super {

// 잘못된 예 - 생성자가 재정의 가능 메서드를 호출한다.  
 public Super() {  
 overrideMe();  
 }  
  
 public void overrideMe() {  
  
 }  
}

public final class Sub extends Super {  
 private final Instant instant;  
 Sub() {  
 instant = Instant.*now*();  
 }

// 상위 클래스 생성자에서 호출되기 때문에 처음에는 초기화가 되지 않는다.  
 @Override

public void overrideMe() {  
 System.*out*.println(instant);  
 }  
  
 public static void main(String[] args) {  
 Sub sub = new Sub();  
 sub.overrideMe();  
 }  
}

반대로

private, final, static 메서드는 재정의가 불가능하니 생성자에서 안심하고 호출해도 된다.

**Cloneable**과 **Serializable** 둘 중 하나라도 구현한 클래스를 상속할 수 있게 설계하는 것은 일반적으로 좋지 않은 생각이다.

**생성자와 비슷하게 clone과 readObject 모두 직접적으로든 간접적으로든 재정의 가능 메서드를 호출해서는 안 된다.**

-readObject의 경우 하위 클래스의 상태가 미처다 역직렬화되기 전에 재정의한 메서드부터 호출

-clone의 경우 복제본의 상태를(올바른 상태로) 수정하기 전에 재정의한 메서드를 호출

**그렇다면 그 외의 일반적인 구체 클래스는? (상속용이 아닌)**

🡺상속용으로 설계되거나 문서화되지도 않았다.

🡺클래스에 변화가 생길 때마다 하위 클래스를 오동작하게 만들 수 있기 때문이다.

🡺해결법은 상속용으로 설계하지 않은 클래스는 상속을 금지하는 것이다.

**상속금지 방법**

-클래스를 final로 선언

-모든 생성자를 private이나 default로 선언하고 public 정적 팩터리를 만들어 준다.

**만약 그럼에도 불구하고 구체 클래스를 상속하고 싶으면?**

-내부에서 재정의 가능 메서드 사용 금지.

-이 사실을 문서로 남기기

**도우미 메서드는 무엇일까?**

🡺실제 사용되는 class 내부에서 선언 될 때는 private 하게 관리된다.

유틸 클래스와 다른점은 유틸 클래스는 static 메서드만 가지고 있고 상태는 없다.

그리고 인스턴스화 시킬 수 없지만, 도우미 클래스는 인스턴스화 가능하며, static 메서드 뿐만 아니라 상태도 가질 수 있다.

**ITEM20 추상클래스보다는 인터페이스를 우선하라**

기존 클래스 위에 새로운 추상 클래스를 끼워넣기는 어렵다.

🡺두 클래스가 같은 추상 클래스를 확장하기 원한다면, 공통 조상이어야 한다. 이 방식은 클래스 계층구조에 커다란 혼란을 일으킨다.

🡺추상 클래스를 **상속** 받으면 반드시 하위 클래스가 되어야 한다.

🡺인터페이스는 상속과 무관하다. (**구현**)

public class A {  
 public void print() {  
 System.*out*.println("프린트");  
  
 }  
}  
  
class B extends A {  
  
}  
  
class C extends B {  
 public void subPrint() {  
 print();  
 }  
}

🡺모든 자식에서 abstract 기능을 상속 받고 있다.

🡺하지만 자바8의 interface도 default method를 가지고 있는데???

**인터페이스는 믹스인(mixin) 정의에 안성맞춤이다.**

믹스인이란 클래스가 구현할 수 있는 타입으로, ‘주된 타입’ 외에도 특정 선택적 행위를 제공한다.

ex) Cloneable, Comparable

**인터페이스로는 계층구조가 없는 타입 프레임워크를 만들 수 있다.**

**래퍼 클래스 관용구(컴포지션)와 함께 사용하면 인터페이스는 기능을 향상 시키는 안전하고 강력한 수단이 된다.**

**인터페이스의 디폴트 메서드를 제공할 때는 상속하려는 사람을 위한 설명을 @implSpec 자바독 태그를 붙여 문서화해야 한다.**

public interface A {  
 boolean equals(Object o);  
  
 int hashCode();  
}  
  
class B implements A {  
  
}

🡺인터페이스에 equals랑 hashCode가 선언되어 있어도, 클래스에서 구현 하지 않아도 된다.

왜일까? Interface를 구현하는 클래스는 Object에서 파생되었기 때문이 아닐까?

public interface A {  
 boolean equals(Object o);  
  
 int hashCode();  
}  
  
class B implements A {  
  
 @Override  
 public boolean equals(Object o) {  
 return true;  
 }  
  
 @Override  
 public int hashCode() {  
 return 0;  
 }  
}

🡺Override로 구현을 해도 Object 메서드를 구현하는 것이다.

그러면 왜 인터페이스에 equals랑 hashCode를 선언하는 것일까?

강제보다는 구현을 권장하는 의미가 아닐까?

관례상 인터페이스 이름이 Interface라면 그 골격 구현 클래스의 이름은 AbstractInterface로 짖는다.

ex) AbstractCollection, AbstractSet, AbstractList, AbstractMap

**1. 메서드 방식의 구체 클래스**

public class Sample {  
 */\*\*  
 \* 골격 구현을 사용해 완성한 구체 클래스  
 \*/* static List<Integer> intArrayAsList(int[] a) {  
 Objects.*requireNonNull*(a);  
  
 return new AbstractList<>() {  
 @Override public Integer get(int i) {  
 return a[i];  
 }  
  
 @Override public Integer set(int i, Integer val) {  
 int oldVal = a[i];  
 a[i] = val;  
 return oldVal;  
 }  
  
 @Override public int size() {  
 return a.length;  
 }  
 };  
 }  
  
 public static void main(String[] args) {  
 int[] a = { 1, 2, 3, 4, 5 };  
 List<Integer> result = *intArrayAsList*(a);  
 Integer get = result.get(0);  
 }  
}

제대로 설계된 골격 구현 클래스는 그 인터페이스로 나름의 구현을 만들려는 프로그래머의 일을 상당히 덜어준다.

골격 구현 클래스의 아름다움은 추상 클래스처럼 구현을 도와주는 동시에, 추상 클래스로 타입을 정의할 때 따라오는 심각한 제약에서 자유롭다. (익명 클래스)

**2. 내부 클래스 방식** (시뮬레이트한 다중 상속)

*/\*\*  
 \* 내부 클래스 방식 (래퍼 클래스랑 비슷)  
 \*/*public class Sample2 {  
 private InnerClass innerClass;  
  
 Sample2() {  
 int a[] = { 1, 2, 3, 4, 5, 6 };  
 innerClass = new InnerClass(a);  
 }  
  
 public Integer get(int i) {  
 return innerClass.get(i);  
 }  
  
 public int size() {  
 return innerClass.size();  
 }  
  
 private static class InnerClass extends AbstractList {  
  
 int[] a;  
  
 InnerClass(int[] a) {  
 this.a = a;  
 }  
  
 @Override public Integer get(int i) {  
 return a[i];  
 }  
  
 @Override public int size() {  
 return a.length;  
 }  
 }  
  
 public static void main(String[] args) {  
 Sample2 sample = new Sample2();  
 System.*out*.println(sample.get(0));  
 System.*out*.println(sample.size());  
 }  
}

다중 상속의 많은 장점을 제공하는 동시에 단점은 피한다.

**3. 골격 구현 클래스**

기반 메서드나 디폴트 메서드로 만들지 못한 메서드가 남아 있다면, 이 인터페이스를 구현하는 골격 구현 클래스를 하나 만들어 남은 메서드들을 작성해 넣는다.

ex) AbstractMapEntry

**4. 단순 구현**

단순 구현도 골격 구현과 같이 상속을 위해 인터페이스를 구현한 것이지만, 추상 클래스가 아니란 점이 다르다.

ex) AbstractMap.SimpleEntry

**ITEM21 인터페이스는 구현하는 쪽을 생각해 설계해라**

**Collection.java**

default boolean removeIf(Predicate<? super E> filter) {  
 Objects.*requireNonNull*(filter);  
 boolean removed = false;  
 final Iterator<E> each = iterator();  
 while (each.hasNext()) {  
 if (filter.test(each.next())) {  
 each.remove();  
 removed = true;  
 }  
 }  
 return removed;  
}

🡺Predicate를 이용해 true를 반환 하는 모든 원소 제거

**디폴트 메서드의 잘못된 예**

**Apache SynchronizedCollection.java**

public class SynchronizedCollection<E> implements Collection<E>, Serializable {

@Override  
 public boolean isEmpty() {  
 synchronized (lock) {  
 return decorated().isEmpty();  
 }  
 }

}

Apache SynchronizedCollection에서는 모든 메서드의 lock을 걸어서 동기화 시켜 주는데

removeIf의 디폴트 구현을 물려 받게 되어서, lock을 걸 수 없게 된다.

🡺멀티 스레드 환경에서 ConcurrentModificationException이 발생할 수도 있다.

**자바 플랫폼 라이브러리 내에 해결**

static class SynchronizedCollection<E> implements Collection<E>, Serializable {  
 @Override  
 public boolean removeIf(Predicate<? super E> filter) {  
 synchronized (mutex) {return c.removeIf(filter);}  
 }  
}

인터페이스의 디폴트 메서드를 재정의하고, 다른 메서드에서는 디폴트 메서드를 호출하기 전에 필요한 작업을 수행하도록 했다.

🡺하지만 제 3의 구현체들은 미리 알지 못하기 때문에 수정이 늦거나, 안되어 있다.

**디폴트 메서드는 컴파일에 성공하더라도 기존 구현체에 런타임 오류를 일으킬 수 있다.**

**기존 인터페이스는 디폴트 메서드 추가 시 주의!**

**신규는 상관없음 (유용함)**

인터페이스를 릴리스한 후, 결함을 수정하는 것은 매우 어렵기 때문에 배포전에

여러 테스트를 거쳐야 한다.

**ITEM22 인터페이스는 타입을 정의하는 용도로만 사용하라**

클래스가 어떤 인터페이스를 구현한다는 것은 자신의 인스턴스로 무엇을 할 수 있는지를 클라이언트에 얘기해주는 것이다. (명세서)

**상수 인터페이스** : 메서드 없이, 상수를 뜻하는 static final 필드로만 가득 찬 인터페이스

*/\*\*  
 \* 사용 금지  
 \*/*public interface PhysicalConstants {  
 static final double *AVOGADROS\_NUMBER* = 6.022\_140\_857e23;  
 static final double *BOLTZMANN\_CONSTANT* = 1.380\_648\_52e-23;  
 static final double *ELECTRON\_MASS* = 9.109\_383\_56e-31;  
}

🡺인터페이스를 잘못 사용한 예

🡺클라이언트 코드에 혼란을 준다. 이 상수들에 종속되면 바이너리 호환성을 위해 여전히 상수 인터페이스를 구현하고 있어야 한다.

🡺잘못된 예 java.io.ObjectStreamConstants

**참고) instance에 생략된 내용들**

// instance에 모든 멤버 변수는 public static final 이다.  
final double *PI* = 3.14; // public static 생략  
static int *HEART* = 10; // public final 생략  
  
// instance에 모든 메서드는 public abstract 이다.  
String getCard(); // public abstract 생략

**상수 유틸리티 클래스 (상수 인터페이스 대신 사용한다.)**

*/\*\*  
 \* 상수 유틸리티 클래스  
 \*/*public class PhysicalConstants {  
 // 인스턴스 방지  
 private PhysicalConstants() {  
 }  
  
 public static final double *AVOGADROS\_NUMBER* = 6.022\_140\_857e23;  
 public static final double *BOLTZMANN\_CONSTANT* = 1.380\_648\_52e-23;  
 public static final double *ELECTRON\_MASS* = 9.109\_383\_56e-31;  
}

정적 import를 사용해서 상수 이름으로만 사용하기

import static chapter4.item22.abst.PhysicalConstants.*AVOGADROS\_NUMBER*;  
  
public class Test {  
 double atoms(double mols) {  
 return *AVOGADROS\_NUMBER*;  
 }  
}

**ITEM23 태그 달린 클래스보다는 클래스 계층구조를 활용하라**

**태그(주석) 달린 클래스의 단점**

1) 열거 타입 선언, 태그 필드, switch 문등 쓸데 없는 코드가 많다.

2) 여러 구현이 한 클래스에 혼합돼 있어서 가독성도 나쁘다.

3) 다른 의미를 위한 코드도 언제나 함께 하니 메모리도 많이 사용한다.

4) 필드를 final로 선언하려면 해당 의미에 쓰이지 않는 필드들가지 생성자에서 초기화 해야 한다.

🡺태그 달린 클래스는 장황하고, 오류를 내기 쉽고, 비효율적이다.

내 생각 : 태그는 설명을 하기 위해 달리는 것이기 때문에 여러 기능들이 혼합되어 있을 가능성이 크다.

**클래스 태그 필드 => 계층구조 리팩토링**

**ITEM24 멤버 클래스는 되도록 static으로 만들라**

**중첩 클래스(nested class)** 란 다른 클래스 안에 정의된 클래스

public class OuterClass {  
 private static class InnterClass {  
  
 }  
}

**톱 클래스**

public class OuterClass {  
  
}  
  
class TopClass {  
   
}

**중첩 클래스 종류**

중첩 클래스를 사용하면 불필요한 관계 클래스를 감춤으로써 코드의 복잡성을 줄일 수 있다.

**1) 멤버 클래스**

Outer class 자원들 다 접근 가능

*/\*\*  
 \* 멤버 클래스(비정적)  
 \*/*public class Outer {  
 class Inner {  
  
 }  
}

**2) 지역 클래스**

Inner 클래스의 객체생성은 outer 메서드내에서 한다.

*/\*\*  
 \* 로컬 클래스  
 \* 메서드 안에 정의되어 있기 때문에 로컬 변수 처럼 인식된다.  
 \* 메서드가 호출될 때 생성되며 메서드가 종료될 때 삭제된다.  
 \*/*

public class Outer {  
 public void outerMethod() {  
 class Inner {  
 public void print() {  
 outerPrint();  
 System.*out*.println(a + " " + b + " " + *c*);  
 }  
 }  
  
 // Inner 클래스의 객체생성은 outer 메서드내에서 한다.  
 Inner i = new Inner();  
 i.print();  
 }  
}

**3) 정적 멤버 클래스**

Outer 클래스의 static 변수만 접근 가능

*/\*\*  
 \* 정적 멤버 클래스  
 \*/*public class Outer {  
 static class Inner {  
  
 }  
}

**4) 익명 클래스**

클래스명을 가지지 않으며 객체 생성과 메서드 선언만을 정의한다.

public interface Anonymous {  
 void print();  
}

public class Sample {  
 public static void main(String[] args) {  
 Anonymous anonymous = new Anonymous() {  
 @Override  
 public void print() {  
 System.*out*.println("anonymous class");  
 }  
 };  
 anonymous.print();  
 }  
}

**중첩 클래스 용도**

메서드 안에 정의하기엔 너무 길면 멤버 클래스로 만든다.

멤버 클래스의 인스턴스 각각이 바깥 인스턴스를 참조한다면 **비정적** 으로,

그렇지 않으면 **정적** 으로 만든다.

중첩 클래스가 한 메서드 안에서만 쓰이면서 인스턴스를 생성하는 지점이 단 한곳이고 해당 타입으로 쓰기에 적합한 클래스나 인터페이스가 이미 있다면 **익명 클래스** 로,

그렇지 않으면 **지역 클래스** 로 만들자.

**ITEM25 톱레벨 클래스는 한 파일에 하나만 담으라**

**Dessert.java**

// 톱 레벨 클래스  
class Utensil {  
 static final String *NAME* = "pot";  
}  
  
class Dessert {  
 static final String *NAME* = "pie";  
}

**Utensil.java**

// 톱 레벨 클래스  
class Utensil {  
 static final String *NAME* = "pan";  
}  
  
class Dessert {  
 static final String *NAME* = "cake";  
}

컴파일러에 어느 소스 파일을 먼저 건네느냐 따라서 동작이 달라진다.

**potpie** 가 출력될 수도 있고 **pancake** 가 출력될 수도 있다.

🡺이슈다.

해결책으로 톱레벨 클래스들(Utensil과 Dessert)을 서로 다른 소스 파일로 분리하면 된다.

(패키지의 분리를 의미하는 것인가?)

굳이 톱레벨 클래스를 한파일에 담고 싶으면 정적 멤버 클래스를 사용하자

public class Test {  
 public static void main(String[] args) {  
 System.*out*.println(Utensil.*NAME* + Dessert.*NAME*);  
 }  
  
 private static class Utensil {  
 static final String *NAME* = "pan";  
 }  
  
 private static class Dessert {  
 static final String *NAME* = "cake";  
 }  
}

🡺정적 멤버 클래스가 읽기도 좋고, private으로 선언하면 접근 범위도 최소로 관리할 수 있기 때문이다.

**CHAPTER5**

**ITEM26 로 타입은 사용하지 말라**

클래스와 인터페이스 선언에 타입 매개변수가 쓰이면, 이를 제네릭 클래스 혹은 제네릭 인터페이스라고 한다.

🡺이를 통틀어 제네릭 타입 이라고 한다.

로타입이란 제네릭 타입에서 타입 매개변수를 전혀 사용하지 않을 때를 말한다.

🡺목적은 제네릭이 도래하기 전 코드와 호환되도록 하기 위한 궁여지책

public class Sample {  
 private final Collection stamps = ...;  
}

**타입 안전성 확보**

public class Sample {  
 private final Collection<Stamp> stamps = ...;  
}

제네릭 타입을 쓰고 싶지만 실제 타입 매개변수가 무엇인지 신경 쓰고 싶지 않다면 와일드카드(?)를 사용하자. (비한정적 와일드 카드)

static int numElementsInCommon(Set<?> s1, Set<?> s2) { . . . }

**Set<?>과 로 타입 Set의 차이?**

와일드카드 타입은 안전하고, 로 타입은 안전하지 않다.

List<?> list = new ArrayList<>();  
list.add("verboten"); // 에러 발생

🡺불변 식을 훼손하지 못하게 막는다.

**예외**

**1) class 리터럴에는 로 타입을 써야 한다.**

ex) List.class, String[].class, int.class (O), List<String>.class, List<?>.class (X)

**2) instanceof 연산자 (런타임에는 제네릭 타임 정보가 지워짐)**

private static void instanceOf(List<String> list) {  
 if (list instanceof List<?>) {  
 System.*out*.println("비한정 와일드카드 적용");  
 }  
  
 if (list instanceof List) {  
 System.*out*.println("로 타입 적용");  
 }  
  
 // 컴파일 에러  
 if (list instanceof List<String>) {  
  
 }  
}

**🡺로 타입이든 비한정 와일드카드 이든 동일하게 동작한다.**

Set<Object>는 어떤 타입의 객체도 저장할 수 있는 매개변수화 타입이고, Set<?>는 모종의 타입 객체만 저장할 수 있는 와일드카드 타입이다. (안전함)

// 이거는 허용 안 함  
List<?> list = new ArrayList<>();  
// list.add("verboten");  
  
// 이건 허용 함  
List<?> list2 = new ArrayList<String>();

// 이거는 허용 함  
List<Object> list3 = new ArrayList<>();  
list3.add("test");  
list3.add(10);

**ITEM27 비검사 경고를 제거하라**

public class Sample {  
 public static void main(String[] args) {  
 @SuppressWarnings("unchecked")  
 Set<String> set = new HashSet();  
 }

경고를 제거할 수는 없지만 타입이 안전하다고 확신할 수 있다면

**@SuppressWarnings(“unchecked”)** 애너테이션을 달아 경고를 숨기자

@Target({*TYPE*, *FIELD*, *METHOD*, *PARAMETER*, *CONSTRUCTOR*, *LOCAL\_VARIABLE*, *MODULE*})  
@Retention(RetentionPolicy.*SOURCE*)  
public @interface SuppressWarnings {String[] value();  
}

**@SuppressWarnings** 은 개별 지역변수 선언부터 클래스 전체까지 어떤 선언에도 달 수 있다.

하지만 가능한 좁은 범위에 적용하자 (클래스에는 달지 말자)

**@SuppressWarnings** 를 사용할 때면 그 경고를 무시해도 안전한 이유를 항상 주석으로 남겨야 한다.

**ITEM28 배열보다 리스트를 사용하라**

배열 vs 제네릭

**1) 배열은 공변(함께 변한다)이다. 제네릭은 불공변 이다.**

public class Sample {  
 public static void main(String[] args) {  
 // 공변성  
 A[] aArray = new A[10];  
 B[] bArray = new B[10];  
 aArray = bArray;  
  
 // 불공변성  
 List<A> aList = new ArrayList<>();  
 List<B> bList = new ArrayList<>();  
 aList = bList; // 에러남  
 }  
}  
  
class A {  
  
}  
  
class B extends A {  
  
}

배열은 타입이 다르면 런타임 시점에서 알 수 있지만, 리스트는 컴파일 시점에 확인할 수 있다.

Object[] objectArray = new Long[1];  
objectArray[0] = "타입이 다름";  
  
List<Object> ol = new ArrayList<Long>();  
ol.add("test");

**2) 배열은 실체화 된다.**

배열은 런타임에도 자신의 원소타입을 인지함. 제네릭은 런타임 시점에 소거

제네릭 배열을 만들지 못하게 막은 이유는 타입에 안전하지 않기 때문이다. (ClassCastException)이 발생할 수 있다.

E, List<E>, List<String> 같은 타입을 실체화 불가 타입이라고 한다. 런타임에 정보가 없다.

매개변수화 타입 가운데 실체화 될 수 있는 타입은 **List<?>, Map<?, ?>** 같은 비한정적

와일드카드 타입뿐이다.

**비한정 와일드카드 <?>는 왜 실체화가 있을까?**

와일드 카드 매개 변수에는 유형 정보가 없기 때문에 type erasure로 손실되지 않는다?

참고로 <?>은 null 외에 값을 추가할 수 없다… 타입을 정확히 알지 못하기 때문이다.

**reifiable 유형 (runtime에 실체화가 있는 것)**

-primitive types

-non-generic types

-raw types

-unbound wildcards

제네릭으로 변경

**1) 일반 형태**

public class Chooser {  
 private final Object[] choiceArray;  
  
 public Chooser(Collection choices) {  
 choiceArray = choices.toArray();  
 }  
  
 public Object choose() {  
 Random rnd = ThreadLocalRandom.*current*();  
 return choiceArray[rnd.nextInt(choiceArray.length)];  
 }  
}

🡺런타임 시점에 형변환 오류가 날 수 있다. 제네릭 타입으로 변경해 보자.

**2) 1차 제네릭 형태**

public class Chooser<T> {  
 private final T[] choiceArray;  
  
 // 형변환은 되지만 컴파일 경고(unchecked)가 뜬다.  
 public Chooser(Collection<T> choices) {  
 choiceArray = (T[]) choices.toArray();  
 }  
  
 public Object choose() {  
 Random rnd = ThreadLocalRandom.*current*();  
 return choiceArray[rnd.nextInt(choiceArray.length)];  
 }  
}

**3) 2차 비검사 형변환 경고를 제거하기 위한 배열 대신 리스트**

public class Chooser<T> {  
 private final List<T> choiceList;  
  
 public Chooser(Collection<T> choices) {  
 choiceList = new ArrayList<>(choices);  
 }  
  
 public T choose() {  
 Random rnd = ThreadLocalRandom.*current*();  
 return choiceList.get(rnd.nextInt(choiceList.size()));  
 }  
}

**ITEM29 이왕이면 제네릭 타입으로 만들라**

private E[] elements;  
  
public Stack() {  
 elements = new E[*DEFAULT\_INITIAL\_CAPACITY*];  
}

다음과 E와 같은 실체화 불가 타입으로는 배열을 만들 수 없다.

배열을 사용하는 코드를 제네릭으로 만들려 할때는 이 문제가 항상 발목을 잡을 것이다.

**해결책**

**1) 제네릭 배열 생성을 금지하는 제약을 대놓고 우회**

*/\*\*  
 \* private 필드에 저장되어 있고 다른 메서드에 전달되는 일이 전혀 없기 때문에 안전하다.  
 \*/*@SuppressWarnings("unchecked")  
public Stack() {  
 elements = (E[]) new Object[*DEFAULT\_INITIAL\_CAPACITY*];  
}

🡺장점으로는 가독성이 좋다. 초기 한번만 선언해 주면 된다.

🡺단점으로는 E가 Object가 아닌 한 배열의 런타임 타입이 컴파일타임 타입과 달라 힙 오염을 일으킨다.

**2) elements 필드의 타입을 E[]에서 Object[]로 변경**

private Object[] elements;  
  
public Stack() {  
 elements = new Object[*DEFAULT\_INITIAL\_CAPACITY*];  
}  
public E pop() {  
 if (size == 0)  
 throw new EmptyStackException();  
 */\*\*  
 \* push에서 E 타입만 허용하기 때문에 이 형변화는 안전하다.  
 \*/*  
 @SuppressWarnings("unchecked")  
 E result = (E) elements[--size];  
 elements[size] = null;  
 return result;  
}

🡺장점으로는 힙 오염이 없다.

🡺단점으로 원소를 읽을 때마다 형변환 해줘야 한다.

**bounded type parameter (<E extends Number> void print(List <E> list))**

**vs bounded wildcard type (void print(List<? extends Number>))**

**-한정적 와일드 카드 타입**

와일드 카드는 단 하나의 경계를 가질 수 있다.

public void process(List<? extends A> elements) {  
  
}

상한과 하한을 가질 수 있다.

public void process(List<? extends A> elements) {  
  
}  
  
public void process2(List<? super A> elements) {  
  
}

**-한정적 타입 매개변수**

한정적 타입 매개변수는 여러 경계를 가질 수 있다. (multi)

**multi (클래스가 앞에 나와야 된다)**

public class D<E extends A & B> {  
}  
  
class A {  
}  
  
interface B {  
}

상한만 있다. (super 없음)

**-공통점 (한정적 와일드카드, 한정적 타입 매개변수)**

둘 다 API의 유연성이 향상된다.

**-결 론 (내가 생각하는)**

매개변수가 여러 개 필요할 경우에는 한정적 매개변수 사용하자

동일상황이면 와일드 카드를 사용하자 (명확하고 간결함)

**PECS(Producer Extends Consumer Super)**

**예 제**

*/\*\*  
 \* 제네릭 메서드 vs 와일드카드  
 \*/*public class Sample {  
 public static void main(String[] args) {  
 List<Integer> list = List.*of*(1, 2, 3, 4);  
  
 A a = new A();  
 a.print(list);  
 a.print2(list);  
 }  
}  
  
class A {  
 public <E extends Number> void print(List<E> list) {  
 for (E e : list) {  
 System.*out*.println(e);  
 }  
 }  
  
 public void print2(List<? extends Number> list) {  
 for (Number e : list) {  
 System.*out*.println(e);  
 }  
 }  
}

**ITEM30 이왕이면 제네릭 메서드로 만들라**

*/\*\*  
 \* 제네릭 메서드  
 \* 타입 매개변수 목록은 메서드의 제한자와 반환 타입 사이에 온다.  
 \*/*public static <E> Set<E> union2(Set<E> s1, Set<E> s2) {  
 Set<E> result = new HashSet<>(s1);  
 result.addAll(s2);  
 return result;  
}

🡺제네릭은 런타임에 타입 정보가 소거되므로 하나의 객체를 어떤 타입으로든 매개변수화할 수 있다.

@SuppressWarnings("unchecked")  
public static <T> Comparator<T> reverseOrder() {  
 return (Comparator<T>) ReverseComparator.*REVERSE\_ORDER*;  
}

🡺제네릭 싱글턴 팩터리

**재귀적 타입 한정** (자기 자신이 들어간 표현식을 사용하여 타입 매개변수의 허용 범위를 한정할 수 있다.)

// 모든 타입 E는 자신과 비교할 수 있다.  
public static <E extends Comparable<E>> E max(Collection<E> c) throws IllegalAccessException {  
 if (c.isEmpty()) {  
 throw new IllegalAccessException("컬렉션이 비어 있습니다.");  
 }  
  
 E result = null;  
 for (E e : c) {  
 if (result == null || e.compareTo(result) > 0) {  
 result = Objects.*requireNonNull*(e);  
 }  
 }  
 return result;  
}

결론 : 명시적 형변환해야 하는 메서드가 있으면 제네릭 메서드 사용하자

**ITEM31 한정적 와일드카드를 사용해 API 유연성을 높이라**

유연성을 극대화하려면 원소의 생산자나 소비자용 입력 매개변수에 와일드카드 타입을 사용하라.

**펙스(PECS) : producer-extends, consumer-super**

매개변수화 타입 T가 생산자라면 <? extends T>를 사용하고, 소비자라면 <? super T>를 사용하라.

ex) Stack에서 pushAll의 매개변수는 Stack이 사용할 인스턴스를 생성하므로 producer,

popAll은 Stack으로부터 E 인스턴스를 소비하므로 consumer

**주의!)** 반환 타입에는 한정적 와일드카드 타입을 사용하면 안 된다. 유연성을 높여주기는커녕 클라이언트 코드에서도 와일드카드 타입을 써야 하기 때문이다.

public static <E> **Set<? extends E>** union(Set<? extends E> s1, Set<? extends E> s2) {  
 Set<E> result = new HashSet<>(s1);  
 result.addAll(s2);  
 return result;  
}

**매개변수(parameter)와 인수(argument)의 차이**

매개변수는 메서드 선언에 정의한 변수이고, 인수는 메서드 호출 시 넘기는 ‘실젯값’

**예)**

void add(int value) 🡺 parameter

add(10) 🡺argument

**도우미 메서드**

public static void swap2(List<?> list, int i, int j) {  
 *swapHelper*(list, i, j);  
}  
  
private static <E> void swapHelper(List<E> list, int i, int j) {  
 list.set(i, list.set(j, list.get(i)));  
}

**ITEM32 제네릭과 가변인수를 함께 쓸 때는 신중하라**

매개변수화 타입의 변수가 타입이 다른 객체를 참조하면 힙 오염이 발생한다.

static void dangerous(List<String>... stringLists) {  
 List<Integer> intList = List.*of*(42);  
 Object[] objects = stringLists;  
 objects[0] = intList; // 힙 오염 발생... List<String>에 List<Integer>를 넣었음  
 String s = stringLists[0].get(0); // ClassCastException  
}

**제네릭 varargs 배열 매개변수에 값을 저장하는 것은 안전하지 않다.**

해당 배열 생성은 허용하지 않지만 제네릭 varargs 매개변수를 받는 메서드는 선언 가능하다.

왜그럴까?

List<String>[] stringLists = new List<String>[1]; // 컴파일 오류  
List<Integer> intList = List.*of*(42);  
Object[] objects = stringLists;  
objects[0] = intList;  
String s = stringLists[0].get(0);

**답)** 매개변수화 타입의 varargs 매개변수를 받는 메서드가 실무에서 매우 유용하기 때문에 이 모순을 수용하기로 했다.

**@SafeVarargs 애너테이션은 메서드 작성자가 그 메서드가 타입 안전함을 보장하는 장치다.**

@SafeVarargs  
@SuppressWarnings("varargs")  
public static <T> List<T> asList(T... a) {  
 return new ArrayList<>(a);  
}

컴파일 시점에 해당 경고가 뜨면 안전하지 않다. 안전할 때만 @SafeVarargs를 붙이자
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**다음 두 조건을 모두 만족하는 제네릭 varargs 메서드는 안전하다.**

-varargs 매개변수 배열에 아무것도 저장하지 않는다.

-그 배열(혹은 복제본)을 신뢰할 수 없는 코드에 노출하지 않는다.

@SafeVarargs 애너테이션은 재정의할 수 없는 메서드에만 달아야 한다.

🡺java8은 정적 메서드와 final 메서드에만 붙일 수 있음

🡺java9은 private 인스턴스 메서드에도 허용

**제네릭 varargs 매개변수를 List로 대체**

static <T> List<T> flatten2(List<List<? extends T>> lists) {  
 List<T> result = new ArrayList<>();  
 for (List<? extends T> list : lists) {  
 result.addAll(list);  
 }  
 return result;  
}

**ITEM33 타입 안전 이종 컨테이너를 고려하라 (다양한 타입을 지원하기 위해)**

타입 안전 이종(heterogeneous) 컨테이너

*/\*\*  
 \* 타입 안전 이종 컨테이너 패턴  
 \*/*public class Favorites {  
 private Map<Class<?>, Object> favorites = new HashMap<>();  
  
 public <T> void putFavorite(Class<T> type, T instance) {  
 favorites.put(Objects.*requireNonNull*(type), instance);  
 }  
  
 public <T> T getFavorite(Class<T> type) {  
 return type.cast(favorites.get(type));  
 }  
  
 public static void main(String[] args) {  
 Favorites f = new Favorites();  
 f.putFavorite(String.class, "Java");  
 f.putFavorite(Integer.class, 0xcafebabe);  
 f.putFavorite(Class.class, Favorites.class);  
  
 String favoriteString = f.getFavorite(String.class);  
 int favoriteInteger = f.getFavorite(Integer.class);  
 Class<?> favoriteClass = f.getFavorite(Class.class);  
  
 System.*out*.printf("%s %x %s%n", favoriteString, favoriteInteger, favoriteClass.getName());  
 }  
}

**비한정 와일드카드 (에러)**

List<?> list = new ArrayList<>();  
list.add("verboten");

**비한정 와일드 카드 (정상)**

Map<Class<?>, Object> favorites = new HashMap<>();  
favorites.put(String.class, "test");

🡺와일드카드 타입이 중척(nested)되어 있기 때문에 맵이 아니라 키가 와일드카드 타입인 것이다.

**Favorites 클래스의 제약사항 두가지**

1) 악의적인 클라이언트가 Class 객체를 (제네릭이 아닌)로 타입으로 넘기는 경우

Favorites f = new Favorites();  
f.putFavorite((Class) Integer.class, "Intger의 인스턴스가 아닙니다.");  
int favoriteInteger2 = f.getFavorite(Integer.class);

🡺 ClassCastException이 발생한다.
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🡺이런 경우 컴파일할 때 비검사 경고도 뜬다.
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이를 해결하기 위해 put 할경우 type.cast(동적 형변환) 를 통해 검사를 한다. (하지만 타입이 다르면 에러남)

public <T> void putFavorite(Class<T> type, T instance) {  
 favorites.put(Objects.*requireNonNull*(type), type.cast(instance));  
}

ex) Collections의 checkedSet, checkedList, checkedMap 등

public static <E> List<E> checkedList(List<E> list, Class<E> type) {  
 return (list instanceof RandomAccess ?  
 new CheckedRandomAccessList<>(list, type) :  
 new CheckedList<>(list, type));  
}

2) 실체화 불가 타입에서는 사용 불가

String, String[] 이 아닌 List<String> 같은 형태(실체화 불가)

🡺슈퍼타입 토큰 사용 (하지만 완벽한 것은 아니다)

🡺Spring에서는 ParameterizedTypeReference 사용

때로는 메서드들이 허용하는 타입을 제한하고 싶을 때, 한정적 타입 토큰을 활용하면 된다.

**asSubClass**를 사용해 한정적 타입 토큰을 안전하게 형변환한다.

static Annotation getAnnotation(AnnotatedElement element, String annotationTypeName) {  
 Class<?> annotationType = null; // 비한정적 타입 토큰  
  
 try {  
 annotationType = Class.*forName*(annotationTypeName);  
 } catch (Exception ex) {  
 throw new IllegalArgumentException(ex);  
 }  
 return element.getAnnotation(annotationType.asSubclass(Annotation.class);  
}

**용어**

탑입 안전 이종 컨테이너는 Class를 키로 쓰며, 이런식으로 쓰이는 Class 객체를 **타입 토큰** 이라고 한다.

**TypeToken과 ParameterizedTypeReference 차이**

<http://blog.woniper.net/320?category=506090>

**궁금한부분?**

**1.Generic Method에서 <E> 가 붙는 이유?**

클래스의 type parameter의 범위는 인스턴스 메소드 및 인스턴스 필드에만 포함된다.

<https://stackoverflow.com/questions/936377/static-method-in-a-generic-class>

Method 내에서 해당 Type으로 한정 시키기 위해서.. Class<E> 와 Generic Method<E>는

아얘 다른 것이다.

**2. 비한정 와일드카드 <?> 에는 왜 실체화가 있을까?**

List 처럼 raw type으로 취급되서 컴파일 시점에 변환되는게 없어서 그런듯…

**CHAPTER6**

**ITEM34 int 상수 대신 열거 타입을 사용하라**

**정수 열거 패턴 (상당이 취약함)**

public static final int *APPLE\_FUJI* = 0;  
public static final int *APPLE\_PIPPIN* = 1;  
public static final int *APPLE\_GRANNY\_SMITH* = 2;  
  
public static final int *ORANGE\_NAVEL* = 0;  
public static final int *ORANGE\_TEMPLE* = 1;  
public static final int *ORANGE\_BLOOD* = 2;

🡺별도의 접두어 (APPLE\_, ORANGE\_)를 써서 이름 충돌 방지하는 것이다.

**단점들**

1) ELEMENT\_MERCURY, PLANET\_MERCURY 접두어를 사용하여 구분

2) 상수의 값이 변경되면 클라이언트도 반드시 다시 컴파일 (가장 큰 단점 인 듯)

3) 로그나 디버깅 할 때 숫자로 보여서 의미파악하기 힘듬 (표현력 좋지 않음)

4) 상수가 몇 개인지도 알 수 없음.

**enum은 간단하게 length 이용**

public class Sample {  
 public static void main(String[] args) {  
 int i = (*APPLE\_FUJI* - *ORANGE\_TEMPLE*) / *APPLE\_PIPPIN*;  
  
 System.*out*.println(Apple.*values*().length);  
 }  
}  
  
enum Apple {*FUJI*, *PIPPIN*, *GRANNY\_SMITH*}

5) 문자열 열거 패턴은 상수 이름 대신 문자열 값을 그대로 하드코딩 (오타가 있어도 컴파일러는 확인 못함)

**C# vs Java enum 비교**

**C#**

class Program  
{  
 static void Main(string[] args)  
 {  
 Console.WriteLine(Apple.*FUJI*); // FUJI

Console.WriteLine((int)Apple.*FUJI*); // 1  
 }  
}  
  
enum Apple { *FUJI* = 1, PIPPIN = 2, GRANY\_SMITH = 3 }

**Java**

public class Sample {  
 public static void main(String[] args) {  
 System.*out*.println(Apple.*FUJI*); // FUJI  
 System.*out*.println(Apple.*FUJI*.getValue()); // 1  
 }  
}  
  
enum Apple {  
 *FUJI*(1), *PIPPIN*(2), *GRANNY\_SMITH*(3);  
 Apple(int value) {  
 this.value = value;  
 }

private final int value;  
  
 public int getValue() {  
 return value;  
 }  
}

**Enum을 컴파일 하면???**

**-디컴파일 Decompiler (IntelliJ class) :** class파일을 java파일로 다시 변환 (고급언어)

**-디스어셈블(javap) :** class 파일을 사람이 읽을 수 있게 변환 (상수, 함수 간단 목록)

**-디스어셈블-bytecode(javap –c) :** bytecode의 모든 명령어 표시

**Enum Orange**

enum Orange {*NAVEL*, *TEMPLE*, *BLOOD*}

**javap Orange**

final class chapter6.item34.Orange extends java.lang.Enum<chapter6.item34.Orange>{  
 public static final chapter6.item34.Orange NAVEL;  
 public static final chapter6.item34.Orange TEMPLE;  
 public static final chapter6.item34.Orange BLOOD;  
 public static chapter6.item34.Orange[]values();  
 public static chapter6.item34.Orange valueOf(java.lang.String);  
 static {};  
}

**javap –c Orange (bytecode)**

final class chapter6.item34.Orange extends java.lang.Enum<chapter6.item34.Orange> {  
 public static final chapter6.item34.Orange NAVEL;  
 public static final chapter6.item34.Orange TEMPLE;  
 public static final chapter6.item34.Orange BLOOD;  
 public static chapter6.item34.Orange[] values();  
 Code:  
 0: getstatic #1 // Field $VALUES:[Lchapter6/item34/Orange;  
 3: invokevirtual #2 // Method "[Lchapter6/item34/Orange;".clone:()Ljava/lang/Object;  
 6: checkcast #3 // class "[Lchapter6/item34/Orange;"  
 9: areturn  
  
 public static chapter6.item34.Orange valueOf(java.lang.String);  
 Code:  
 0: ldc #4 // class chapter6/item34/Orange  
 2: aload\_0  
 3: invokestatic #5 // Method java/lang/Enum.valueOf:(Ljava/lang/Class;Ljava/lang/String;)Ljava/lang/Enum;  
 6: checkcast #4 // class chapter6/item34/Orange  
 9: areturn

. . .생략

**열거 타입 특징**

**1) 타입 안정성**

public static void main(String[] args) {  
 Sample sample = new Sample();  
 sample.enumTest(Apple.*PIPPIN*);  
}

*/\*\*  
 \* 타입 안정성  
 \*/*private void enumTest(Apple apple) {

. . .  
}

**2) 같은 이름 공존**

Apple apple = Apple.*PIPPIN*;  
Orange orange = Orange.*PIPPIN*;

**3) 컴파일 필요 없음**

**정수 열거 패턴**

public class Foo {  
 public static final int *SOMETHING* = 100;  
}  
  
public class Bar {  
 public static void main(String[] args) {  
 System.*out*.println(Foo.*SOMETHING*);  
 }  
}

🡺이 상태에서 Foo의 SOMETHING 값을 **200**으로 변경 후, Foo만 재빌드하고 Bar를 실행시키면?
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🡺이미 Bar에 BIPUSH로 값이 박혀 있기 때문에 값이 변경 안 된다.

**enum**

public enum Foo {  
 *FUJI*(1), *PIPPIN*(2), *GRANNY\_SMITH*(3);  
  
 private final int value;  
  
 Foo(int value) {  
 this.value = value;  
 }  
  
 public int getValue() {  
 return value;  
 }  
}

public class Bar {  
 public static void main(String[] args) {  
 System.*out*.println(Foo.*FUJI*.getValue());  
 }  
}

🡺이 상태에서 Foo의 FUJI 값을 **100**으로 변경 후, Foo만 재빌드하고 Bar를 실행시키면? 100출력

🡺이 상태에서 Foo의 enum을 하나더 추가 시키면? **length 4개가 됨.**
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🡺Bar의 컴파일 없이 변경된 Foo의 값을 가지고 옴

**4) toString**

@Override  
public String toString() {  
 return super.toString() + ":" + String.*valueOf*(value);  
}

**enum 메서드, 필드**

public enum Planet {  
 *MERCURY*(3.302e+23, 2.439e6),  
 *VENUS*(4.869e+24, 6.052e6),  
 *EARTH*(5.975e+24, 6.378e6),

. . .  
  
 private final double mass; // 질량  
 private final double radius; // 반지름  
 private final double surfaceGravity; // 표면중력  
  
 private static final double *G* = 6.67300E-11;  
  
 Planet(double mass, double radius) {  
 this.mass = mass;  
 this.radius = radius;  
 surfaceGravity = *G* \* mass / (radius \* radius);  
 }  
  
 public double mass() {  
 return mass;  
 }  
  
 public double radius() {  
 return radius;  
 }  
  
 public double surfaceGravity() {  
 return surfaceGravity;  
 }  
}

**열거 타입에서 상수를 하나 제거하면?**

🡺기존 클라이언트에서 해당 상수를 참조하지 않으면 영향이 없다.

🡺참조하는 경우는 클라이언트에서 다시 컴파일 하면 컴파일 오류가 발생한다.
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컴파일 하지 않아도, 제거 된, 상수를 사용 할 때 런타임 에러가 발생한다.
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**널리 쓰이는 열거 타입은 톱레벨 클래스로, 톱레벨 클래스에서만 쓰인다면 멤버 클래스로**

**-enum의 좀 더 유용한 기능들…**

**switch문을 이용하여 상수에 따라 분기**

public enum Operation {  
 *PLUS*, *MINUS*, *TIMES*, *DIVIDE*;  
  
 public double apply(double x, double y) {  
 switch (this) {  
 case *PLUS*:  
 return x + y;  
 case *MINUS*:  
 return x - y;  
 case *TIMES*:  
 return x \* y;  
 case *DIVIDE*:  
 return x / y;  
 }  
 throw new AssertionError("알 수 없는 연산: " + this);  
 }  
  
 public static void main(String[] args) {  
 System.*out*.println(Operation.*PLUS*.apply(3, 4));  
 }  
}

단점 :

🡺불필요한 throw (정상적인 경우, 도달하지 않지만 컴파일 때문에 추가)

🡺상수 추가되면 case도 변경해야 된다. (깨지기 쉬움)

**상수별 메서드 구현을 활용**

public enum Operation2 {  
 *PLUS* {public double apply(double x, double y) {return x + y;}},  
 *MINUS* {public double apply(double x, double y) {return x - y;}},  
 *TIMES* {public double apply(double x, double y) {return x \* y;}},  
 *DIVIDE* {public double apply(double x, double y) {return x / y;}};  
  
 public abstract double apply(double x, double y);  
}

apply가 추상 메서드 이므로 재정의하지 않으면 컴파일 때 오류

final class chapter6.item34.Orange extends java.lang.Enum<chapter6.item34.Orange>{  
 public static final chapter6.item34.Orange NAVEL;  
 public static final chapter6.item34.Orange TEMPLE;  
 public static final chapter6.item34.Orange BLOOD;  
 public static chapter6.item34.Orange[]values();  
 public static chapter6.item34.Orange valueOf(java.lang.String);  
 static {};  
}

🡺values, valueOf 가 기본 생성

**특정 필드에 따른 enum 반환**

private static final Map<String, Operation4> *stringToEnum* =  
 Stream.*of*(*values*()).collect(  
 *toMap*(Object::toString, e -> e));  
  
// 지정한 symbol에 해당하는 Operation이 존재하면 반환  
public static Optional<Operation4> fromString(String symbol) {  
 return Optional.*ofNullable*(*stringToEnum*.get(symbol));  
}

**ex) 프로젝트에서 사용하고 있는 코드**

public static ConstraintType findByType(String type) {  
 return Arrays.stream(ConstraintType.values())  
 .filter(constraint -> constraint.getType().equals(type))  
 .findAny()  
 .orElseThrow(() ->  
 new TmsApiException(TmsErrorMessages.PARAMETER\_REQUIRED\_ERROR, LogisHttpStatus.BAD\_REQUEST));  
}

**주의점**

enum의 생성자에서 자신의 인스턴스를 맵에 추가하려고 하면

Operation(String symbol) {  
 this.symbol = symbol;  
 Map<String, Operation4> stringToEnum = Stream.*of*(*values*()).collect(  
 *toMap*(Object::toString, e -> e));  
}

🡺NullPointerException이 발생한다. (enum의 생성자는 오직 상수 변수만 접근할 수 있다.)
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상수별 메서드 구현에는 열거 타입 상수끼리 코드를 공유하기 어렵다.

**값에 따라 분기하여 코드를 공유하는 열거 타입 (별로 좋지 않다.)**

public enum PayrollDay {  
 *MONDAY*, *TUESDAY*, *WEDNESDAY*, *THURSDAY*, *FRIDAY*, *SATURDAY*, *SUNDAY*;  
  
 private static final int *MINS\_PER\_SHIFT* = 8 \* 60;  
  
 int pay(int minutesWorked, int payRate) {  
 int basePay = minutesWorked \* payRate;  
  
 int overtimePay;  
 switch (this) {  
 case *SATURDAY*:  
 case *SUNDAY*:  
 overtimePay = basePay / 2;  
 break;  
 default:  
 overtimePay = minutesWorked <= *MINS\_PER\_SHIFT* ?  
 0 : (minutesWorked - *MINS\_PER\_SHIFT*) \* payRate / 2;  
 }  
 return basePay + overtimePay;  
 }  
}

🡺휴가와 같은 새로운 값을 열거 타입에 추가하려면 그 값을 처리하는 case문을 잊지 말고 쌍으로 넣어줘야 한다. (앞에 switch를 이용한 분기랑 비슷한 문제점 발생)

전략 열거 타입 패턴을 사용하면 swtich문 보다 복잡하지만 더 안전하고 유연하다.

**열거 타입을 언제 쓰면 될까?**

🡺필요한 원소를 컴파일타임에 다 알 수 있는 상수 집합이라면 항상 열거 타입을 사용하자.

**ITEM35 ordinal 메서드 대신 인스턴스 필드를 사용하라**

열거 타입 상수는 자연스럽게 하나의 정수값에 대응된다. 몇 번째 위치인지 반환하는 ordinal이라는 메서드 제공

*/\*\*  
 \* ordinal을 잘못 사용한 예  
 \*/*

public enum Ensemble {  
 *SOLO*, *DUET*, *TRIO*, *QUARTET*, *QUINTET*, *SEXTET*, *SEPTET*, *OCTET*, *NONET*, *DECTET*;  
  
 public int numberOfMusicians() {  
 return ordinal() + 1;  
 }  
}

🡺동작은 하지만, 상수 선언 순서를 바꾸는 순간 numberOfMusicians가 오동작하며, 이미 사용중인 정수와 값이 같은 상수는 추가할 방법이 없다.

*/\*\*  
 \* 열거 타입 상수에 연결된 값은 ordinal 메서드로 얻지 말고, 인스턴스 필드에 저장하자  
 \*/*

public enum Ensemble {  
 *SOLO*(1), *DUET*(2), *TRIO*(3), *QUARTET*(4), *QUINTET*(5), *SEXTET*(6), *SEPTET*(7), *OCTET*(8),  
 *DOUBLE\_QUARTER*(8), *NONET*(9), *DECTET*(10), *TRIPLE\_QUARTET*(12);  
  
 private final int numberOfMusicians;  
  
 Ensemble(int size) {  
 this.numberOfMusicians = size;  
 }  
  
 public int numberOfMusicians() {  
 return numberOfMusicians;  
 }  
}

🡺인스턴스 필드를 사용하면 값이 같은 정수를 사용할 수 있고, 중간에 값을 비워둘 수도 있다.

**결론 : ordinal 메서드는 실용성이 떨어진다. 사용하지 말자.**

**ITEM36 비트 필드 대신 EnumSet을 사용하라**

**비트 필드 열거 상수 (구닥다리)**

public class Text {  
 public static final int *STYLE\_BOLD* = 1 << 0; // 1  
 public static final int *STYLE\_ITALIC* = 1 << 1; // 2  
 public static final int *STYLE\_UNDERLINE* = 1 << 2; // 4  
 public static final int *STYLE\_STRIKETHROUGH* = 1 << 3; // 8  
  
 public void applyStyles(int styles) {  
 System.*out*.println(styles);  
 }  
  
 public static void main(String[] args) {  
 Text text = new Text();  
 int result = *STYLE\_BOLD* | *STYLE\_ITALIC* | *STYLE\_UNDERLINE* | *STYLE\_STRIKETHROUGH*;  
 text.applyStyles(result);  
 }  
}

**장점** : 비트 연산을 사용해 합집합과 교집합 같은 집합 연산을 효율적으로 수행할 수 있다.

**단점**

1) 기존 정수 열거 상수의 단점을 그대로 지니고 있음

2) 해석하기 어렵다. (값이 섞이기 때문에)

3) 원소를 순회하기도 까다롭다.

4) 최대 비트 수에 따른 타입을 선택해야 한다. (int, long)

**EnumSet**

public class Text {  
 public enum Style {*BOLD*, *ITALIC*, *UNDERLINE*, *STETHROUGH*}  
  
 // 어떤 Set을 넘겨도 되나, EnumSet이 가장 좋다.  
 public void applyStyles(Set<Style> styles) {  
 System.*out*.printf("Applying styles %s to text%n",  
 Objects.*requireNonNull*(styles));  
 }

public static void main(String[] args) {  
 Text text = new Text();  
 text.applyStyles(EnumSet.*of*(Style.*BOLD*, Style.*ITALIC*));  
 }  
}

🡺EnumSet을 사용함녀 짧고 깔끔하고 안전하다.

**참고**

public static <E extends Enum<E>> EnumSet<E> noneOf(Class<E> elementType) {  
 Enum<?>[] universe = *getUniverse*(elementType);  
 if (universe == null)  
 throw new ClassCastException(elementType + " not an enum");  
  
 if (universe.length <= 64)  
 return new RegularEnumSet<>(elementType, universe);  
 else  
 return new JumboEnumSet<>(elementType, universe);  
}

EnumSet 내부적으로 원소가 64개 이하면 **RegularEnumSet** (long),

65개 이상이면 **JumboEnumSet** (long[]) 사용. (ITEM1)

/// <summary>  
/// bidding status flag example   
/// </summary>

[Flags]  
public enum Status  
{  
 *None* = 0,  
 Live = 1,  
 ScheduleOver = 2,  
 DailyBudgetOver = 4,  
 TotalBudgetOver = 8,  
 DailyImpOver = 16,  
 TotalImpOver = 32,  
 DailyClickOver = 64,  
 TotalClickOver = 128,  
 DailyConvOver = 256,  
 TotalConvOver = 512,  
 Deleted = 1024,  
}

**ITEM37 ordinal 인덱싱 대신 EnumMap을 사용하라**

**배열 인덱스로 사용**

// 코드 37-1 ordinal()을 배열 인덱스로 사용 - 따라 하지 말 것!  
Set<Plant>[] plantsByLifeCycleArr =  
 (Set<Plant>[]) new Set[Plant.LifeCycle.*values*().length];  
for (int i = 0; i < plantsByLifeCycleArr.length; i++) {  
 plantsByLifeCycleArr[i] = new HashSet<>();  
}  
  
for (Plant p : garden) {  
 plantsByLifeCycleArr[p.lifeCycle.ordinal()].add(p);  
}  
  
// 결과 출력  
for (int i = 0; i < plantsByLifeCycleArr.length; i++) {  
 System.*out*.printf("%s: %s%n",  
 Plant.LifeCycle.*values*()[i], plantsByLifeCycleArr[i]);  
}

**단점**

1) 배열은 제네릭과 호환되지 않으니 비검사 형변환을 수행

2) 각 인덱스의 의미를 모름

3) 잘못된 값을 사용하면 잘못된 로직 수행

**EnumMap 사용**

// EnumMap을 사용해 데이터와 열거 타입을 매핑한다.  
Map<LifeCycle, Set<Plant>> plantsByLifeCycle = new EnumMap<>(Plant.LifeCycle.class);  
  
for (Plant.LifeCycle lc : Plant.LifeCycle.*values*()) {  
 plantsByLifeCycle.put(lc, new HashSet<>());  
}  
  
for (Plant p : garden) {  
 plantsByLifeCycle.get(p.lifeCycle).add(p);  
}  
System.*out*.println(plantsByLifeCycle);

**스트림 사용 (Enum 사용 X)**

// 스트림을 사용한 코드 (EnumMap을 사용하지 않는다.)  
System.*out*.println(Arrays.*stream*(garden)  
 .collect(Collectors.*groupingBy*(p -> p.lifeCycle)));

**스트림 사용 (Enum 사용 O)**

// 스트림을 사용한 코드 (EnumMap을 사용한다.)  
System.*out*.println(Arrays.*stream*(garden)  
 .collect(Collectors.*groupingBy*(p -> p.lifeCycle,  
 () -> new EnumMap<>(LifeCycle.class), Collectors.*toSet*())));

**ITEM38 확장할 수 있는 열거 타입이 필요하면 인터페이스를 사용하라**

타입 안전 열거 패턴은 확장할 수 있으나 열거 타입은 그럴 수 없다. (열거 패턴이 좋은 예외)

**인터페이스를 이용해 확장 가능 열거 타입을 흉내**

public interface Operation {  
 double apply(double x, double y);  
}

public enum BasicOperation implements Operation {  
 *PLUS*("+") {  
 public double apply(double x, double y) {  
 return x + y;  
 }  
 },  
 *MINUS*("-") {  
 public double apply(double x, double y) {  
 return x - y;  
 }  
 },  
 *TIMES*("\*") {  
 public double apply(double x, double y) {  
 return x \* y;  
 }  
 },  
 *DIVIDE*("/") {  
 public double apply(double x, double y) {  
 return x / y;  
 }  
 };

}

**확장 가능 열거 타입 (동일하게 Operation을 구현하고 있음)**

public enum ExtendedOperation implements Operation {  
 *EXP*("^") {  
 @Override  
 public double apply(double x, double y) {  
 return 0;  
 }  
 },  
 *REMAINDER*("%") {  
 @Override  
 public double apply(double x, double y) {  
 return 0;  
 }  
 };

}

🡺상수별 메서드 구현과 다른점은 apply가 인터페이스에 선언되어 있으니 열거 타입에 따로 추상 메서드로 선언하지 않아도 된다.

**사용법**

public static void main(String[] args) {  
 double x = 4;  
 double y = 2;  
  
 *test*(ExtendedOperation.class, x, y);  
 *test*(Arrays.*asList*(ExtendedOperation.*values*()), x, y);  
}  
  
*/\*\*  
 \* case1) 한정적 타입 토큰 역할  
 \*/*private static <T extends Enum<T> & Operation> void test(Class<T> opEnumType, double x, double y) {  
 for (Operation op : opEnumType.getEnumConstants()) {  
 System.*out*.printf("%f %s %f = %f%n", x, op, y, op.apply(x, y));  
 }  
}  
  
*/\*\*  
 \* case2) 한정적 와일드카드 타입  
 \*/*private static void test(Collection<? extends Operation> opSet, double x, double y) {  
 for (Operation op : opSet) {  
 System.*out*.printf("%f %s %f = %f%n", x, op, y, op.apply(x, y));  
 }  
}

**이 방식의 사소 한문제점**

🡺열거 타입끼리 구현을 상속할 수 없다.

🡺공유하는 기능이 많다면, 그 부분을 별도의 도우미 클래스나 정적 도우미 메서드로 분리

**도우미 클래스?**

utility class와 helper class는 비슷하다고 생각할 수도 있다.

하지만 utility class는 모든 메소드가 정적 메소드이지만, 일반적으로 helper class는

모든 메소드가 정적 메소드이지 않으며, 여러 개의 helper class의 인스턴스가 있을 수 있다.

또한, helper class는 private로 선언하여 다른 곳에서의 접근을 막도록 하는 것이 좋다.

이는 특정 클래스를 도와주기 위해 helper class를 만든 것이지, 외부에서 접근하여 사용할 목적으로 만든 것이 아니기 때문이다.

**ITEM39 명명 패턴보다 애너테이션을 사용하라**

**명명패턴 단점**

1) 오타가 나면 안된다. (컴파일로 구분 안됨)

ex) tsetSafety

2) 올바른 프로그램 요소에서만 사용되리라 보증할 방법이 없다.

ex) TestSafetyMechanisms.class

3) 프로그램 요소를 매개변수로 전달할 마땅한 방법이 없다.

**마커 애너테이션 타입 선언**

*/\*\*  
 \* 테스트 메서드임을 선언하는 애너테이션  
 \* 매개변수 없는 정적 메서드 전용   
 \*/*@Retention(RetentionPolicy.*RUNTIME*)  
@Target(ElementType.*METHOD*)  
public @interface Test {  
}

@Retention은 @Test가 런타임에도 유지되어야 한다는 표시다.

@Target은 @test가 반드시 메서드 선언에서만 사용돼야 한다고 알려준다.

**배열 매개변수를 받는 애너테이션 타입**

@Retention(RetentionPolicy.*RUNTIME*)  
@Target(ElementType.*METHOD*)  
public @interface ExceptionTest {  
 Class<? extends Throwable>[] value();  
}

**반복 가능한 애너테이션 타입 (Java8 부터)**

*/\*\*  
 \* 컨테이너 애너테이션  
 \*/*@Retention(RetentionPolicy.*RUNTIME*)  
@Target(ElementType.*METHOD*)  
public @interface ExceptionTestContainer {  
 ExceptionTest[] value();  
}

@Retention(RetentionPolicy.*RUNTIME*)  
@Target(ElementType.*METHOD*)  
@Repeatable(ExceptionTestContainer.class)  
public @interface ExceptionTest {  
 Class<? extends Throwable> value();  
}

@ExceptionTest(IndexOutOfBoundsException.class)  
@ExceptionTest(NullPointerException.class)  
public static void doublyBad() {  
 List<String> list = new ArrayList<>();  
 list.addAll(5, null);  
}

애너테이션으로 할 수 있는 일을 명명 패턴으로 처리할 이유는 없다.

**ITEM40 @Override 애너테이션을 일관되게 사용하라**

@Override 애너테이션을 사용하면, 컴파일 시점에 잘못된 선언을 찾을 수 있다.

상위 클래스의 메서드를 재정의하려는 모든 메서드에 @Override 애너테이션을 달자.

**ITEM41 정의하려는 것이 타입이라면 마커 인터페이스를 사용하라**

**마커 인터페이스는 마커 애너테이션보다 두가지 면에서 낫다.**

1)마커 인터페이스는 이를 구현한 클래스의 인스턴스들을 구분하는 타입으로 쓸 수 있으나, 마커 애너테이션은 그렇지 않다.

2)적용 대상을 더 정밀하게 지정할 수 있다.

**마커 애너테이션이 마커 인터페이스보다 나은 점으로는?**

거대한 애너테이션 시스템의 지원을 받는다. (프레임워크)

**그러면 어떨 때 뭘 써야 되나?**

- 클래스와 인터페이스 외의 프로그램 요소(모듈, 패키지, 필드, 지역변수 등)

- 클래스나 인터페이스에 적용 해야된다면? 매개변수로 받는 메서드를 작성할 일이 있나 여부에 따라서 결정( 있으면 인터페이스 없으면 애노테이션)

- 매개변수로 받는 경우가 있어도 프레임워크에서 사용하려는 마커라면 애너테이션이 낫다.

**Colelction.java**

public interface Collection<E> extends Iterable<E> {int size();boolean isEmpty();boolean contains(Object o);Iterator<E> iterator();Object[] toArray();<T> T[] toArray(T[] a);boolean add(E e);boolean remove(Object o);boolean containsAll(Collection<?> c);boolean addAll(Collection<? extends E> c);boolean removeAll(Collection<?> c);default boolean removeIf(Predicate<? super E> filter) {  
 Objects.*requireNonNull*(filter);  
 boolean removed = false;  
 final Iterator<E> each = iterator();  
 while (each.hasNext()) {  
 if (filter.test(each.next())) {  
 each.remove();  
 removed = true;  
 }  
 }  
 return removed;  
 }boolean retainAll(Collection<?> c);void clear();boolean equals(Object o);int hashCode();  
@Override  
 default Spliterator<E> spliterator() {  
 return Spliterators.*spliterator*(this, 0);  
 }default Stream<E> stream() {  
 return StreamSupport.*stream*(spliterator(), false);  
 }default Stream<E> parallelStream() {  
 return StreamSupport.*stream*(spliterator(), true);  
 }  
}

**Set.java**

public interface Set<E> extends Collection<E> {int size();boolean isEmpty();boolean contains(Object o);Iterator<E> iterator();Object[] toArray();<T> T[] toArray(T[] a);boolean add(E e);boolean remove(Object o);boolean containsAll(Collection<?> c);boolean addAll(Collection<? extends E> c);boolean retainAll(Collection<?> c);boolean removeAll(Collection<?> c);void clear();boolean equals(Object o);int hashCode();@Override  
 default Spliterator<E> spliterator() {  
 return Spliterators.*spliterator*(this, Spliterator.*DISTINCT*);  
 }  
  
 */\*\*  
 \** ***@since*** *9  
 \*/* static <E> Set<E> of() {  
 return ImmutableCollections.Set0.*instance*();  
 }static <E> Set<E> of(E e1) {  
 return new ImmutableCollections.Set1<>(e1);  
 }static <E> Set<E> of(E e1, E e2) {  
 return new ImmutableCollections.Set2<>(e1, e2);  
 }static <E> Set<E> of(E e1, E e2, E e3) {  
 return new ImmutableCollections.SetN<>(e1, e2, e3);  
 }static <E> Set<E> of(E e1, E e2, E e3, E e4) {  
 return new ImmutableCollections.SetN<>(e1, e2, e3, e4);  
 }static <E> Set<E> of(E e1, E e2, E e3, E e4, E e5) {  
 return new ImmutableCollections.SetN<>(e1, e2, e3, e4, e5);  
 }static <E> Set<E> of(E e1, E e2, E e3, E e4, E e5, E e6) {  
 return new ImmutableCollections.SetN<>(e1, e2, e3, e4, e5,  
 e6);  
 }static <E> Set<E> of(E e1, E e2, E e3, E e4, E e5, E e6, E e7) {  
 return new ImmutableCollections.SetN<>(e1, e2, e3, e4, e5,  
 e6, e7);  
 }static <E> Set<E> of(E e1, E e2, E e3, E e4, E e5, E e6, E e7, E e8) {  
 return new ImmutableCollections.SetN<>(e1, e2, e3, e4, e5,  
 e6, e7, e8);  
 }

static <E> Set<E> of(E e1, E e2, E e3, E e4, E e5, E e6, E e7, E e8, E e9) {  
 return new ImmutableCollections.SetN<>(e1, e2, e3, e4, e5,  
 e6, e7, e8, e9);  
 }static <E> Set<E> of(E e1, E e2, E e3, E e4, E e5, E e6, E e7, E e8, E e9, E e10) {  
 return new ImmutableCollections.SetN<>(e1, e2, e3, e4, e5,  
 e6, e7, e8, e9, e10);  
 }@SafeVarargs  
 @SuppressWarnings("varargs")  
 static <E> Set<E> of(E... elements) {  
 switch (elements.length) { // implicit null check of elements  
 case 0:  
 return ImmutableCollections.Set0.*instance*();  
 case 1:  
 return new ImmutableCollections.Set1<>(elements[0]);  
 case 2:  
 return new ImmutableCollections.Set2<>(elements[0], elements[1]);  
 default:  
 return new ImmutableCollections.SetN<>(elements);  
 }  
 }  
}

**CHAPTER7**

**ITEM42 익명 클래스보다는 람다를 사용하라**

List<String> words = Arrays.*asList*("틱", "택", "톡");  
  
// 익명클래스로 처리한 낡은 기법  
Collections.*sort*(words,  
 new Comparator<String>() {  
 @Override  
 public int compare(String s1, String s2) {  
 return Integer.*compare*(s1.length(), s2.length());  
 }  
 });  
// 람다식을 함수 객체로 사용 (익명 클래스 대체)  
Comparator<String> comparator = (String s1, String s2) -> Integer.*compare*(s1.length(), s2.length());  
Collections.*sort*(words, comparator);  
Collections.*sort*(words,  
 (s1, s2) -> Integer.*compare*(s1.length(), s2.length()));  
  
// 람다 코드 좀더 간결하게  
Collections.*sort*(words, Comparator.*comparingInt*(String::length));  
  
// List의 sort  
words.sort(Comparator.*comparingInt*(String::length));

타입을 명시해야 코드가 더 명확할 때만 제외하고는, 람다의 모든 매개변수 타입은 생략하자

람다는 이름이 없고 문서화도 못 한다. 따라서 코드 자체로 동작이 명확히 설명되지 않거나 코드 줄 수가 많아지면 람다를 쓰지 말자 (세 줄 안에 끝내는게 좋다)

**익명 클래스를 람다로 대체할 수 없는 부분**

-추상 클래스의 인스턴스를 만들 때

-추상 메서드가 여러 개인 인터페이스의 인스턴스를 만들 때 (익명 클래스로)

-람다의 this는 바깥 인스턴스, 익명 클래스의 this는 인스턴스 자신이기 때문에

함수 객체가 자신을 참조해야 할 경우는 익명 클래스

람다를 직렬화하는 일은 삼가자(가상머신 별로 다를 수 있다.)

**ITEM43 람다보다는 메서드 참조를 사용하라**

보통 람다보다는 메서드 참조를 사용하는 것이 좋지만, 람다가 더 짧은 경우는 람다를 사용하자.

ex)

**메서드 참조**

service.execute(GoshThisClassNAmeIsHumongous::action);

**람다**

service.execute(() -> action());

**메서드 참조 유형**

1) 정적 메서드

2) 수신객체를 특정하는 한정적 인스턴스

🡺함수 객체가 받는 인수와 참조되는 메서드가 받는 인수가 똑같다.

3) 수신객체를 특정하지 않는 비한정적 인스턴스

🡺함수 객체를 적용하는 시점에 수신 객체를 알려준다.

이를 위해 수신 객체 전달용 매개변수가 매개변수 목록의 첫 번째로 추가되며, 그 뒤로는 참조되는 메서드 선언에 정으된 매개변수들이 뒤따른다.

4) 클래스 생성자

5) 배열 생성자

람다로 할 수 없는 일이라면 메서드 참조로도 할 수 없다.

**예외는 제네릭 함수 구현이다.**

**ITEM44 표준 함수형 인터페이스를 사용하라**

필요한 용도에 맞는게 있다면, 직접 구현하지 말고 표준 함수형 인터페이스를 활용하라.

(java.util.function)

|  |  |
| --- | --- |
| 인터페이스 | 함수 시그니처 |
| UnaryOperator<T> | T apply(T t) |
| Binary Operator<T> | T apply(T t1, T t2) |
| Predicate<T> | boolean test(T t) |
| Function<T, R> | R apply(T t) |
| Supplier<T> | T get() |
| Consumer<T> | void accept(T t) |

기본 함수형 인터페이스 중 3개는 인수를 2개씩 받는 변형이 있다.

BiPredicate<T, U> / boolean test(T t, U u)

BiFunction<T,U,R> / R apply(T t, U u)

BiConsumer<T, U> / void accept(T t, U u)

// UnaryOperator  
UnaryOperator<String> operator = u -> u.toUpperCase(); // return  
System.*out*.println(operator.apply("java2s.com"));  
  
// BinaryOperator  
BinaryOperator<Integer> adder = (n1, n2) -> n1 + n2; // return  
System.*out*.println(adder.apply(3, 4));  
  
// Predicate  
Predicate<String> p = s -> s.length() > 5; // return  
System.*out*.println(p.test("java2s.com "));  
  
// Function  
Function<Integer, String> converter = f -> Integer.*toString*(f); // return  
System.*out*.println(converter.apply(3).length());  
System.*out*.println(converter.apply(30).length());  
  
// Supplier  
Supplier<String> i = () -> "java2s.com"; // return  
System.*out*.println(i.get());  
  
// Consumer  
Consumer<String> consumer = c -> System.*out*.println(c.toLowerCase());  
consumer.accept("Java2s.com");

**기본 함수형 인터페이스에 박싱된 기본 타입을 넣어서 사용하지 말자**

🡺성능이 처참히 느려질 수 있음

**다음중 하나 이상을 만족하면 커스텀 함수형 인터페이스의 구현을 고민해보자**

1) 자주 쓰이며, 이름 자체가 용도를 명확히 설명해준다.

2) 반드시 따라야 하는 규약이 있다.

3) 유용한 디폴트 메서드를 제공할 수 있다.

**ITEM45 스트림은 주의해서 사용하라**

**computeIfAbsent**

이 메서드는 맵 안에 키가 있는지 찾은 다음, 있으면 단순히 그 키에 매핑된 값을 반환한다.

키가 없으면 건네진 함수 객체를 키에 적용하여 값을 계산해낸 다음 그 키와 값을 매핑해 놓고 계산된 값을 반환한다.

**함수 객체(람다, 메서드 참조)로는 못하고 코드 블록으로는 할 수 있는 일들**

-코드 블록에서는 범위 안의 지역변수를 읽고 수정할 수 있다. 하지만 람다에서는 final이거나 사실상 final인 변수만 읽을 수 있고, 지역변수를 수정하는 건 불가능하다.

-코드 블록에서는 return 문을 사용해 메서드에서 빠져나가거나, break나 continue 문으로 블록 바깥의 반복문을 종료하거나 반복을 한 번 건너 띌 수 있다.

또한 메서드 선언에 명시된 검사 예외를 던질 수 있다.

**스트림과 안성맞춤**

-원소들의 시퀀스를 일관되게 변환

-원소들의 시퀀스를 필터링한다.

-원소들의 시퀀스를 하나의 연산을 사용해 결합한다(더하기, 연결하기, 최솟값 구하기 등)

-원소들의 시퀀스를 컬렉션에 모은다

-원소들의 시퀀스에서 특정 조건을 만족하는 원소를 찾는다.

**스트림으로 처리하기 어려운일**

-한 데이터가 파이프라인의 여러 단계를 통과할 때 이 데이터의 각 단계에서의 값들에 동시에 접근하기는 어려운 경우

**ITEM46 스트림에서는 부작용 없는 함수를 사용하라**

순수 함수란 오직 입력만이 결과에 영향을 주는 함수를 말한다.

**ITEM47 반환 타입으로는 스트림보다 컬렉션이 낫다**

// Iterable<E>를 Stram<E>로 중개해주는 어댑터  
public static <E> Stream<E> streamOf(Iterable<E> iterable) {  
 return StreamSupport.*stream*(iterable.spliterator(), false);  
}

🡺스트림 파이프라인에서만 쓰인다면 스트림 반환을 사용

// Stream<E>를 Iterable<E>로 중개해주는 어댑터  
public static <E> Iterable<E> iterableOf(Stream<E> stream) {  
 return stream::iterator;  
}

🡺객체들이 반복문에서만 쓰일 걸 안다면 Iterable을 반환하자

Collection인터페이스는 Iterable의 하위 타입이고 stream 메서드도 제공하니 반복과 스트림을 동시에 지원한다.

따라서 원소 시퀀스를 반환하는 공개 API의 반환 타입에는 Collection이나 그 하위 타입을 쓰는게 일반적으로 최선이다.

**ITEM48 스트림 병렬화는 주의해서 적용하라**

데이터 소스가 Stream.iterate거나 중간 연산으로 limit를 쓰면 파이프라인 병렬화로는 성능 개선을 기대할 수 없다.

대체로 스트림의 소스가 ArrayList, HashMap, HashSet, ConcurrentHashMap의 인스턴스거나 배열, int 범위, long 범위일 때 병렬화의 효과가 가장 좋다.

참조지역성 : 이웃한 원소의 참조들이 메모리에 연속해서 저장되어 있다는 뜻 (배열이 가장 뛰어남)

조건이 잘 갖춰지면 parallel 메서드 호출 하나로 거의 프로세서 코어 수에 비례하는 성능 향상을 만끽할 수 있다.

**CHAPTER8**

**ITEM49 매개변수가 유효한지 검사하라**

매개변수 검사를 제대로 하지 못하면 몇 가지 문제가 생길 수 있다.

-메서드가 수행되는 중간에 모호한 예외를 던지며 실패할 수 있다. (원자성을 어길 수 있다.)

*\* <p>All methods and constructors in this class throw  
\* {****@code*** *NullPointerException} when passed  
\* a null object reference for any input parameter.*public class BigInteger extends Number implements Comparable<BigInteger> {

...

}

🡺BigInteger의 mod에 NullPointException에 대한 정의가 없는 이유는 클래스 수준에서 기술했기 때문이다.

strategy = Objects.*requireNonNull*(strategy, "전략");

requireNonNull는 검사를 수동으로 하지 않아도 되고, 원하는 예외 메시지도 지정할 수 있다.

private static void sort(long a[], int offset, int length) {  
 assert a != null;  
 assert offset >= 0 && offset <= a.length;  
 assert length >= 0 && length <= a.length - offset;  
}

🡺 VM options에 –ea를 줘야 된다.

🡺실패 시, 다음과 같은 에러가 난다.
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Objects.*requireNonNull*(null);

🡺null 검사

if(ArrayUtils.*isEmpty*(a)) {  
 System.*out*.println("비었음");  
}

🡺ArrayUtils를 이용

**ITEM50 적시에 방어적 복사본을 만들라**

클라이언트가 불변식을 깨뜨리려 혈안이 되어 있다고 가정하고 방어적 프로그래밍해야 한다.

public class Period {  
 private final Date start;  
 private final Date end;  
  
 public Period(Date start, Date end) {  
 if (start.compareTo(end) > 0) {  
 throw new IllegalArgumentException(start + " after " + end);  
 }  
 this.start = start;  
 this.end = end;  
 }  
  
 public Date start() {  
 return start;  
 }  
  
 public Date end() {  
 return end;  
 }  
  
 // 클라이언트에서 어택!  
 public static void main(String[] args) {  
 Date start = new Date();  
 Date end = new Date();  
 Period p = new Period(start, end);  
 end.setYear(78);  
 }  
}

🡺자바 8 이후로는 Date 대신 불변 Instant를 사용하면 된다(LocalDateTime이나 ZonedDateTime도 가능).

Date는 낡은 API이니 새로운 코드를 작성할 때는 더 이상 사용하면 안 된다.

// 매개변수의 방어적 복사본을 만든다.  
public Period(Date start, Date end) {  
 this.start = new Date(start.getTime());  
 this.end = new Date(end.getTime());  
  
 if (this.start.compareTo(this.end) > 0) {  
 throw new IllegalArgumentException(start + " after " + end);  
 }  
}

🡺방어적 복사

**ITEM51 메서드 시그니처를 신중히 설계하라**

-메서드 이름을 신중히 짓자

-편의 메서드를 너무 많이 만들지 말자

-매개변수 목록은 짧게 유지하자 (4개 이하)

🡺긴 매개변수 목록을 짧게 줄여주는 기술 세 가지

1) 여러 메서드로 쪼갠다.

2) 매개변수 여러 개를 묶어주는 도우미 클래스를 만든다.

3) 앞서 두 기법을 혼합한 것으로, 객체 생성에 사용한 빌더 패턴을 메서드 호출에 응용한 것이다.

-매개변수의 타입으로는 클래스보다 인터페이스가 더 낫다.

-boolean보다는 원소 2개짜리 열거 타입이 낫다.

**직교 :** 각 요소들이 서로 독립적임. 원자적으로 쪼개다 보면, 자연스럽게 중복이 줄고 결합성이 낮아져 코드를 수정하기 수월해진다. 테스트하기 쉬워짐은 물론이다.

**ITEM52 다중정의는 신중히 사용하라**

public class CollectionClassifier {  
 public static String classify(Set<?> s) {  
 return "집합";  
 }  
  
 public static String classify(List<?> lst) {  
 return "리스트";  
 }  
  
 public static String classify(Collection<?> c) {  
 return "그 외";  
 }  
  
 public static void main(String[] args) {  
 Collection<?>[] collections = {  
 new HashSet<String>(),  
 new ArrayList<BigInteger>(),  
 new HashMap<String, String>().values()  
 };  
  
 for (Collection<?> c : collections) {  
 System.*out*.println(*classify*(c));  
 }  
 }  
}

🡺”그 외” 만 세 번 연달아 출력한다. 그 이유는 다중정의(overloading)는 어떤 메서드를 호출할지 컴파일시점에 정해지기 때문이다.

재정의한 메서드(overriding) 는 동적으로 선택되고, 다중정의한 메서드(overloading)는 정적으로 선택된다.

안전하고 보수적으로 가려면 매개변수 수가 같은 다중정의는 만들지 말자.

매개변수 수가 같은 다중정의 메서드가 많더라도, 그 중 어느 것이 주어진 매개변수 집합을 처리할지가 명확히 구분된다면 헷갈릴 일은 없을 것이다. (즉 매개변수 중 하나 이상 근본적으로 다르다 - 두 타입의 값을 서로 어느쪽으로든 형변환 할 수 없는 경우)

public ArrayList(int initialCapacity) {  
 . . .  
}  
public ArrayList(Collection<? extends E> c) {  
 . . .  
}

🡺int를 받는 생성자와 Collection을 받는 생성자가 있는데, 어떤 상황에서든 헷갈릴 일은 없다.

(두 타입이 어느쪽으로든 형변환 할 수 없다.)

@FunctionalInterface  
public interface Runnable {public abstract void run();  
}

@FunctionalInterface  
public interface Callable<V> {V call() throws Exception;  
}

// 1번 Thread의 생성자 호출  
new Thread(System.*out*::println).start();  
  
// 2번 ExecutorService의 submit 메서드 호출  
ExecutorService exec = Executors.*newCachedThreadPool*();  
exec.submit(System.*out*::println);

🡺2번의 submit의 호출은 실패 하는데 Callable, Runnable 다중 정의가 되어 있기 때문이다.

하지만 Runnable은 void고 Callable은 반환값이 있기 때문에 자동으로 찾을 수 있다고 생각하지만 다중정의 해소(적절한 다중정의 메서드를 찾는 알고리즘)는 이렇게 동작하지 않는다.

다중정의된 메서드들이 함수형 인터페이스를 인수로 받을 때, 비록 서로 다른 함수형 인터페이스라도 인수 위치가 같으면 혼란이 생긴다.

**ITEM53 가변인수는 신중히 사용하라**

인수 개수가 일정하지 않은 메서드를 정의해야 한다면 가변인수가 반드시 필요하다.

메서드를 정의할 때 필수 매개변수는 가변인수 앞에 두고, 가변인수를 사용할 때는 성능 문제까지 고려하자.

**ITEM54 null이 아닌, 빈 컬렉션이나 배열을 반환하라**

// 컬렉션이 비었으면 null을 반환한다. - 따라 하지 말것  
public List<String> getCheeses() {  
 return cheesesInStock.isEmpty() ? null : new ArrayList<>(cheesesInStock);  
}

빈 컨테이너를 할당하는 데도 비용이 드니 null을 반환하는 쪽이 낫다는 주장이 있다.

하지만 두가지 측면에서 틀렸다.

1) 성능 차이는 신경 쓸 수준이 못 된다.

2) 빈 컬렉션과 배열은 굳이 새로 할당하지 않고도 반환할 수 있다.

🡺

// 빈 컬렉션을 반환하는 올바른 예  
// 반환 값 - private static final Object[] EMPTY\_ELEMENTDATA = {};  
public List<String> getCheeses() {  
 return new ArrayList<>(cheesesInStock);  
}

위 방법은 가능성은 작지만, 사용 패턴에 따라 빈 컬렉션 할당이 성능을 눈에 띄게 떨어 뜨릴 수 있다. 해법은 매번 똑 같은 빈 ’불변’ 컬렉션을 반환하는 것이다.

🡺

// 빈 컬렉션을 매번 새로 할당하지 않도록 함  
public List<String> getCheeses() {  
 return cheesesInStock.isEmpty() ? Collections.*emptyList*() : new ArrayList<>(cheesesInStock);  
}

배열을 쓸때도 절대 null을 반환하지 말고 길이가 0인 배열을 반환하라

🡺

// 길이가 0일 수도 있는 배열을 반환하는 올바른 방법  
public String[] getCheeses() {  
 return cheesesInStock.toArray(new String[0]);  
}

결론 : null이 아닌, 빈 배열이나 컬렉션을 반환하라. Null을 반환하는 API는 사용하기 어렵고 오류 처리 코드도 늘어난다. 그렇다고 성능이 좋은 것도 아니다.

**ITEM55 옵셔널 반환은 신중히 하라**

자바8 이전 값을 반환할 수 없을 때 취할 수 있는 선택지

**1) 예외를 던지거나**

🡺스택 추적 전체를 캡처하므로 비용도 만만치 않다.

**2) null을 반환**

🡺별도의 null 처리 코드를 추가해야 한다.

🡺null 처리 무시하면 나중에 NUllPointerException이 발생할 수 있음.

자바8 부터 Optional<T>의 선택지가 생겼다. Null이 아닌 T 타입 참조를 하나 담거나, 혹은 아무것도 담지 않을 수 있다.

자바9에서는 Optional에 stream() 메서드가 추가되었다.

어떤 경우에 메서드 반환 타입을 T 대신 Optional<T>로 선언해야 할까?

🡺결과가 없을 수 있으며, 클라이언트가 이 상황을 특별하게 처리해야 한다면 Optional<T>를 반환한다.

밗이된 기본 타입을 담는 옵셔널은 기본 타입 자체보다 무겁다.

🡺OptionalInt, OptionalLong, OptionalDouble 을 사용하자

옵셔널을 컬렉션의 키, 값, 원소나 배열의 원소로 사용하는게 적절한 상황은 거의 없다.

**ITEM56 공개된 API 요소에는 항상 문서화 주석을 작성하라**

문서화 주석은 API를 문서화하는 가장 훌륭하고 효과적인 방법이다.

공개 API라면 빠짐없이 설명을 달아야 한다. 표준 규약을 일관되게 지키자.

문서화 주석에 임의의 HTML 태그를 사용할 수 있음을 기억하라.

단, HTML 메타 문자는 특별하게 취급해야 한다.

**CHAPTER9**

**ITEM57 지역변수의 범위를 최소화하라**

지역변수의 범위를 줄이는 가장 강력한 기법은 역시 ‘가장 처음 쓰일 때 선언 하기’다.

거의 모든 지역변수는 선언과 동시에 초기화해야 한다.

Class<? extends Set<String>> cl = null;  
try {  
 cl = (Class<? extends Set<String>>)  
 Class.*forName*(args[0]);  
} catch (ClassNotFoundException e) {  
 System.*out*.println("클래스를 찾을 없습니다.");  
}

🡺try-catch 문은 이 규칙에서 예외다. 변수 값을 try 블록 바깥에서 사용해야 된다면 try 블록 앞에서 선언해야 한다.

**while 보다 for문이 더 나은 이유**

for문을 사용하면 복사해 붙여넣기 오류를 컴파일 타임에 잡아준다.

List<String> list = List.*of*("test", "tset2", "test3");  
List<String> list2 = List.*of*("test", "tset2", "test3");  
  
Iterator<String> i = list.iterator();  
while (i.hasNext()) {  
  
}  
  
Iterator<String> i2 = list2.iterator();  
while(i.hasNext()) { // 버그 i를 사용했다.  
  
}

**🡺while은 컴파일 타임에 에러를 잡을 수 없다.**

변수 유효 범위가 for문 범위와 일치하여 똑 같은 이름의 변수를 여러 반복문에 서 써도 아무런 영향을 주지 않는다.

while 문보다 짧아서 가독성이 좋다.

**ITEM58 전통적인 for문보다는 for-each 문을 사용하라**

// 1-1) 컬렉션 순회  
for (Iterator<String> i = list.iterator(); ((Iterator) i).hasNext(); ) {  
 String e = i.next();  
 System.*out*.println(e);  
}

// 1-2) 배열 순회  
for (int i = 0; i < array.length; i++) {  
 // array[i]로 무언가를 한다.  
}

🡺전통적인 방식은 컬렉션과 배열 순회에 따라 구현이 달라진다.

for-each (enhanced for statement)를 사용하면 반복자와 인덱스 변수를 사용하지 않으니 코드가 깔끔해지고 오류가 날 일도 없다.

하나의 관용구로 컬렉션과 배열을 모두 처리할 수 있어서 타입을 신경 쓰지 않아도 된다.

// 2) 컬렉션과 배열을 순회하는 올바른 관용구 (컬렉션, 배열을 구분 안해도 된다.)  
for (String str : list) {  
 System.*out*.println(str);  
}  
  
for (String str : array) {  
 System.*out*.println(str);  
}

🡺for-each는 컬렉션, 배열 구분 안 함.

**for-each문을 사용할 수 없는 상황 세 가지**

1) 파괴적인 필터링 : 컬렉션을 순회하면서 선택된 원소를 제거해야 한다면 반복자(iterator)의 remove 메서드를 호출해야 한다. (ConcurrentModificationException 에러가 발생할 수 있음)

자바8 부터는 removeIf 메서드를 사용해서 명시적으로 순회를 피할 수 있다.

2)변형 : 리스트나 배열을 순회하면서 그 원소의 값 일부 혹은 전체를 교체해야 할 때

3)병렬 반복(이중 for문) : 여러 컬렉션을 병렬로 순회해야 한다면 각각의 반복자와 인덱스 변수를 사용해 엄격하고 명시적으로 제어

for-each문은 컬렉션과 배열은 물론Iterable 인터페이스를 구현한 객체라면 무엇이든 순회할 수 있다.

public interface Iterable<T> {Iterator<T> iterator();

}

**번외**

**for 종류**

classic for

classic foreach

List.forEach()

List.stream().forEach()

List.parallelStream().forEach

배열은 향샹 된 for(for-each)는 사용할 수 있지만, forEach 메서드 사용 못함

**ITEM59 라이브러리를 익히고 사용하라**

static Random *rnd* = new Random();  
  
static int random(int n) {  
 return Math.*abs*(*rnd*.nextInt()) % n;  
}

다음 코드는 3가지 문자를 내포하고 있다.

1) n이 그리 크지 않은 2의 제곱수라면 얼마 지나지 않아 같은 수열이 반복

2) n이 2의 제곱수가 아니라면 몇몇 숫자가 평균적으로 더 자주 반환

3) 지정한 범위 ‘바깥’의 수가 종종 튀어 나온다.

이 결함을 해결하려면 의사난수 생성기, 정수론, 2의 보수 계산 등에 조예가 싶어야 한다.

🡺다행히 Random.nextInt(int) 에서 제공

**라이브러리 사용 시, 장점**

1)표준 라이브러리를 사용하면 그 코드를 작성한 전문가의 지식과 여러분보다 앞서 사용한 다른 프로그래머들의 경험을 활용할 수 있다.

2)표준 라이브러리를 쓰는 두 번째 이점은 핵심적인 일과 크게 관련 없는 문제를 해결하느라 시간을 허비하지 않아도 된다는 것이다.

3)따로 노력하지 않아도 성능이 지속해서 개선된다.

4)기능이 점점 많아 진다.

5)내가 작성한 코드가 많은 사람에게 낯익은 코드가 된다.

라이브 러리가 너무 방대하지만 자바 프로그래머라면 적어도 java.lang, java.util, java.io와 그 하위 패키지들에는 익숙해져야 한다.

**ITEM60 정확한 답이 필요하다면 flaot와 double은 피하라**

float와 double 타입은 특히 금융 관련 계산과는 맞지 않는다.

금융 계산에는 BigDecimal, int혹은 long을 사용해야 한다.

BigDecimal에는 두가지 단점이 있다.

1)기본 타입보다 쓰기 훨씬 불편하고, 2)훨씬 느리다.

코딩 불편함이나 성능 저하 신경 안쓰면 BigDeciaml.

성능이 중요하면 int나 long.

숫자를 아홉 자리 십진수로 표현할 수 있다면 int를 사용.

열여덟 자리 십진수로 표현할 수 있다면 long을 사용.

열여덟 자리를 넘어가면 BigDecimal을 사용.

**ITEM61 박싱된 기본 타입보다는 기본 타입을 사용하라**

**기본 타입과 박싱된 기본 타입의 주된 차이**

1)기본 타입은 값만 가지고 있으나, 박싱된 기본 타입은 값에 더해 식별성이란 속성을 갖는다.

2)기본 타입의 값은 언제나 유효하나, 박싱된 기본 타입은 null을 가질 수 있다.

3)기본 타입이 박싱된 기본 타입보다 시간과 메모리 사용면에서 더 효율적이다.

static Integer *i*;

public static void main(String[] args) {  
 if (*i* == 42) {  
 System.*out*.println("믿을 수 없군!");  
 }  
}

🡺 NullPointerException 을 출력한다. (왜?)

i는 Integer이며, i의 초기값도 null 이다. 기본 타입과 박싱된 기본 타입을 혼용한 연산에서는 박싱된 기본 타입의 박싱이 자동으로 풀린다.

그래서 null이 언박싱되면서 NullPointerException이 발생되는 것이다.

**박싱된 타입은 언제 써야 되는가?**

1)컬렉션의 원소 키, 값으로 쓴다.

2)매개변수화 타입이나 매개변수화 메서드의 타입 매개변수로는 박싱된 기본 타입을 써야 한다.

(제네릭에서는 기본 타입 미지원)

3)리플렉션을 통해 메서드를 호출할 때

**ITEM62 다른 타입이 적절하다면 문자열 사용을 피하라**

public class ThreadLocal {  
 private ThreadLocal() {  
 } // 객체 생성 불가  
  
 // 현 스레드 값을 키로 구분해 저장  
 public static void set(String key, Object value) {  
  
 }  
  
 // (키가 가리키는) 현 스레드의 값을 반환  
 public static Object get(String key) {  
 return null;  
 }  
}

🡺의도치 않게 같은 변수를 공유, 보안도 취약

public class ThreadLocal {  
 private ThreadLocal() {  
 }  
  
 public static class Key {  
  
 }  
  
 // 위조 불가능한 고유 키를 생성  
 public static Key getKey() {  
 return new Key();  
 }  
  
 public static void set(Key key, Object value) {  
  
 }  
  
 public static Object get(Key key) {  
 return null;  
 }  
}

🡺문자열 기반 API의 문제 두가지를 해결(변수 공유, 보안 취약)해 주지만 개선 여지 있음.

**ITEM63 문자열 연결은 느리니 주의하라**

문자열은 불변이라서 두 문자열을 연결할 경우 양쪽의 내용을 모두 복사해야 하므로 성능 저하는 피할 수 없다.

*/\*\*  
 \* 문자열 연결을 잘못사용한 예 (느림)  
 \*/*public String statement() {  
 String result = "";  
 for (int i = 0; i < numItems(); i++) {  
 result += lineForItem(i);  
 }  
 return result;  
}

🡺잘못 사용한 예

// StringBuilder를 사용하면 문자열 연결 성능이 크게 개선  
public String statement2() {  
 StringBuilder b = new StringBuilder(numItems() \* LINE\_WIDTH);  
 for (int i = 0; i < numItems(); i++) {  
 b.append(lineForItem(i));  
 }  
 return b.toString();  
}

🡺builder를 이용한 처리

짧은 문자열일 경우 String, 반복은 StirngBuilder, 스레드에 안전하려면 StrignBuffer

JDK5.0 이상 버전에는 String + 사용할 경우 컴파일 단계에서 자동으로 StringBuilder로 변환

private static void case2() {  
 String s = "abc";  
 for (int i = 0; i < 50000; i++) {  
 s = new StringBuilder(String.*valueOf*(s)).append("a").toString();  
 }  
}

🡺반복문에서는 결국 new StringBuilder로 객체를 여러 번 생성하기 때문에 비효율적이다.

**ITEM64 객체는 인터페이스를 사용해 참조하라**

적합한 인터페이스만 있다면 매개변수뿐 아니라 반환값, 변수, 필드를 전부 인터페이스 타입으로 선언하라.

인터페이스를 타입으로 사용하는 습관을 길러두면 프로그램이 훨씬 유연해진다.

객체의 실제 클래스를 사용해야 할 상황은 ‘오직’ 생성자로 생성할 때 뿐…

**주의점!**

원래의 클래스가 인터페이스의 일반 규약 이외의 특별한 기능을 제공하면, 새로운 클래스도 반드시 같은 기능을 제공해야 한다.

**적합한 인터페이스가 없다면 당연히 클래스로 참조해야 한다.**

1) String, BigInteger 같은 값 클래스

2) OutputStream 같은 프레임워크가 제공하는 객체들. 이런 경우 구현보다는 기반 클래스 사용

3) PriorityQueue 클래스 같은 인터페이스에는 없는 특별한 메서드를 제공하는 클래스

**ITEM65 리플렉션보다는 인터페이스를 사용하라**

리플렉션을 이용하면 컴파일 당시에 존재하지 않던 클래스도 이용 가능하지만 단점도 있다.

1) 컴파일타임 타입 검사가 주는 이점을 하나도 누릴 수 없다. (런타임 오류)

2) 리플렉션을 이용하면 코드가 지저분하고 장황해진다.

3) 성능이 떨어진다.

Class<? extends Set<String>> cl = null;  
try {  
 // 비검사 형변환  
 cl = (Class<? extends Set<String>>)  
 Class.*forName*(args[0]);  
} catch (ClassNotFoundException e) {  
 System.*out*.println("클래스를 찾을 없습니다.");  
}  
  
// 생성자를 얻는다.  
Constructor<? extends Set<String>> cons = null;  
try {  
 cons = cl.getDeclaredConstructor();  
} catch (NoSuchMethodException e) {  
 System.*out*.println("매개변수 없는 생성자를 찾을 수 없습니다.");  
}  
  
//집합의 인스턴스를 만든다.  
Set<String> s = null;  
try {  
 s = cons.newInstance();  
} catch (IllegalAccessException e) {  
 System.*out*.println("생성자에 접근할 수 없습니다.");  
} catch (InstantiationException e) {  
 System.*out*.println("클래스를 인스턴스화할 수 없습니다");  
} catch (InvocationTargetException e) {  
 System.*out*.println("생성자가 예외를 던졌습니다: " + e.getCause());  
} catch (ClassCastException e) {  
 System.*out*.println("Set으 구현하지 않은 클래스입니다.");  
}  
  
// 생성한 집합을 사용한다.  
s.addAll(Arrays.*asList*(args).subList(1, args.length));  
System.*out*.println(s);

**단점**

🡺1) 런타임에 총 여섯가지나 되는 예외를 던질 수 있음. 인스턴스 였다면 컴팦일타임에 잡아낼 수 있었을 예외들…

🡺2) 클래스 이름만으로 인스턴스를 생성하기 위해 25줄이나 되는 코드를 작성했다. 생성자라면 한줄…

**ITEM66 네이티브 메서드는 신중히 사용하자**

전통적으로 네이티브 메서드의 주요 쓰임

1) 레지스트리 같은 플랫폼 특화 기능

2) 네이티브 코드로 작성된 기존 라이브러리 사용

3) 성능 개선을 목적으로 성능에 결정적인 영향을 주는 영역만 따로 작성

**Java9 process api**

public static void main(String[] args) throws IOException {  
 ProcessBuilder pb = new ProcessBuilder("C:\\Windows\\explorer.exe");  
 String np = "Not Present";  
 Process p = pb.start();  
 ProcessHandle.Info info = p.info();  
 System.*out*.printf("Process ID : %s%n", p.pid());  
 System.*out*.printf("Command name : %s%n", info.command().orElse(np));  
 System.*out*.printf("Command line : %s%n", info.commandLine().orElse(np));  
  
 System.*out*.printf("Start time: %s%n",  
 info.startInstant().map(i -> i.atZone(ZoneId.*systemDefault*())  
 .toLocalDateTime().toString()).orElse(np));  
  
 System.*out*.printf("Arguments : %s%n",  
 info.arguments().map(a -> Stream.*of*(a).collect(  
 Collectors.*joining*(" "))).orElse(np));  
  
 System.*out*.printf("User : %s%n", info.user().orElse(np));  
}

**네이티브 심각한 단점**

네이티브 메서드를 사용하는 애플리케이션도 메모리 훼손 오류로부터 더 이상 안전하지 않다.

**ITEM68 일반적으로 통용되는 명명 규칙을 따르라**

크게 철자와 문법

-철 자 : 패키지, 클래스, 인터페이스, 메서드, 필드, 타입 변수의 이름

**패키지와 모듈**

각 요소를 점(.)으로 구분하여 계층적으로 작성.

요소들은 모두 소문자 알파벳 또는 숫자.

보통 인터넷 도메인 이름 역순

8자 이하의 짧은 단어로 하고, tuil 처럼 의미가 통하는 약어 추천

여러 단어로 구성된 이름이라면 awt 처럼 첫글자만 따서도 사용

**클래스와 인터페이스**

하나 이상의 단어로 이뤄지며, 각 단어는 대문자로 시작하다. (upper camel)

널리 통용되는 줄임말을 제외하고는 단어를 줄여쓰지 않도록 한다.

**메서드와 필드**

첫 글자를 소문자로 쓴다는 점만 빼면 클래스 명명 규칙과 같다. (lower camel)

첫 단어가 약자라면 단어 전체가 소문자 (ex remove, ensureCapacity)

**상수 필드** 는 예외다. 모두 대문자로 쓰며 단어 사이는 밑줄로 구분한다. (ex NEGATIVE\_INFINITY)

지역 변수는 약어를 사용해도 좋다. 약어를 써도 그 변수가 사용되는 문맥에서 의미를 쉽게 유추할 수 있기 때문이다.

입력 매개변수도 지역변수의 하나다. 하지만 메서드 설명 문서에 등장하는 만큼 일반 지역변수보다는 신경을 써야 한다.

**타입 매개변수**

보통 한문자로 표현 (대부분은 다섯가지 중 하나)

임의의 타입엔 T

컬렉션 원소 타입은 E

맵의 키와 값에는 K,V

예외는 X

메서드 한봔 타입에는 R

그외는 T, U,V 또는 T1, T2, T3를 사용한다.

|  |  |
| --- | --- |
| 식별자 타입 | 예 |
| 패키지와 모듈 | org.junit.jupiter.api, com.google.com.common.collect |
| 클래스와 인터페이스 | Strem, FutureTask, LinkedHashMap, HttpClient |
| 메서드와 필드 | Remote, groupingBy, getCrc |
| 상수 필드 | MIN\_VALUE, NEGATIVE\_INFINITY |
| 지역변수 | i, denom, houseNum |
| 타입 매개변수 | T E, K, V, X, R, U, V, T1, T2, |

-문 법

**패키지**

규칙은 따로 없다.

**클래스(열거 타입 포함)**

보통 단수 명사나 명사구를 사용 (Thread, PriorityQueue, ChessPiece)

-명사구 : 명사역할을 하는 구(두개 이상의 단어가 모여 지루어진 것)

객체로 생성할 수 없는 클래스의 이름은 보통 복수형 명사 (Collectors, Collections)

**인터페이스**

클래스와 똑같이 짓거나(Collection, Comparator),

able 혹은 ible로 끝나는 형용사로 짓는다. (Runnable, Iterable, Accessible)

**애너테이션**

워낙 다양하게 활용되어 지배적인 규칙이 없이 명사, 동사, 전치사, 형용사가 두루 쓰인다.

(BindingAnnotation, Inject, ImplementedBy, Singleton)

**메서드**

동작을 수행하는 메서드의 이름은 동사나(목적어를 포함한) 동사구로 짓는다 (append, drawImagE)

Boolean 값을 반환하는 메서드라면 보통 is나 has로 시작하고 명사나 명사구, 혹은 형용사로 기능하는 아무 단어나 구로 끝나도록 짓는다.

(isDigit, isProbablePrime, isEmpty, isEnabled, hasSiblings 등)

반환 타입이 boolean이 아니거나 해당 인스턴스의 속성을 반환하는 메서드의 이름은

보통 명사, 명사구, 혹은 get으로 시작하는 동사구로 짓는다.

(size, hashCode, getTime)

자바빈즈 게터와 세터 (getAttribute, setAttribute)

**특별한 메서드 몇 가지..**

객체의 타입을 바꿔서, 다른 타입의 또 다른 객체를 반환하는 인스턴스 메서드는 보통 toType

(toString, toArray)

객체 내용을 다른 뷰로 보여주는 메서드는 asType으로 짓는다. (asList)

객체의 값을 기본 타입 값으로 반환하는 메서드는 보통 typeValue (intValue)

정적 팩터리는 from, of, valueOf, instance, getInstance, newInstance, getType, newType 등

**필드**

클래스, 인터페이스, 메서드 이름에 비해 덜 명확하고 덜 중요하다. (API 설계를 잘 했다면 필드가 직접 노출될 일이 거의 없다.)

boolean 타입의 필드 이름은 보통 Boolean 접근자 메서드 앞 단어를 뺀 형태다 (initialized, composite)

다른 타입의 필드라면 명사나 명사구를 사용한다 (height, digits, bodyStyle)

지역변수 이름도 필드와 비슷하게 지으면 되나, 조금 더 느슨하다.

**CHAPTER10**

**ITEM69 예외는 진짜 예외 상황에만 사용하라**

예외는 오직 예외 상황에서만 써야 한다. 절대로 일상적인 제어 흐름용으로 쓰여선 안 된다.

상태 검사 메섣, 옵셔널, 특정 값 중 하나를 선택 하는 지침

1) 외부 동기화 없이 여러 스레드가 동시에 접근할 수 있거나 상태가 변할 수 있으면 옵셔널이나 특정값. 상태 검사 메서드와 의존적 메서드 사이에 객체 상태가 변할 수 있음.

2) 성능이 중요한 상황에서는 **상태 검사 메서드**가 **상태 의존적 메서드**의 작업 일부를 중복 수행한다면 옵셔널이나 특정값 선택

3) 다른 모든 경우엔 상태 검사 메서드 방식이 조금 더 낫다. 가독성이 좋고, 잘못 사용했을 때, 발견하기 쉽다.

상태 검사 메서드 호출을 깜빡 잊었다면 상태 의존적 메서드가 예외를 던져 버그를 드러낼 것이다.

**ITEM70 복구할 수 있는 상황에는 검사 예외를, 프로그래밍 오류에는 런타임 예외를 사용하라**

-호출하는 쪽에서 복구하리라 여겨지는 상황이라면 검사 예외를 사용하라. (검사/비검사 예외를 구분하는 기본 규칙)

-비검사 throwable은 두 가지로, 런타임 예외와 에러다. 이 둘은 프로그램에서 잡을 필요가 없거나 혹은 통상적으로 잡지 말아야 한다.

-프로그래밍 오류를 나타날 때는 런타임 예외를 사용하자.

-확신하기 어렵다면 비검사 예외를 선택하자.

-에러는 보통 JVM 자원부족, 불변식 꺠짐 등 더 이상 수행을 계속할 수 없는 상황

-Error 클래스의 하위 클래스를 만들지 말자, 비검사 throwable은 모두 RuntimeException의 하위 클래스여야 한다.

-검사 예외는 일반적으로 복구할 수 있는 조건일 때 발생하기 떄문에, 호출자가 예외 상황에서 벗어나는 데 필요한 정보를 알려주는 메서드를 함께 제공하는 것이 중요하다.

**Throwable 구조**
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**AssertException**

public static void main(String[] args) {  
  
 int num = -1;  
 assert num > 0;  
}

🡺java option –ea | -enableassertions 사용해야됨
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**ITEM71 필요 없는 검사 예외 사용은 피하라**

검사 예외를 회피하는 가장 쉬운 방법은 적절한 결과 타입을 담은 옵셔널을 반환하는 것이다.

옵셔널의 단점이라면 에외가 발생한 이유를 알려주는 부가 정보를 담을 수 없다.

반면 예외를 사용하면 구체적인 예외 타입과 그 타입이 제공하는 메서드들을 활용해 부가 정보를 제공할 수 있다.

**ITEM72 표준 예외를 사용하라**

표준 예외를 사용하면 내가 만든 API가 다른 사람이 익히고 사용하기 쉬워진다.

Exception, RuntimeException, Throwable, Error는 직접 재사용하지 말자.

**주로 사용되는 예외**

|  |  |
| --- | --- |
| 예외 | 주요 쓰임 |
| IllegalArgumentException | 허용하지 않는 값이 인수로 건네졌을 때  (null은 따로 NullPointerException) |
| IllegalStateException | 객체가 메서드를 수행하기에 적절하지 않은 상태일 때 |
| NullPointerException | Null을 허용하지 않는 메서드에 null을 건넸을 때 |
| IndexOutOfBoundsException | 인덱스가 범위를 넘어섰을 때 |
| ConcurrentModificationException | 허용하지 않은 동시 수정이 발견되었을 때 |
| UnsupportedOperationException | 호출한 메서드를 지원하지 않을 때 |

예외는 직렬화할 수 있다.

🡺커스텀 예외는 부담이 많이 다르니 새로 만들지 않아야 할 근거로 충분

**ITEM73 추상화 수준에 맞는 예외를 던지라**

상위 계층에서는 저수준 예외를 잡아 자신의 추상화 수준에 맞는 예외로 바꿔 던져야 한다.

**ITEM74 메서드가 던지는 모든 예외를 문서화하라**

검사 예외는 항상 따로따로 선언하고, 각 예외가 발생하는 상황을 자바독의 @throws 태그를 사용하여 정확히 문서화하자.

메서드가 던질 수 있는 예외를 각각 @throws 태그로 문서화하되, 비검사 예외는 메서드 선언의 throws 목록에 넣지 말자.

한 클래스에 정의된 많은 메서드가 같은 이유로 같은 예외를 던진다면 그 예외를 클래스 설명에 추가하는 방법도 있다.

**ITEM75 예외의 상세 메시지에 실패 관련 정보를 담으라**

실패 순간을 포착하려면 발생한 예외에 관여된 모든 매개변수와 필드의 값을 실패 메시지에 담아야 한다.

최종 사용자 : 친절한 안내 메시지

예외 메시지 : 가독성 보다는 담긴 내용이 훨씬 중요

**IndexOutOfBoundsException**

public IndexOutOfBoundsException(int index) {  
 super("Index out of range: " + index);  
}

🡺java9 부터 현재 index를 받는 생성자가 추가되었다. 하지만 최솟값과 최댓값은 받지 않는다.

**ITEM76 가능한 한 실패 원자적으로 만들라**

호출된 메서드가 실패하더라도 해당 객체는 메서드 호출 전 상태를 유지해야 한다. (실패 원자적)

실패 원자적 만든 방법

1) 불변 객체로 설계

2) 가변 객체의 메서드는 수행에 앞서 매개변수의 유효성을 검사한다.

**Stack.pop**

public Object pop() {  
 if (size == 0)  
 throw new EmptyStackException();  
 Object result = elements[--size];  
 elements[size] = null;  
 return result;  
}

3) 객체의 임시 복사본에서 작업을 수행한 다음, 작업이 성공적으로 완료되면 원래 객체와 교체하는 것이다.

4) 작업 도중 발생하는 실패를 가로채는 복구 코드를 작성하여 작업 전 상태로 되돌리는 방법이다.

**ITEM77 예외를 무시하지 마라**

catch 블록을 비워두면 예외가 존재할 이유가 없어진다.

**CHAPTER11**

**ITEM78 공유 중인 가변 데이터는 동기화해 사용해라**

동기화 없이는 한 스레드가 만든 변화를 다른 스레드에서 확인하지 못할 수 있다.

명세상 long과 double 외의 변수를 읽고 쓰는 동작은 원자적(atomic)이다. 여러 스레드가 같은 변수를 동기화 없이 수정하는 중이라도, 값을 온전히 읽어옴을 보장

성능을 높이려면 원자적 데이터를 읽고 쓸 때는 동기화 하지 말아야 되나?

🡺잘못된 생각… 스레드가 필드를 읽을 때 항상 ‘수정이 완전히 반영된’ 값을 얻는다고 보장.

하지만 한 스레드가 저장한 값이 다른 스레드에게 ‘보이는가’는 보장하지 않는다.

public class StopThread {  
 private static boolean *stopRequested*;  
  
 public static void main(String[] args) throws InterruptedException {  
 Thread backgroundThread = new Thread(() -> {  
 int i = 0;  
 while (!*stopRequested*) {  
 i++;  
 }  
 });  
 backgroundThread.start();  
  
 TimeUnit.*SECONDS*.sleep(1);  
 *stopRequested* = true;  
 }  
}

🡺실행하면 종료되지 않는다.

동기화하지 않으면 메인 스레드가 수정한 값을 백그라운드 스레드가 언제쯤에나 보게 될지 보증할 수 없다.

public class StopThread {  
 private static boolean *stopRequested*;  
  
 private static synchronized void requestStop() {  
 *stopRequested* = true;  
 }  
  
 private static synchronized boolean stopRequested() {  
 return *stopRequested*;  
 }  
  
 public static void main(String[] args) throws InterruptedException {  
 Thread backgroundThread = new Thread(() -> {  
 int i = 0;  
 while (!*stopRequested*()) {  
 i++;  
 }  
 });  
 backgroundThread.start();  
  
 TimeUnit.*SECONDS*.sleep(1);  
 *requestStop*();  
 }  
}

🡺정상적으로 1초 후에 종료 된다. (Lock 방식)

쓰기 메서드와 읽기 메서드 모두를 동기화 했다.

쓰기와 읽기 모두가 동기화되지 않으면 동작을 보장하지 않는다.

// 동기화가 필요하다.  
private static volatile int *nextSerialNumber* = 0;  
  
public static int generateSerialNumber() {  
 return *nextSerialNumber*++;  
}

🡺증가 연산자로 인해 동기화가 필요하다.

코드상은 하나지만 실제로는 nextSerialNumber 필드에 두 번 접근한다.

private static final AtomicLong *nextSerialNum* = new AtomicLong();  
  
public static long generateSerialNumber() {  
 return *nextSerialNum*.getAndIncrement();  
}

🡺 Atomic은 CAS(Compare-And-Swap) 방식으로 락 없이도 스레드 안전한 프로그래밍을 할 수 있다.

@HotSpotIntrinsicCandidate  
public final long getAndAddLong(Object o, long offset, long delta) {  
 long v;  
 do {  
 v = getLongVolatile(o, offset);  
 } while (!weakCompareAndSetLong(o, offset, v, v + delta));  
 return v;  
}

🡺AtomicLong 내부를 보면 while 돌면서 기존 상태값이랑 같을 때 까지 재시도 한다.

**결론 : 가변 데이터는 단일 스레드에서만 사용하자.**

**ITEM79 과도한 동기화는 피하라**

응답 불가와 안전 실패를 피하려면 동기화 메서드나 동기화 블록 안에서는 제어를 절대로 클라이언트에 양도하면 안 된다.

가변 클래스를 작성하려면 두가지를 따르자

1) 동기화를 전혀 하지 말고, 그 클래스를 동시에 사용해야 하는 클래스가 외부에서 알아서 동기화 하게 한다.

2) 동기화를 내부에서 수행해 스레드 안전한 클래스로 만들자

**ITEM80 스레드보다는 실행자, 테스크, 스트림을 애용하라**

**실행자 서비스 기능 (ExecutorService)**

-특정 태스크가 완료되기를 기다린다. (get)

-태스크 모음 중 아무것 하나(invokeAny 메서드) 혹은 모든 테스크(invokeAll 메서드)가 완료되기를 기다린다.

-실행자 서비스가 종료하기를 기다린다. (awaitTermination)

-완료된 태스크들의 결과를 차례로 받는다. (ExecutorCompletionService)

-태스크를 특정 시간에 혹은 주기적으로 실행하게 한다 (ScheduledThreadPoolExecutor)

**Executors.newFixedThreadPool(int nThreads);**

-스레드 최대 개수 제한

**Executors.newCachedThreadPool();**

-스레드 수 제한 없음

**Executors.newSingleThreadExecutor();**

-단일 스레드로 동작

**Executors.newScheduledThreadPool(int corePoolSize);**

-일정시간 이후에 실행

**태스크**

Runnable, Callable(Callable은 Runnable과 비슷하지만 값을 반환하고 임의의 예뢰를 던짐)

태스크를 수행하는 일반적인 매커니즘이 바로 실행자 서비스다.

**스트림 (병렬스트림)**

ForkJointPool 로 구성되어 있다.

**ITEM81 wait와 notify보다는 동시성 유틸리티를 애용하라**

Java.util.concurrent의 고수준 유틸리티는 세 범주로 나눌 수 있다.

1) 실행자 프레임워크

2) 동시성 컬렉션(concurrent collection)

3) 동기화 장치(synchronizer)

**동시성 컬렉션**

동시성 컬렉션은 List, Queue, Map 같은 표준 컬렉션 인터페이스에 동시성을 가미해 구현한 고성능 컬렉션이다.

동시성 컬렉션은 동기화한 컬렉션을 낡은 유산으로 만들어버렸다.

(ex Conllections.synchronizedMap)

**작업 큐(생산자-소비자 큐)**

하나 이상의 생산자(producer) 스레드가 작업(work)을 큐에 추가하고, 하나 이상의 소비자(consumer) 스레드가 큐에 있는 작업을 꺼내 처리하는 형태다.

**동기화 장치**

동기화 장치는 스레드가 다른 스레드를 기다릴 수 있게 하여, 서로 작업을 조율할 수 있게 해준다.

**CountDownLatch, Semaphore**가 주로 쓰이고 **CyclicBarrier와 Exchanger**는 좀 덜 쓰인다. 그리고 가장 강력한 동기화 장치는 **Phaser**다.

**CountDownLatch**

하나 이상의 스레드가 또 다른 하나 이상의 스레드 작업이 끝날 때까지 기다리게 한다.

**스레드가 깨어날 수 있는 몇 가지 상황**

-스레드가 notify를 호출한 다음 대기 중이던 스레드가 깨어나는 사이에 다른 스레드가 락을 얻어 그 락이 보호하는 상태를 변경

-조건이 만족되지 않았음에도 다른 스레드가 실수로 혹은 악의적으로 notify를 호출한다. 외부에 노출된 객체의 동기화된 메서드 안에서 호출하는 wait는 모두 이 문제에 영향을 받는다.

-꺠우는 스레드는 지나치게 관대해서, 대기 중인 스레드 중 일부만 조건이 충족되어도 notifyAll을 호출해 모든 스레드를 깨울 수도 있다.

-대기 중인 스레드가(드물게) notify 없이도 깨어나는 경우가 있다. 허위 각성 이라는 현상이다.

**ITEM81 스레드 안전성 수준을 문서화하라**

멀티스레드 환경에서도 API를 안전하게 사용하려면 클래스가 지원하는 스레드 안정성 수준을 정확히 명시해야 한다.

**스레드 안전성 높은순**

1) 불변(immutable) : 이 클래스의 인스턴스는 상수 같아서 외부 동기화도 필요 없다.

(String, Long, BigInteger)

2) 무조건적 스레드 안전(unconditionally thread-safe) : 이 클래스의 인스턴스는 수정될 수 있으나, 내부에서 충실히 동기화하여 별도의 외부 동기화 없이 동시에 사용해도 안전하다.

(AtomicLong, ConcurrentHashMap)

3) 조건부 스레드 안전(conditionally thread-safe) : 무조건적 스레드 안전과 같으나, 일부 메서드는 동시에 사용하려면 외부 동기화가 필요하다. (Collections.synchronized)

4) 스레드에 안전하지 않음(not thread-safe) : 이 클래스의 인스턴스는 수정될 수 있다. 동시에 사용하려면 각각의 메서드 호출을 클라이언트가 선택한 외부 동기화 메커니즘으로 감싸야 한다.

(ArrayList, HashMap)

5) 스레드 적대적(thread-hostile) : 외부 동기화로 감싸더라도 멀티스레드 환경에서 안전하지 않다.

일반적으로 정적 데이터를 아무 동기화 없이 수정한다.

**Collections.synchorizedMap**

*\* It is imperative that the user manually synchronize on the returned  
\* map when traversing any of its collection views via {****@link*** *Iterator},  
\* {****@link*** *Spliterator} or {****@link*** *Stream}:  
\* <pre>  
\* Map m = Collections.synchronizedMap(new HashMap());  
\* ...  
\* Set s = m.keySet(); // Needn't be in synchronized block  
\* ...  
\* synchronized (m) { // Synchronizing on m, not s!  
\* Iterator i = s.iterator(); // Must be in synchronized block  
\* while (i.hasNext())  
\* foo(i.next());  
\* }*

🡺반환 타입만으로 명확히 알 수 없는 정적 팩터리라면 자신이 반환하는 객체의 스레드 안전성을 반드시 문서화 한다.

클래스의 스레드 안전성은 보통 클래스의 문서화 주석에 기재.

독특한 특성의 메서드라면 해당 메서드의 주석에 기재.

synchronized 한정자는 문서화와 관련이 없다.