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***Solution of one variable***

**Bisection Method:**

Introduction:

The bisection method is one of the techniques to find the root value of the polynomial equation. This method follows the principle of intermediate theorem which states “*An equation f(x)=0 is a real continuous function, has at least one root between and if f ()f()<0.* So, in this method we shall take two points as an initial guess such that both the points are used in function and product of those function is a negative number.

.

.

Algorithm:

1. Choose two points as an initial guess. Consider these initial guess as and such that f()f()<0 this means f(x) changes their sign between and .
2. Now find the midpoint () of the points as = and find the value of function at .
3. Then check the following
4. If f ()f()<0 then the root is in between . Thus .
5. If then the root value is in between .
6. If then the root value is .
7. Now find the absolute relative approximation error after every iteration as

where

.

.

1. Compare the absolute relative approximate error with the given tolerance .

* If then repeat the algorithm from 2nd step.
* If then stop the algorithm.

Advantages:

* It is convergent.
* Root bracket gets halved with each iteration.

Disadvantages:

* This method is slow convergence.
* If one of the initial guesses is close to the root, the convergence is slower.
* If function f (x) does not touches the x-axis then it is unable to find the root e.g.
* Function changes sign but root does not exist e.g.

Example:

Let

So,

As, so according to theorem there exist at least one root between 0 and 1.
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![](data:image/png;base64,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)

Iteration 1:

.

.

= 0.5

.

.

.

Hence, the root lies between 0.5 and 1

Iteration 2:

.

.

As,

So,

Hence, the root lies between 0.5 and 0.75.

Absolute Relative approximation error:

The number of significant digits at least correct is given by the largest value or m for which

So, number of significant digits at least correct in the root at the end is 2.

Table:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| iteration | 1st initial guess=a | 2nd initial guess=b | F(a) | F(b) | D=(a+b)/2 | F(d) | Error |
| 1. | 0 | 1 | -6 | 2 | 0.5 | -0.625 | - |
| 2. | 0.5 | 1 | -0.625 | 2 | 0.75 | 0.9843 | 33.33% |
| 3. | 0.5 | 0.75 | -0.625 | 0.9844 | 0.625 | 0.2597 | 20% |
| 4. | 0.5 | 0.625 | -0.625 | 0.2598 | 0.5625 | -0.1618 | 11.11% |
| 5. | 0.5625 | 0.625 | -0.1618 | 0.2598 | 0.5938 | 0.0543 | 5.2711% |
| 6. | 0.5625 | 0.5938 | -0.1618 | 0.0544 | 0.5781 | -0.0524 | 2.7157% |
| 7. | 0.5781 | 0.5938 | -0.0524 | 0.0544 | 0.5859 | 0.0007 | 1.3312% |
| 8. | 0.5781 | 0.5859 | -0.0524 | 0.0007 | 0.582 | -0.0259 | 0.6701% |
| 9. | 0.582 | 0.5859 | -0.0259 | 0.0007 | 0.5839 | -0.0125 | 0.3253% |
| 10. | 0.5839 | 0.5859 | -0.0125 | 0.0007 | 0.5849 | -0.00605 | 0.1709% |
| 11. | 0.5849 | 0.5859 | -0.0060 | 0.0007 | 0.5854 | -0.00263 | 0.0854% |
| 12. | 0.5854 | 0.5859 | -0.0026 | 0.0007 | 0.5856 | -0.0001 | 0.0341% |
| 13. | 0.5856 | 0.5859 | -0.0001 | 0.0007 | 0.5857 | -0.0005 | 0.01707% |
| 14. | 0.5857 | 0.5859 | -0.0005 | 0.0007 | 0.5858 | 0.000009 | 0.01707% |
| 15. | 0.5857 | 0.5858 | -0.0005 | 0.00009 | 0.58575 | -0.00024 | 0.0085% |
| 16.. | 0.58575 | 0.5858 | -0.0002 | 0.00009 | 0.58578 | -0.00001 | 0.0051% |
| 17. | 0.58578 | 0.5858 | -0.00001 | 0.00009 | 0.58578 | -0.000004 | 0.0051% |
| 18. | 0.58578 | 0.5858 | -0.000004 | 0.00009 | 0.58579 | 0.00002 | 0.0017% |
| 19. | 0.58578 | 0.58579 | -0.000004 | 0.00002 | 0.58579 | -0.000009 | 0.00001% |

So, the root value = 0.58579.

Code:

from math import sin

def bisection (x0, x1, e):

step = 1

condition = True

while condition:

x2 = (x0+x1)/2

print ('iteration %d, x2 = %0.6f and f(x2)= %0.6f' %(step,x2,f(x2)))

if f(x0) \* f(x2) < 0:

x1 = x2

else:

x0 = x2

step = step +1

condition = abs(f(x2)) > e

print ('root is: %0.8f '%x2)

# return x2

def f(x):

return x\*\*3-7\*x\*\*2+14\*x-6

x0 = float (input ('first guess: '))

x1 = float (input ('second guess: '))

e = float (input ('tolerance: '))

if f(x0) \* f(x1) > 0.0:

print ('given guess values do not bracket the root')

else:

root = bisection (x0, x1, e)

Output:

first guess: 0

second guess: 1

tolerance: 0.00001

iteration 1, x2 = 0.500000 and f(x2) = -0.625000

iteration 2, x2 = 0.750000 and f(x2) = 0.984375

iteration 3, x2 = 0.625000 and f(x2) = 0.259766

iteration 4, x2 = 0.562500 and f(x2) = -0.161865

iteration 5, x2 = 0.593750 and f(x2) = 0.054047

iteration 6, x2 = 0.578125 and f(x2) = -0.052624

iteration 7, x2 = 0.585938 and f(x2) = 0.001031

iteration 8, x2 = 0.582031 and f(x2) = -0.025716

iteration 9, x2 = 0.583984 and f(x2) = -0.012322

iteration 10, x2 = 0.584961 and f(x2) = -0.005640

iteration 11, x2 = 0.585449 and f(x2) = -0.002303

iteration 12, x2 = 0.585693 and f(x2) = -0.000636

iteration 13, x2 = 0.585815 and f(x2) = 0.000198

iteration 14, x2 = 0.585754 and f(x2) = -0.000219

iteration 15, x2 = 0.585785 and f(x2) = -0.000010

iteration 16, x2 = 0.585800 and f(x2) = 0.000094

iteration 17, x2 = 0.585793 and f(x2) = 0.000042

iteration 18, x2 = 0.585789 and f(x2) = 0.000016

iteration 19, x2 = 0.585787 and f(x2) = 0.000003

root is :0.58578682

**False position method:**

Introduction:

False position method is also called regula falsi method is another technique of solving equation in one variable. In this method we start finding the root by taking two initial guesses.

**Derivation:**

Where,

1st initial guess.

2nd initial guess.

.

Is the required formula for calculating the root value in false position method.

Algorithm:

1. Choose two points as an initial guess. Consider these initial guess as and .
2. Now find the root value () as
3. Then check the following
4. If f ()f()<0 then the root is in between . Thus .
5. If then the root value is in between .
6. If then the root value is .
7. Now find the absolute relative approximation error after every iteration as

where

.

.

1. Compare the absolute relative approximate error with the given tolerance .

* If then repeat the algorithm from 2nd step.
* If then stop the algorithm.

Example:

Consider a function

where

As, so according to theorem there exist at least one root between 0 and 1.

Graph:
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Iteration 1:

Putting values

Since, so

Iteration 2:

Since,

Absolute approximation error:

Table:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| iteration | 1st initial guess =a | 2nd initial guess =b | F(a) | F(b) | D=(bf(a)-af(b))/(f(a)-f(b)) | F(d) | Error |
| 1. | 0 | 1 | -6 | 2 | 0.75 | 0.9843 | - |
| 2. | 0 | 0.75 | -6 | 0.9843 | 0.6443 | 0.3819 | 16.405% |
| 3. | 0 | 0.6443 | -6 | 0.3819 | 0.6057 | 0.1343 | 6.3727% |
| 4. | 0 | 0.6057 | -6 | 0.1343 | 0.5925 | 0.0455 | 2.2278% |
| 5. | 0 | 0.5925 | -6 | 0.0455 | 0.5880 | 0.0153 | 0.7594% |
| 6. | 0 | 0.5880 | -6 | 0.0153 | 0.5865 | 0.0048 | 0.2557% |
| 7. | 0 | 0.5865 | -6 | 0.0048 | 0.5860 | 0.0016 | 0.0853% |
| 8. | 0 | 0.5860 | -6 | 0.0016 | 0.5858 | 0.0009 | 0.0341% |
| 9. | 0 | 0.5858 | -6 | 0.0009 | 0.5858 | 0.0009 | 0.0000% |

So, the root value

Code:

from math import sin

def reg\_falsi (f, x1, x2, tol=1.0e-6, maxfpos=100):

if f(x1) \* f(x2) <0:

for fpos in range (1, maxfpos+1):

xh = x2 - (x2-x1)/(f(x2)-f(x1)) \* f(x2)

if abs(f(xh)) < tol:

break

elif f(x1) \* f(xh) < 0:

x2 = xh

else:

x1 = xh

else:

print ('No roots exists within the given interval')

return xh, fpos

y = lambda x: x\*\*3-7\*x\*\*2+14\*x-6

x1 = float (input ('enter x1: '))

x2 = float (input ('enter x2: '))

r, n = reg\_falsi (y, x1, x2)

print ('The root = %f at %d false position'% (r, n))

Output:

enter x1: 0

enter x2: 1

The root = 0.585787 at 14 false position

**Newton Raphson method:**

Introduction:

Newton Raphson method is one of the techniques of solving polynomial equation. It is quadratically convergent when get approach to the root value.

Algorithm:

1. Find the first derivative of the function.
2. Consider the initial guess and find the new estimate value as
3. Now find the absolute relative approximation error after every iteration as

where

.

.

1. Compare the absolute relative approximate error with the given tolerance .

* If then repeat the algorithm from 2nd step.
* If then stop the algorithm.

Advantages:

* This method is converging fast to the root value.
* At the start only one initial guess is required.

Disadvantages:

* If the initial guess is selected near the inflection point of the function then the function starts diverges away from the root.
* The initial value on which the value of the derivative of the function equal to zero are not allowed because division by zero is undefined.
* If initial guess is chosen near the root value then sometimes it may jump to another root value.

Example:

Consider a function

Graph:
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Iteration 1:

Let

By Newton Raphson method,

Here,

Absolute approximation error:

Table:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| iteration |  | A= | B= | D= | Error |
| 1. | 5 | 14 | 19 | 4.2631 | 17.2855% |
| 2. | 4.2631 | 3.9429 | 8.8386 | 3.8169 | 11.6901% |
| 3. | 3.8169 | 1.0629 | 4.2695 | 3.5679 | 6.9789% |
| 4. | 3.5679 | 0.2603 | 2.2391 | 3.4516 | 3.3694% |
| 5. | 3.4516 | 0.0483 | 1.4182 | 3.4174 | 1.0007% |
| 6. | 3.4174 | 0.0037 | 1.1922 | 3.4142 | 0.0937% |
| 7. | 3.4142 | -0.0015 | 1.1715 | 3.4142 | 0.0000% |

So, the root value

Code:

from math import sin

def newton (fn, dfn, x, tol, maxiter):

for i in range(maxiter):

xnew = x - fn(x)/dfn(x)

if abs(xnew-x) <tol:

break

x = xnew

return xnew, i

y = lambda x: x\*\*3-7\*x\*\*2+14\*x-6

dy = lambda x: 3\*x\*\*2-14\*x+14

x, n = newton (y, dy, 5, 0.0001, 100)

print ('the root is %.3f at %d iterations.'% (x, n))

Output:

the root is 3.414 at 6 iterations.

**Secant method:**

Introduction:

The secant method is a technique in which a series of roots of secant lines are used to find the root values of functions.

Derivation:

Algorithm:

1. Consider two initial guesses as and
2. Now find the estimate value as
3. Now find the absolute relative approximation error after every iteration as

where

.

.

1. Compare the absolute relative approximate error with the given tolerance .

* If then repeat the algorithm from 2nd step.
* If then stop the algorithm.

Advantages:

* This method is converging fast to the root value.
* Without bracket the root it requires two initial guesses.

Disadvantages:

* As division by zero is undefined so in this method if we such value in which subtraction of function on these values is equal to zero then it gives error.
* If initial guess is chosen near the root value then sometimes it may jump to another root value.

Example:

Consider a function

Let the initial guesses are

Graph:
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Iteration 1:

In secant method root value is given as

Here,

Then

Absolute approximation error:

Table:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| iteration | 1st initial guess= | 2nd initial guess= |  |  |  |  | Error |
| 1. | 0 | 1 | 4 | -3 | 0.5714 | -0.2447 | 75% |
| 2. | 0 | 0.5714 | 4 | -0.2447 | 0.5385 | -0.0177 | 6.109% |
| 3. | 0 | 0.5385 | 4 | -0.0177 | 0.5361 | -0.0013 | 0.447% |
| 4. | 0 | 0.5361 | 4 | -0.0013 | 0.5359 | -0.0001 | 0.037% |
| 5. | 0 | 0.5359 | 4 | -0.0001 | 0.5359 | -0.0001 | 0.000% |

So, the root value is 0.5359.

Code:

from math import sin

def secant (fn, x1, x2, tol, maxiter):

for i in range(maxiter):

xnew = x2 - (x2-x1)/(fn(x2)-fn(x1))\*fn(x2)

if abs(xnew-x2) < tol:

break

else:

x1 = x2

x2 = xnew

else:

print ('warning: Maximum number of iterations is reached')

return xnew, i

y = lambda x: x\*\*2-8\*x+4

x1 = float (input ('enter x1: '))

x2 = float (input ('enter x2: '))

r, n = secant (y, x1, x2, 1.0e-6, 100)

print ('Root = %f at %d iterations'% (r, n))

Output:

enter x1: 0

enter x2: 1

Root = 0.535898 at 4 iterations

**Fix point iteration method:**

Introduction:

A fixed point for a function is a number at which the function does change its value when the function is applied. Here the number p is considered as the fixed point of the function g.

Convergence:

The convergence of fixed point is based on existence and uniqueness theorem. According to this theorem:

* If g ∈ C [a, b] and g(x) ∈ [a, b] for all x ∈ [a, b], then g has at least one fixed point in [a, b].
* If, in addition, g’(x) exists on (a, b) and a positive constant k < 1 exists with |g (x)| ≤ k, for all x ∈ (a, b), then there is exactly one fixed point in [a, b].

Then, for any number in [a, b], the sequence defined by

Converges to the unique fixed-point p in [a, b].

Algorithm:

* choose some function and make it in the form of such that is continuous.
* Now take some initial guess as value of x.
* Use x in the function .
* Calculate the error after every iteration as

Where,

.

.

* Compare the absolute relative approximate error with the given tolerance .
* If then repeat the algorithm from 3rd step.
* If then stop the algorithm.

Advantages:

* Fixed point iteration method is easier to solve.
* It is a good root finding strategy.
* Converges fast.

Example:

Consider the function

After splitting in the form

Since is continuous

Take the initial guess as

Graph:
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Iteration 1:

Iteration 2:

Absolute approximation error:

Table:

|  |  |  |  |
| --- | --- | --- | --- |
| iteration | A | F (a) | error |
| 1. | 0.25 | 1 | - |
| 2. | 1 | 0.9998 | 75% |
| 3. | 0.9998 | 0.9998 | 0.02% |
| 4. | 0.9998 | 0.9998 | 0% |

***Direct methods for solving linear system***

**Gauss elimination method:**

There are two method use to solve gauss elimination method that are list below;

1. Pivot elimination method
2. Matrix transformation

*Pivot elimination method:*

In this method first select the equation as a pivot equation which have largest coefficient. By applying several operations on the pivot equation find the values of the unknown variables.

Example:

Consider the system of equation

In this system the pivot equation is 1st equation for x because it has the largest x coefficient which is

Multiplying equation (1) by

Subtracting equation (2) by (4)

Multiplying equation (1) by

Subtracting equation (3) by (6)

Now from the equation (1), (5) and (7) the system of equation becomes

In this system the pivot equation is 5th equation for y because it has the largest y coefficient which is

Multiplying equation (5) by

Subtracting equation (7) by (8)

Putting the value of z in equation (5) we get

By putting the value of y and z in equation (1) we get

Solution set

*Matrix transformation:*

In this elimination method matrix is transform into upper triangular matrix to find the value of unknown variables.

Example:

Let us consider a linear system of equation

First convert it in the form of Ax=b

Where , and

So, the matrix that is used to form upper triangular matrix

First Interchange row1 and row3

Then

Then

Then

Hence,

Solution set

These results show that solving the same system of linear equation using both types of elimination method gives the same answers.

***Iterative techniques in matrix algebra:***

**Norm of a vector:**

A function on defined on mapping of is said to be vector norm if it satisfies the following properties;

There are some common norms which are given below:

* The norm is given by
* The norm or Euclidean norm is given by
* The norm or max norm is given by

**Matrix norm:**

A matrix norm on the set of all matrices is a real valued function defined on the set A and B such that

* is a null set.

Theorem:

If is a vector norm on then

Is a matrix norm, natural norm or induced matrix norm. This describes a stretchiness of the matrix.

**Eigenvalue:**

The eigenvalue of a matrix A is defined as

Where,

is the identity matrix

is eigenvalue of the matrix A.

**Eigenvector:**

The eigenvector corresponding to that eigenvalue of the matrix A which satisfies that for every .

**Spectral radius:**

The spectral radius of matrix A is denoted by and is defined as

Where, is the eigenvalue of the matrix A.

Theorem:

If A is an matrix then

* for any natural norm

**Convergence:**

Convergences of n-dimensional vectors are in is said to be converges to with respect to the norm if for any there exist any integer such that

A matrix is convergent when

Where

***Iterative Methods:***

The method that have discussed are not suitable for solving large number of systems of linear equations. Iterative method is very useful for a computer storage and also manages the time.

Some of the advantages of iterative system are:

* Less calculation is required to solve a large matrix in less time.
* As compared to elimination method the approximation error is less.
* These methods work on the self-correction technique if an error is made.
* In computer these methods use less memory.
* These are quicker and easier to use in case of large matrix.

There are two iterative methods which are as follow;

1. Jacobi method
2. Gauss-Seidel method

**Gauss Jacobi method:**

Jacobi method is one method to solve linear equation of the system. The system written in form of matrix as Ax=b must have a unique solution and have a non-zero diagonal entries. This method only possible when the is strictly dominant which means the magnitude of the diagonal entries must be greater than the sum of other entries of that row. If the matrix is not dominant then make it dominant by interchanging the rows.

Algorithm:

* Write system of equation in the form of Ax=b as
* We have to find the value of as

Similarly,

* Find the error of approximation as

Example:

Consider the system of linear equation

The matrix is strictly dominant because magnitude of all the diagonal entries are greater than the sum of all other entries of the corresponding rows.

Then,

Initially at

Iteration 1:

Iteration 2:

Error:

Table:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| n | K=1 | K=2 | K=3 | K=4 | K=5 | K=6 |
|  | 0 | 1.3333 | 0.641 | 1.1316 | 0.8739 | 0.9946 |
|  | 0 | 1.2 | 0.505 | 0.7686 | 0.6254 | 0.7723 |
|  | 0 | 0.875 | 0.1 | 0.6096 | 0.3909 | 0.3909 |

**Gauss-Seidel method:**

This method is similar to the Jacobi method but the only difference is that it has use the updated values to find the other value for example,

Similarly,

As in the first equation value of find by using previous value of other variable in the equation and in 2nd equation value of is used which we find in first equation. Similarly, is the case for last equation where all the new value of the variable is used.

Example:

Consider the system of linear equation

The matrix is strictly dominant because magnitude of all the diagonal entries are greater than the sum of all other entries of the corresponding rows.

Then,

Iteration 1:

Initially at

Iteration 2:

Error:

Table:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| n | K=1 | K=2 | K=3 | K=4 | K=5 | K=6 |
|  | 0.0000 | 1.3333 | 1.0417 | 0.9865 | 0.9786 | 0.9778 |
|  | 0.0000 | 0.6667 | 0.7416 | 0.7456 | 0.7448 | 0.7445 |
|  | 0.0000 | 0.2083 | 0.2989 | 0.3186 | 0.3218 | 0.3222 |

**Successive over relaxation method:**

Introduction:

Successive over relaxation is another method to solve the iterative problems. In short it is called as SOR method. There is one parameter as (w) is used which is equal to

Where, is the spectral radius which is given as

There are some conditions for w:

* If this method is converted into Gauss-Seidel method.
* If it is known as Over relaxation method.
* If it known as Under relaxation method.
* The domain of w lies between the interval . Only in this interval this method is converges otherwise diverges.

General formula for SOR method is given as

Example:

Consider the system of linear equation with w=1.45

The matrix is strictly dominant because magnitude of all the diagonal entries are greater than the sum of all other entries of the corresponding rows.

Then,

The matrix form Ax=b is

Iteration 1:

Table:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | K=1 | K=2 | K=3 | K=4 | K=5 | K=6 |
|  | 1.6667 | 0.9289 | 1.1770 | 1.2181 | 0.9808 | 0.9614 |
|  | 0.6665 | 0.2489 | 0.7570 | 0.6483 | 0.7808 | 0.7433 |
|  | 0.1042 | 0.3689 | 0.2132 | 0.2668 | 0.3233 | 0.3299 |

***Interpolation and Polynomial Approximation***

**Newton backward difference method:**

Let are the given points. Using technique of newton backward difference, it is solved through table as

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  |  |  |  |
|  |  |  |  |  |
|  |  |  |  |  |
|  |  |  |  |  |
|  |  |  |  |  |

Let be the intervals then

Where,

is the distance between two consecutive points

is the backward difference operator

for any point backward difference of the function is given as

Example:

Consider the points

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  |  |  |  |
|  |  |  |  |  |

Find by using backward difference method.

Solution:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  |  |  |  |
|  |  |  |  |  |
|  |  |  |  |  |
|  |  |  |  |  |
|  |  |  |  |  |

As 1.5 is between the first interval so,

**Newton forward difference method:**

Let are the given points. Using technique of newton forward difference, it is solved through table as

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  |  |  |  |
|  |  |  |  |  |
|  |  |  |  |  |
|  |  |  |  |  |
|  |  |  |  |  |

Let be the intervals then

Where,

is the distance between two consecutive points

is the forward difference operator

For any point forward difference of the function is given as

Example:

Consider the points

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  |  |  |  |
|  |  |  |  |  |

Find by using forward difference method

Solution:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  |  |  |  |
|  |  |  |  |  |
|  |  |  |  |  |
|  |  |  |  |  |
|  |  |  |  |  |

**Newton central difference method:**

Let are the given points. Using technique of newton central difference, it is solved through table as

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  |  |  |  |
|  |  |  |  |  |
|  |  |  |  |  |
|  |  |  |  |  |
|  |  |  |  |  |

Let be the intervals then

Where,

is the distance between two consecutive points

is the average operator which is given as

For any point forward difference of the function is given as

Example:

Consider the points

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  |  |  |  |
|  |  |  |  |  |

Find by using central difference method

Solution:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  |  |  |  |
|  |  |  |  |  |
|  |  |  |  |  |
|  |  |  |  |  |
|  |  |  |  |  |

Code:

import numpy as np

f=lambda x:0.1\*x\*\*5-0.2\*x\*\*3+0.1\*x-0.2

x=0.1

h=0.1

df1 = 0.09405

df2 = -0.118

print ("\t f'(x)\t\t err\t\t f''(x)\t\t err")

#forward difference

dff1 = (f(x+h)- f(x))/h

dff2 = (f(x+2\*h) - 2\*f(x+h) + f(x))/h\*\*2

print ("FFD\t% f\t% f\t% f\t% f"% (dff1, dff1-df1, dff2, dff2-df2))

#backward difference

dff1 = (f(x+h)- f(x+h))/h

dff2 = (f(x) - 2\*f(x+h) + f(x-2\*h))/h\*\*2

print ("BFD\t% f\t% f\t% f\t% f"% (dff1, dff1-df1, dff2, dff2-df2))

#central difference

dff1 = (f(x+h)- f(x+h))/2\*h

dff2 = (f(x+h) - 2\*f(x) + f(x-h))/h\*\*2

print ("FFD\t% f\t% f\t% f\t% f"% (dff1, dff1-df1, dff2, dff2-df2))

Output:

f'(x) err f''(x) err

FFD 0.086310 -0.007740 -0.222000 -0.104000

BFD 0.000000 -0.094050 -3.686400 -3.568400

FFD 0.000000 -0.094050 -0.117000 0.001000

**Shift operator:**

For forward difference

For backward difference

**Average operator:**

**Lagrange interpolation:**

Where,

Similarly,

Example:

Use Lagrange interpolation to find the polynomial

Calculate the value of ?

Solution:

|  |  |
| --- | --- |
|  |  |
|  |  |
|  |  |
|  |  |

**Newton divided difference interpolation formula:**

Introduction:

Newton divided difference interpolation formula is a technique of interpolation in which the intervals are unequally space means difference between the intervals is not same. This method is used to find a polynomial function. Here is the formula to calculate the value of function.

Let be the intervals which are unequally space to each other. Newton divided difference to find the value of polynomial.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| x |  | 1st order DD | 2nd order DD | |
|  |  |  |  | |
|  |  |  |  | |
|  |  |  |  | |
|  |  |  |  | |
| 3rd order DD | | | |
|  | | | |
|  | | | |
|  | | | |
|  | | | |
|  | | | |

Example:

Consider the points and find the 3rd order polynomial function.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  |  |  |  |
|  |  |  |  |  |

Solution:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  | 1st order | 2nd order | 3rd order |
|  |  |  |  |  |
|  |  |  |  |  |
|  |  |  |  |  |
|  |  |  |  |  |

***Spline interpolation:***

An interpolation in which special type of piecewise polynomial are solve.

Spline interpolation is further divided into three methods which are as follow;

* Linear spline interpolation
* Quadratic spline interpolation
* Cubic spline interpolation

*Linear spline interpolation:*

The linear spline interpolation is used to represent set of line segment between two data points.

Let be the data points. We should keep in value of x is in proper order either it is in ascending order or in descending order. If the given data is not in the particular order then first arrange in order such that or in the other way it is represented as .

In linear spline interpolation linear equations are solve between different intervals of the data point. Using this method equation are form as

In this method the number of intervals is n-1 where n is the total number of the data point and the number of equations formed from the given intervals is same as total number of unknown variables found which is equal to 2n.

Standard formula if linear spline interpolation is given as;

Where,

For the above equation become;

Example:

Consider the data points

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  |  |  |  |
|  |  |  |  |  |

Then find the value of

Solution:

Total number of data points = 4

Total number of intervals = n-1 = 3

Total number of unknown = 6

Total number of equations = 6

|  |  |
| --- | --- |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |

Intervals:

Equations:

In matrix form it is written as

Solving these equations, we get values as

As we have to find which lies between the interval so first we find the function for as

Where,

For this equation becomes

*Quadratic spline interpolation:*

In quadratic spline interpolation quadratic function are solve between different intervals of the data point. Using this method equation are form as

In this method the number of intervals is n-1 where n is the total number of the data point and the number of equations formed from the given intervals is same as total number of unknown variables found which is equal to 3n.

Algorithm:

* Find all the equation on the given data point. Each equation is made by using two consecutive data points as

Here the number of equations is 2n

* As at the interior point the first derivative of the function is zero so

Which gives equations like

This gives n-1 equations.

* Now the total number of equations are 2n+n-1=3n-1
* If then.

This makes the first equation as linear. So, the number of equations is 3n.

Example:

Consider the data points

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  |  |  |  |
|  |  |  |  |  |

Calculate the value of ?

Solution:

Total number of data points = 4

Number of intervals = 4-1 = 3

Total number of equations = 9

Total number of unknown variables = 9

|  |  |
| --- | --- |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |

Intervals:

Equations:

As so,

in the first equation then the equation becomes

Now writing the above equations in the form of Ax=b

By solving this matrix value of unknown variables are;

*Cubic spline interpolation:*

It is most common piecewise polynomial approximation in which cubic equations are formed between intervals. The equation in cubic spline has both first and second derivative is the continuous function.

Algorithm:

* Find all the equation on the given data point. Each equation is made by using two consecutive data points as

Here the number of equations is 2n

* As at the interior point the first and second derivative of the function is zero so

First derivative:

Which gives equations like

Second derivative:

Which gives equations like

This gives 2n-2 equations.

* Now the total number of equations are 2n+2n-2=4n-2
* If then

This makes the first equation is quadratic and second equation is linear. So, the number of equations is 4n.

Example:

Consider the data points

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  |  |  |  |
|  |  |  |  |  |

Calculate the value of using cubic spline interpolation?

Solution:

Total number of data points = 4

Number of intervals = 4-1 = 3

Total number of equations = 12

Total number of unknown variables = 12

|  |  |
| --- | --- |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |

Intervals:

Equations:

As so,

First equation becomes

Second equation is

Now writing the above equations in the form of Ax=b

By solving the matrix values of unknown variables are:

Code:

#def cubicinterpolation1():

x\_pts = np. linspace(0,2\*np.pi,10) # 10 equidistant coords from 0 to 10

y\_pts = np. sin(x\_pts)

x\_vals = np. linspace(0,2\*np.pi,50) # 50 desired parts

f = interpolate. interp1d (x\_pts, y\_pts,'cubic')

y\_vals = f(x\_vals) # cubic interpolation

plt. Plot (x\_pts, y\_pts, 'g') # plot known data points

plt. Plot (x\_vals, y\_vals, 'x') # plot interpolated points

plt. show ()

Output:
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***Numerical Integration:***

Integration is basically area under the curve bounded between the interval (a, b). it is given by formula as

Numerical integration is divided into further rule which are given below:

* Trapezoidal rule
* Simpson’s rule
* Simpson’s rule

Trapezoidal rule:

Trapezoidal rule works in the linear state. The general formula is given as:

Where, h= distance between two consecutive points

Generalized error:

Example:

Consider the function and find the value of the function between the points and taking

Solution:

|  |  |
| --- | --- |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |

Generalized error:

Simpson’s rule:

Simpson’s rule works in quadratic state. The general formula of this method is:

Error:

Generalized error:

Example:

Consider the function and find the value of the function between the points and taking

Solution:

|  |  |
| --- | --- |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |

Simpson’srule:

Simpson’s rule works in quadratic state whose error is in cubic state. The general formula of this method is:

Error:

Generalized error:

Example:

Consider the function and find the value of the function between the points and taking

Solution:

|  |  |
| --- | --- |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |

Generalized error:

**Reference:**

* A first course in numerical analysis by prof Saeed Akhtar Bhatti and Mr. Naeem Akhtar Bhatti 5th edition.
* Numerical analysis by Richard L Burden and J. Douglas Faires 9th edition.
* <https://byjus.com/maths>.