**Multiple Choice Questions**

**Instructions**

1. **You cannot choose more than one**
2. **Negative marking**

1. The correct matching of the following pairs is

(a) Disk check              (1) Roundrobin

(b) Batch processing        (2) Scan

(c) Time sharing            (3) LIFO

(d) Stack operation         (4) FIFO

1. (a, 3) (b, 4) (c, 2) (d, 1)
2. (a, 4) (b, 3) (c, 2) (d, 1)
3. (a, 3) (b, 4) (c, 1) (d, 2)
4. (a, 2) (b, 4) (c, 1) (d, 3)

**Answer: D**

2. What does the following function do for a given Linked List with first node as head?

void fun1(struct node\* head)

{

  if(head == NULL)

    return;

  fun1(head->next);

  printf("%d  ", head->data);

}

1. Prints all nodes of linked lists
2. Prints all nodes of linked list in reverse order
3. Prints alternate nodes of Linked List
4. Prints alternate nodes in reverse order

**Answer: C**

3. A program P reads in 500 integers in the range [0..100] representing the scores of 500 students. It then prints the frequency of each score above 50. What would be the best way for P to store the frequencies?

1. An array of 50 numbers
2. An array of 100 numbers
3. An array of 500 numbers
4. A dynamically allocated array of 550 numbers

**Answer : B**

4. Let A be a square matrix of size n x n. Consider the following program. What is the expected output?
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1. The matrix A itself
2. Transpose of matrix A
3. Adding 100 to the upper diagonal elements and subtracting 100 from diagonal elements of A
4. None of the above

**Answer: A**

5.    The \_\_\_\_\_\_\_\_\_ time in a swap out of a running process and swap in of a new process into the memory is very high.

a.    context – switch

b.    waiting

c.    execution

d.    all of the mentioned

**Answer: C**

6. Secure shell (SSH) network protocol is used for \_\_\_\_\_\_\_\_\_\_

a) secure data communication

b) remote command-line login

c) remote command execution

d) all of the mentioned

**Answer: D**

7. What is the time complexity of following code:

int i, j, k = 0;

for (i = n / 2; i <= n; i++) {

   for (j = 2; j <= n; j = j \* 2) {

       k = k + n / 2;

   }

}

1. O(n)
2. O(nLogn)
3. O(n^2)
4. O(n^2Logn)

**Answer: B**

8. Number of characters can fit in 2GB RAM? \_\_\_\_

**Answer: 1Billion characters**

9. Which of the following are **not** shared by threads?

A. program counter

B. stack

C. Code section

D. Global variables

**Answer: A**

10. Which data structure is used in redo-undo feature?

1. Stack
2. Queue
3. Tree
4. Graph

**Answer: A**

11. What is recurrence for worst case of QuickSort and what is the time complexity in Worst case?

1. Recurrence is T(n) = T(n-2) + O(n) and time complexity is O(n^2)
2. Recurrence is T(n) = T(n-1) + O(n) and time complexity is O(n^2)
3. Recurrence is T(n) = 2T(n/2) + O(n) and time complexity is O(nLogn)
4. Recurrence is T(n) = T(n/10) + T(9n/10) + O(n) and time complexity is O(nLogn)

**Answer: C**

12. What is time complexity of fun()?

|  |
| --- |
| int fun(int n)  {    int count = 0;    for (int i = n; i > 0; i /= 2)       for (int j = 0; j < i; j++)          count += 1;    return count;  }   1. O(n^2) 2. O(n\*Logn) 3. O(n) 4. O(n\*Logn\*logn)   **Answer: C** |
|  |

13: An array consist of n elements.We want to create a min heap using the elements.The time complexity of building a heap will be in order of

1. O(logn)
2. O(n)
3. O(n \* logn)
4. O(n \* n)

**Answer : C**

14. Which of the following sorting algorithms has the lowest worst-case complexity?

(A) Merge Sort

(B) Bubble Sort

(C) Quick Sort

(D) Selection Sort

**Answer: A**

15. Which of the following transport layer protocols is used to support electronic mail?

(A) SMTP

(B) IP

(C) TCP

(D) UDP

**Answer: A**

16. A system has n resources R0,…,Rn-1,and k processes P0,….Pk-1.The implementation of the resource request logic of each process Pi is as follows:

if (i % 2 == 0) {

      if (i < n) request Ri

      if (i+2 < n) request Ri+2

}

else {

      if (i < n) request Rn-i

      if (i+2 < n) request Rn-i-2

}

In which one of the following situations is a deadlock possible?

(A) n=40, k=26

(B) n=21, k=12

(C) n=20, k=10

(D) n=41, k=19

**Answer: B**

17. Which of the following data structure/s is best suited for converting **recursive implementation to iterative implementation** of an algorithm?

1. Queue
2. Stack
3. Tree
4. Graph

**Answer: B**

18. The **Breadth First Search** algorithm has been implemented using the queue data structure. One possible order of visiting the nodes of the following graph is

![https://lh3.googleusercontent.com/5uVfIFgGa-k-aKiVJ1hNDx7nSg36VET4huRLd3QbdiSTxq8buXD2tuq6ztP7FdAQLMhb4R-vvnQ-0Od_kB12ULOE2WkuwBfCvbLlETcDISE-XZ90mKVYuaik-KZg7i82KO2LxHOe](data:image/png;base64,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)

1. MNOPQR
2. NQMPOR
3. QMNPRO
4. QMNPOR

**Answer : B**

**Programming Questions**

**Instructions**:

1. Write code in programming language of your choice.
2. With each question also **mention time and space complexity**.
3. While evaluating these questions, the main emphasis will be on correctness of main algorithm
4. You can use standard library functions like sort, min, max.

**1)** Suppose you have a deck of cards represented as a linked list. You can perfectly shuffle

that list by cutting it at the halfway point, then interleaving the two halves by alternating back and forth between the cards. For example, suppose you want to perfectly shuffle

this sequence:

 1 2 3 4 5 6 7 8 9 10

You'd start by splitting it into two halves, like this:

 1 2 3 4 5 6 7 8 9 10

Then, you'd interleave the halves, like this:

6 1 7 2 8 3 9 4 10 5

The resulting list is said to have been perfectly shuffled. Your job is to write a function that accepts as input a linked list with an even number of elements, then rearranges the elements in that list so that they're perfectly shuffled.

**Answer:**

void shuffleList(Node\*\* head) {

if (\* head == NULL) return;

Node\* half = splitAtHalf(\*head);

interleave(\*head, half); \*head = half;

}

Node\* splitAtHalf(Node\* first) {

size\_t numElems = 0;

for (Node\* curr = first; curr != NULL; curr = curr->next) {

numElems++;

}

for (size\_t i = 0; i < numElems / 2 - 1; i++) {

first = first->next;

}

Node\* result = first->next;

first->next = NULL;

return result;

}

void interleave(Node\* first, Node\* second) {

Node\* tail = NULL;

while (second != NULL) {

if (tail == NULL) {

tail = second;

}

else {

tail->next = second;

}

Node\* next = second->next;

second->next = first;

second = next;

tail = first;

next = first->next;

first->next = NULL;

first = next;

}

}

**2)** Given a number n, generate all distinct ways to write n as the sum of positive integers.

For example, with n = 4, the options are 4, 3 + 1, 2 + 2, 2 + 1 + 1, and 1 + 1 + 1 + 1.

**Answer:**

def Countways(n) :

table = [0]\*(n+1)

table[0]=1

for i in range(1,n):

for j in range(i,n+1)

table[j]+=table[j-i]

return table[n]

def main():

n=4

printCountways(n)

if\_\_name\_\_==’\_\_main\_\_’:

main()

**3)** Given a list of x, y values that represent points in an x, y coordinate system. Process the list of x, y coordinates to determine which two are the closest.

**Answer:**

import math

import copy

class Point():

def \_\_init\_\_(self, x, y):

self.x = x

self.y = y

def dist(p1, p2):

return math.sqrt((p1.x - p2.x) \*

(p1.x - p2.x) +

(p1.y - p2.y) \*

(p1.y - p2.y))

def bruteForce(P, n):

min\_val = float('inf')

for i in range(n):

for j in range(i + 1, n):

if dist(P[i], P[j]) < min\_val:

min\_val = dist(P[i], P[j])

return min\_val

def stripClosest(strip, size, d):

min\_val = d

for i in range(size):

j = i + 1

while j < size and (strip[j].y -

strip[i].y) < min\_val:

min\_val = dist(strip[i], strip[j])

j += 1

return min\_val

def closestUtil(P, Q, n):

if n <= 3:

return bruteForce(P, n)

mid = n // 2

midPoint = P[mid]

Pl = P[:mid]

Pr = P[mid:]

dl = closestUtil(Pl, Q, mid)

dr = closestUtil(Pr, Q, n - mid)

d = min(dl, dr)

stripP = []

stripQ = []

lr = Pl + Pr

for i in range(n):

if abs(lr[i].x - midPoint.x) < d:

stripP.append(lr[i])

if abs(Q[i].x - midPoint.x) < d:

stripQ.append(Q[i])

stripP.sort(key = lambda point: point.y) #<-- REQUIRED

min\_a = min(d, stripClosest(stripP, len(stripP), d))

min\_b = min(d, stripClosest(stripQ, len(stripQ), d))

return min(min\_a,min\_b)

def closest(P, n):

P.sort(key = lambda point: point.x)

Q = copy.deepcopy(P)

Q.sort(key = lambda point: point.y)

return closestUtil(P, Q, n)

P = [Point(2, 3), Point(12, 30),

Point(40, 50), Point(5, 1),

Point(12, 10), Point(3, 4)]

n = len(P)

print("The smallest distance is",

closest(P, n))