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**1. ОРШИЛ**

Энгийн классын гишүүн өгөгдөл, функцийн параметр, буцаах утга нь статик байдаг бол загвар класс ашиглсанаар гишүүн өгөгдөл, функцийн параметр, буцаах утга нь ашиглах өгөгдөлийн төрөлөөс хамааран өөр өөр болдог. Энэ ойлголтыг ашиглан ямар ч төрлийн өгөгдлийг хадгалах жагсаалт (LinkedList) үүсгэсэн.

**2. ЗОРИЛГО**

Загвар классыг хэрхэн Java хэлэнд үүсгэх талаар судлах. LinkedList-н талаар судлах. Загвар класс ашиглах LinkedList үүсгэх. Үүний тулд дараах зорилтуудыг тавьж ажилласан:

1. Загвар классын талаар судлах.
2. LinkedList-ийн талаар судлах.
3. Загвар класс ашиглах LinkedList үүсгэх.
   1. Загвар класс ашиглан элемент класс байгуулах
   2. Гишүүн өгөгдлийн үүсгэх.
   3. Гишүүн функцийг тодорхойлох

**3. ОНОЛЫН СУДАЛГАА**

**Загвар – Generics in Java**

Genrics нь С++ хэлний загвартай төстэй ойлголт юм. Энэ нь функц, класс, интерфейст олон төрлийн өгөгдлийг параметрээр авах боломжийг олгодог[1].

- **Загвар класс**

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | **public** **class** **Test**<T> {  **private** T a;  **public** T **getA**() {  **return** a;  }  **public** **void** **setA**(T a) {  **this**.a = a;  }  } |

Классын нэрийн хойно <T> гэж бичнэ. T өгөгдлийн төрлийг тухай нь классад ашиглан гэсэн үг юм. Энэ T нь объектоос үүсгэх үед авах төрөл ба тухайн авсан төрлөөс хамааран a гишүүн өгөгдөл, функцийн авах, буцаах төрөл өөр өөр байж болно.

- Загвар классын объектын байгуулах

|  |  |
| --- | --- |
| 1  2 | Test<Integer> a = **new** Test<Integer>();  Test<Float> b = **new** Test<Float>(); |

Загвар классын заалт үүсгэхэд классын нэрийн хойно <> дотор төрөлийн хамт дамжуулна.

- **Загвар функц**

Загвар функц гэдэг нь функц параметтээ дурын өгөгдөлийн төрөл авах функцийг хэлнэ. Загвар функцийг үүсгэхэд функцийн буцаах утгын өмнө <E> гэж бичнэ[1].

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18 | **public** **class** **Example** {  **public** **static** < E > **void** printArray( E[] inputArray ) {  // Display array elements  **for**(E element : inputArray) {  System.out.printf("%s ", element);  }  System.out.println();  }  **public** **static** **void** **main**(String[] args) {  Integer[] intArray = { **1**, **2**, **3**, **4**, **5** };  String[] stringArray = {"a", "b", "c", "d", "e"};  printArray(intArray);  printArray(stringArray);  }  } |

Дээрх код нь printArray гэсэн загвар функцийг тодорхойлсон ба энэ нь өгөгдсөн хүснэгтийг хэвлэх функц юм. Түүнийгээ ашиглан бүхэл тоо болон тэмдэгт мөрүүдийг хэвлэж байна.

**LinkedList**

LinkedList нь хүснэгт шиг олон элемент хадгалахад ашиглагдаг өгөдлийн бүтэц юм, гэвч хүснэгт шиг элемент нь дис дараалан орших албагүй. Элемент бүрд өөрийн утга, дараагын элементийн байрлалыг заана[2].
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Элемент нэмэх гэж буй газрын өмнөх элементийн дараагын элемент зааж буй заалтыг нь шинэ элементийн дараагын элемент рүү заах заалтад өгөөд шинэ элементийг өмнөх элементийн дараагын элементийн заалтад өгнө.

**LinkedList-аас элемент хасах**

Хасах гэж буй элементийн өмнөх элементийн дараагын элемент заах заалтад нь хасаж буй элементийн дараагын элементийн заах заалтын өгөөд. Хасах гэж буй элементийг заах заалт үгүй болсон тул тухайн элемент устан.

![](data:image/png;base64,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)

**4.Хэрэгжүүлэлт**

**Node.java** – Энэ класс нь LinekdList-ийн нэг элемент ба дурын өгөгдлийн төрөл хадах боломжтой загвар класс юм. Энэ класс нь өөрийн утга хадгалах value, дараагын элементийг заах next\_node гэсэн хоёр гишүүн өгөгдөлтэй байна.

**LinkedList.java** – Энэ класс нь дурыг өгөгдлийн төрлийг LinkedList өгөгдлийн бүтэц ашиглан хадгалах загвар класс юм. Энэ класс нь хамгийн эхний элемент буюу цувааны толгойг агуулах ба түүнийгээ ашиглан элемент нэмэх, хайх, хасах, уртын нь олон функцүүдай байна.

**5. ДҮГНЭЛТ**

Загвар классыг ашигласнаар олон өгөгдлийн төрөлт ажиллах нэгэн классыг бий болгож чадна. Үүнийг ашиглан бүх өгөгдлийн төрөлд ажиллах жагсаалт(LinkedList) классыг байгуулсан.

**Номзүй**

1. Java - Generics, <https://www.tutorialspoint.com/java/java_generics.htm>
2. Linked List | Set 1 (Introduction), <https://www.geeksforgeeks.org/linked-list-set-1-introduction/>

**ХАВСРАЛТ**

**Node.java**

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32 | **public** **class** **Node**<T> {  T value;  Node next\_node;  **public** **Node**(T value) {  **this**.value = value;  **this**.next\_node = **null**;  }  **public** **Node**(T value, Node<T> temp) {  **this**.value = value;  **this**.next\_node = temp;  }  // GET  **public** T **getValue**() {  **return** value;  }  **public** Node **getNext\_node**() {  **return** next\_node;  }  // SET  **public** **void** **setValue**(T value) {  **this**.value = value;  }  **public** **void** **setNext\_node**(Node<T> next\_node) {  **this**.next\_node = next\_node;  }  } |

**LinkedList.java**

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71  72  73  74  75  76  77  78  79  80  81  82  83  84  85  86  87  88  89  90  91  92  93  94  95  96  97  98  99  100  101  102  103  104  105  106  107 | **public** **class** **LinkedList**<T> {  Node<T> head;  **int** length;  **public** **LinkedList**() {  **this**.length = **0**;  }  **public** **LinkedList**(T value) {  head = **new** Node<T>(value);  **this**.length = **1**;  }  **public** **void** **add**(T value) {  add(**this**.head, value);  **this**.length++;  }  **private** Node<T> **add**(Node<T> current, T value) {  **if** (current == **null**) {  current = **new** Node<T>(value);  } **else** {  current.next\_node = add(current.next\_node, value);  }  **return** current;  }  **public** **void** **insert**(T value, **int** index) {  **if** (index < **this**.length - **1**) {  **this**.head = insert(**this**.head, value, index);  **this**.length++;  } **else** {  add(value);  }  }  **private** Node<T> **insert**(Node<T> current, T value, **int** index) {  **if** (index == **0**) {  Node<T> temp = current;  current = **new** Node<T>(value, temp);  } **else** {  current.next\_node = insert(current.next\_node, value, --index);  }  **return** current;  }  **public** T **get**(**int** index) {  **if** (index > **this**.length - **1**)  **return** **null**;  Node <T> current = **this**.head;  **while** (index != **0**) {  current = current.next\_node;  index--;  }  **return** current.value;  }  **public** **int** **length**() {  **return** length;  }  **public** **int** **length\_rec**() {  **return** **length\_rec**(**this**.head);  }  **void** **delete**(**int** index) {  **if** (index > **this**.length)  index = **this**.length - **1**;  **this**.length--;  **if** (index == **0**) {  Node temp = **this**.head;  **this**.head = temp.next\_node;  temp = **null**;  **return**;  }  delete(**this**.head, index);  }  **private** Node<T> **delete**(Node<T> current, **int** index) {  **if** (index == **1**) {  Node <T> temp = current.next\_node;  current.next\_node = temp.next\_node;  temp = **null**;  } **else** {  current.next\_node = delete(current.next\_node, --index);  }  **return** current;  }  **private** **int** **length\_rec**(Node current) {  **if**(current != **null**) {  **return** **1** + length\_rec(current.next\_node);  } **else** {  **return** **0**;  }  }  } |

**Main.java**

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24 | **public** **class** **Main** {  /\*  Template буюу загвар класс ашиглан дурын төрлийн  өгөгдөл хадгалдаг жагсаалтыг зохион байгуул.  ПХ, КУ, МТ ангийн хүүхдүүд linked list зохион байгуулна.  Жагсаалт нь дараах функцуудтай байна:  \* void add(T t); // жагсаалтын сүүлд элемент нэмнэ  \* void insert(T t, int index); // index - дүгээрт элеменет оруулна  \* T get(int index); // i-р элементийн утгыг буцаана  \* void delete(int index); // i -р элементийг устгана  \* int length(); //жагсаалтын уртыг буцаана  \*/  **public** **static** **void** **main**(String[] args) {  LinkedList<Integer> a =**new** LinkedList<Integer>(**10**);  a.add(**20**);  a.add(**30**);  a.add(**40**);  a.delete(**9**);  // a.insert(6, 0);  System.out.println(a.get(a.length - **1**));  System.out.println(a.length\_rec());  }  } |