# https://github.com/Terekhov01/Netcracker/tree/main/task1

# 1.

package task1.quadraticEquations;  
/\*  
Разработайте класс для решения квадратных уравнений. Вычисление  
дискриминанта должен осуществлять вложенный класс. После компиляции  
объясните структуру class файлов. Проанализируйте использование вложенного  
класса.  
 \*/  
public class QuadraticEquations {  
 private double x1;  
 private double x2;  
 static class Discriminant{  
 double findDiscriminant(double a, double b, double c){  
 return Math.*pow*(b, 2) -4\*a\*c;  
 }  
 }  
 void solve(double a, double b, double c){  
 Discriminant discriminant = new QuadraticEquations.Discriminant();  
 double d = discriminant.findDiscriminant(a, b, c);  
 x1 = (-b + Math.*sqrt*(d))/(2\*a);  
 x2 = (-b - Math.*sqrt*(d))/(2\*a);  
 }  
  
 public static void main(String[] args) {  
 QuadraticEquations quadraticEquations = new QuadraticEquations();  
 quadraticEquations.solve(1, 4, 4);  
 System.*out*.println("a = 1 b = 4 c = 4");  
 System.*out*.println("x1 = " + quadraticEquations.x1 + "\nx2 = " + quadraticEquations.x2);  
 }  
}

a = 1 b = 4 c = 4

x1 = -2.0

x2 = -2.0

После компиляции получаем следующую структуру class файлов: ![](data:image/png;base64,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)

Статический вложенный класс имеет метод findDiscriminant, с входными параметрами, равными коэфициентам квадратного уравнения, и возвращающий вычисленное значения дискриминанта.

# 2.

package task1.dice;  
  
import java.security.InvalidParameterException;  
import java.util.\*;  
  
/\*  
Реализуйте игру в кости. Играют N игроков (компьютер в списке последний).  
Подкидываются одновременно К кубиков. Выигрывает тот, у кого большая  
сумма очков. Кто выиграл, тот и кидает первым в следующем кону. Игра идет  
до 7 выигрышей. Начинаете игру Вы.  
 \*/  
  
public class Dice {  
 private int N; //N players and 1 computer  
 private int K; //K cubes  
 int[] points; //sum of points  
 int[] wins; //amount of wins  
 Dice(int N, int K){  
 if (N <= 0 || K <= 0){  
 throw new InvalidParameterException();  
 }  
 this.N = N;  
 this.K = K;  
 points = new int[N+1];  
 wins = new int[N+1];  
 }  
 public void play(){  
 Random random = new Random();  
 int winner = 0; //winner's index  
 int firstTurn = 0;  
 int max = 0;  
 while (true){  
 for(int i=firstTurn;i<N+1;i++){  
 System.*out*.print("player #" + i + " drop cubes: ");  
 for(int j=0;j<K;j++){  
 int point = random.nextInt(5) + 1;  
 points[i] += point;  
 System.*out*.print(point + " ");  
 }  
 System.*out*.println("\n" + points[i] + " points!");  
 if (points[i] > max){  
 max = points[i];  
 winner = i;  
 }  
 points[i] = 0;  
 }  
 for(int i=0;i<firstTurn;i++){  
 System.*out*.print("player #" + i + " drop cubes: ");  
 for(int j=0;j<K;j++){  
 int point = random.nextInt(5) + 1;  
 points[i] += point;  
 System.*out*.print(point + " ");  
 }  
 System.*out*.println("\n" + points[i] + " points!");  
 if (points[i] > max){  
 max = points[i];  
 winner = i;  
 }  
 points[i] = 0;  
 }  
 System.*out*.println("Winner of the round: player #" + winner + " with " + max + " points!\n");  
 max = 0;  
 wins[winner]++;  
 for (int player: wins) {  
 System.*out*.print(player + " ");  
 }  
 System.*out*.println("\n");  
 firstTurn = winner; //first try in next round for winner  
 if (wins[winner] == 7){  
 System.*out*.println("Winner of the GAME: player #" + winner + " won!");  
 break;  
 }  
 }  
 }  
 public static void main(String[] args) {  
 Dice dice = new Dice(3, 3);  
 dice.play();  
 }  
}

player #0 drop cubes: 3 2 4

9 points!

player #1 drop cubes: 1 4 5

10 points!

player #2 drop cubes: 5 4 3

12 points!

player #3 drop cubes: 5 5 5

15 points!

Winner of the round: player #3 with 15 points!

0 0 0 1

player #3 drop cubes: 5 4 1

10 points!

player #0 drop cubes: 1 2 4

7 points!

player #1 drop cubes: 3 1 4

8 points!

player #2 drop cubes: 4 4 3

11 points!

Winner of the round: player #2 with 11 points!

0 0 1 1

… и т.д.

player #3 drop cubes: 5 3 5

13 points!

player #0 drop cubes: 4 1 4

9 points!

player #1 drop cubes: 3 3 1

7 points!

player #2 drop cubes: 3 4 5

12 points!

Winner of the round: player #3 with 13 points!

5 5 5 7

Winner of the GAME: player #3 won!

Process finished with exit code 0

# 3.

package task1.address;  
  
import java.util.Calendar;  
import java.util.Objects;  
  
class Address {  
 //Один из возможных наборо полей  
 private String country;  
 private String city;  
 private String street;  
  
 public Address() {  
 }  
  
 Address(String country, String city, String street){  
 this.country = country;  
 this.city = city;  
 this.street = street;  
 }  
  
 public String getCountry() {  
 return country;  
 }  
  
 public void setCountry(String country) {  
 this.country = country;  
 }  
  
 public String getCity() {  
 return city;  
 }  
  
 public void setCity(String city) {  
 this.city = city;  
 }  
  
 public String getStreet() {  
 return street;  
 }  
  
 public void setStreet(String street) {  
 this.street = street;  
 }  
  
 @Override  
 public String toString() {  
 return "country='" + country + '\'' +  
 ", city='" + city + '\'' +  
 ", street='" + street + '\'';  
 }  
  
 @Override  
 public boolean equals(Object o) {  
 if (this == o) return true;  
 if (o == null || getClass() != o.getClass()) return false;  
 Address address = (Address) o;  
 return Objects.*equals*(country, address.country) && Objects.*equals*(city, address.city) && Objects.*equals*(street, address.street);  
 }  
  
 @Override  
 public int hashCode() {  
 return Objects.*hash*(country, city, street);  
 }  
}

package task1.address;  
  
import java.util.Calendar;  
import java.util.Objects;  
  
class Person {  
 private String name;  
 private String lastName;  
 private Calendar birthday;  
 private Address address;  
  
 public Person() {  
 }  
  
 Person(String name, String lastName, Calendar birthday, Address address){  
 this.name = name;  
 this.lastName = lastName;  
 this.birthday = birthday;  
 this.address = address;  
 }  
  
 public String getName() {  
 return name;  
 }  
  
 public void setName(String name) {  
 this.name = name;  
 }  
  
 public String getLastName() {  
 return lastName;  
 }  
  
 public void setLastName(String lastName) {  
 this.lastName = lastName;  
 }  
  
 public Calendar getBirthday() {  
 return birthday;  
 }  
  
 public void setBirthday(Calendar birthday) {  
 this.birthday = birthday;  
 }  
  
 public Address getAddress() {  
 return address;  
 }  
  
 public void setAddress(Address address) {  
 this.address = address;  
 }  
  
 @Override  
 public String toString() {  
 return "name='" + name + '\'' +  
 ", lastName='" + lastName + '\'' +  
 ", birthday=" + birthday.getTime() +  
 ", address : " + address.toString();  
 }  
  
 @Override  
 public boolean equals(Object o) {  
 if (this == o) return true;  
 if (o == null || getClass() != o.getClass()) return false;  
 Person person = (Person) o;  
 return Objects.*equals*(name, person.name) && Objects.*equals*(lastName, person.lastName) && Objects.*equals*(birthday, person.birthday) && Objects.*equals*(address, person.address);  
 }  
  
 @Override  
 public int hashCode() {  
 return Objects.*hash*(name, lastName, birthday, address);  
 }  
}

package task1.address;  
  
import java.util.\*;  
  
class Data {  
 List<Person> persons = new ArrayList<Person>();  
  
 public Data() {  
 }  
  
 Data(List<Person> persons){  
 this.persons = persons;  
 }  
 void add(Person... people){  
 for (Person p : people){  
 persons.add(p);  
 }  
 }  
 void print(){  
 for(Person p : persons){  
 System.*out*.println(p);  
 }  
 }  
 void searchByLastName(String lastName){  
 int count = 0;  
 for(Person p : persons){  
 if (p.getLastName().equals(lastName)){  
 System.*out*.println(p);  
 count++;  
 }  
 }  
 if(count == 0){  
 System.*out*.println("no such people");  
 }  
 }  
 void searchByCountry(String country){  
 int count = 0;  
 for(Person p : persons){  
 if (p.getAddress().getCountry().equals(country)){  
 System.*out*.println(p);  
 count++;  
 }  
 }  
 if(count == 0){  
 System.*out*.println("no such people");  
 }  
 }  
 void searchByCity(String city){  
 int count=0;  
 for(Person p : persons){  
 if (p.getAddress().getCity().equals(city)){  
 System.*out*.println(p);  
 count++;  
 }  
 }  
 if(count == 0){  
 System.*out*.println("no such people");  
 }  
 }  
 void searchByStreet(String street){  
 int count=0;  
 for(Person p : persons){  
 if (p.getAddress().getStreet().equals(street)){  
 System.*out*.println(p);  
 count++;  
 }  
 }  
 if(count == 0){  
 System.*out*.println("no such people");  
 }  
 }  
 void searchByAddress(Address address){  
 int count=0;  
 for(Person p : persons){  
 if (p.getAddress().equals(address)){  
 System.*out*.println(p);  
 count++;  
 }  
 }  
 if(count == 0){  
 System.*out*.println("no such people");  
 }  
 }  
 void printBetweenDates(Calendar c1, Calendar c2){  
 int count = 0;  
 for(Person p : persons){  
 if(p.getBirthday().compareTo(c1) >= 0 && p.getBirthday().compareTo(c2) <= 0){  
 System.*out*.println(p);  
 count++;  
 }  
 }  
 if(count == 0){  
 System.*out*.println("no such people");  
 }  
 }  
 void youngest(){  
 Person youngest = persons.get(0);  
 for(Person p : persons){  
 if(!p.getBirthday().before(youngest.getBirthday())){  
 youngest = p;  
 }  
 }  
 System.*out*.println(youngest);  
 }  
 void oldest(){  
 Person old = persons.get(0);  
 for(Person p : persons){  
 if(p.getBirthday().before(old.getBirthday())){  
 old = p;  
 }  
 }  
 System.*out*.println(old);  
 }  
 void oneStreet(){  
 /\*  
 В моей реализации жить на одной улицу = одинаковые адреса  
 \*/  
 Set<Address> streets2 = new HashSet<>();  
 List<Person> people2 = new ArrayList<>();  
 for(int i=0;i<persons.size();i++){  
 if(streets2.contains(persons.get(i).getAddress())) continue;  
 people2.add(persons.get(i));  
 for(int j=i+1;j<persons.size();j++){  
 if (persons.get(i).getAddress().equals(persons.get(j).getAddress())){  
 people2.add(persons.get(j));  
 streets2.add(persons.get(i).getAddress());  
 }  
 }  
 if(people2.size() > 1)  
 for(Person p : people2){  
 System.*out*.println(p);  
 }  
 people2.clear();  
 }  
 }  
}

package task1.address;  
  
import java.util.Calendar;  
import java.util.Date;  
import java.util.GregorianCalendar;  
  
public class Main {  
 public static void main(String[] args) {  
 Calendar calendar1 = new GregorianCalendar(2001, 0,14);  
 Address address1 = new Address("Russia", "Moscow", "Lenina");  
 Person p1 = new Person("Alexey", "Volkov", calendar1, address1);  
  
 Calendar calendar2 = new GregorianCalendar(1999, 3,5);  
 Address address2 = new Address("Russia", "Moscow", "Lenina");  
 Person p2 = new Person("Sergey", "Petrov", calendar2, address2);  
  
 Calendar calendar3 = new GregorianCalendar(1975, 5,6);  
 Address address3 = new Address("Italy", "Rome", "Main");  
 Person p3 = new Person("ItalicName", "ItalicSurname", calendar3, address3);  
  
 Calendar calendar4 = new GregorianCalendar(2006, 9,25);  
 Address address4 = new Address("USA", "New-York", "Wall");  
 Person p4 = new Person("Jhon", "Walker", calendar4, address4);  
  
 Data data = new Data();  
 data.add(p1,p2,p3,p4);  
  
 data.print();  
 System.*out*.println("\n");  
  
 System.*out*.println("SEARCHING last name: ItalicSurname");  
 data.searchByLastName("ItalicSurname");  
  
 System.*out*.println("SEARCHING city: NY");  
 data.searchByCity("New-York");  
  
 System.*out*.println("SEARCHING country: Russia");  
 data.searchByCountry("Russia");  
  
 System.*out*.println("SEARCHING street: Wall");  
 data.searchByStreet("Wall");  
  
 System.*out*.println("SEARCHING city: Zelenograd");  
 data.searchByCity("Zelenograd");  
  
 System.*out*.println("BETWEEN DATES: 13.07.1990 AND 25.09.2007");  
 data.printBetweenDates(new GregorianCalendar(1990,6,13),  
 new GregorianCalendar(2007, 8, 26));  
  
 System.*out*.println("YOUNGEST:");  
 data.youngest();  
  
 System.*out*.println("OLDEST: ");  
 data.oldest();  
  
 System.*out*.println("ON ONE STREET: ");  
 data.oneStreet();  
 }  
}

name='Alexey', lastName='Volkov', birthday=Sun Jan 14 00:00:00 MSK 2001, address : country='Russia', city='Moscow', street='Lenina'

name='Sergey', lastName='Petrov', birthday=Mon Apr 05 00:00:00 MSD 1999, address : country='Russia', city='Moscow', street='Lenina'

name='ItalicName', lastName='ItalicSurname', birthday=Fri Jun 06 00:00:00 MSK 1975, address : country='Italy', city='Rome', street='Main'

name='Jhon', lastName='Walker', birthday=Wed Oct 25 00:00:00 MSD 2006, address : country='USA', city='New-York', street='Wall'

SEARCHING last name: ItalicSurname

name='ItalicName', lastName='ItalicSurname', birthday=Fri Jun 06 00:00:00 MSK 1975, address : country='Italy', city='Rome', street='Main'

SEARCHING city: NY

name='Jhon', lastName='Walker', birthday=Wed Oct 25 00:00:00 MSD 2006, address : country='USA', city='New-York', street='Wall'

SEARCHING country: Russia

name='Alexey', lastName='Volkov', birthday=Sun Jan 14 00:00:00 MSK 2001, address : country='Russia', city='Moscow', street='Lenina'

name='Sergey', lastName='Petrov', birthday=Mon Apr 05 00:00:00 MSD 1999, address : country='Russia', city='Moscow', street='Lenina'

SEARCHING street: Wall

name='Jhon', lastName='Walker', birthday=Wed Oct 25 00:00:00 MSD 2006, address : country='USA', city='New-York', street='Wall'

SEARCHING city: Zelenograd

no such people

BETWEEN DATES: 13.07.1990 AND 25.09.2007

name='Alexey', lastName='Volkov', birthday=Sun Jan 14 00:00:00 MSK 2001, address : country='Russia', city='Moscow', street='Lenina'

name='Sergey', lastName='Petrov', birthday=Mon Apr 05 00:00:00 MSD 1999, address : country='Russia', city='Moscow', street='Lenina'

name='Jhon', lastName='Walker', birthday=Wed Oct 25 00:00:00 MSD 2006, address : country='USA', city='New-York', street='Wall'

YOUNGEST:

name='Jhon', lastName='Walker', birthday=Wed Oct 25 00:00:00 MSD 2006, address : country='USA', city='New-York', street='Wall'

OLDEST:

name='ItalicName', lastName='ItalicSurname', birthday=Fri Jun 06 00:00:00 MSK 1975, address : country='Italy', city='Rome', street='Main'

ON ONE STREET:

name='Alexey', lastName='Volkov', birthday=Sun Jan 14 00:00:00 MSK 2001, address : country='Russia', city='Moscow', street='Lenina'

name='Sergey', lastName='Petrov', birthday=Mon Apr 05 00:00:00 MSD 1999, address : country='Russia', city='Moscow', street='Lenina'

Process finished with exit code 0