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**Задание:**

Нам требовалось внести изменения в текст двух классов: Location и AStarState. Все остальное это код оболочки Swing который позволяет нам редактировать карту и отображает маршрут рассчитанный алгоритмом. Позиции (класс Location)

Следовало начать с подготовки класса Location для использования внутри классов коллекций Java. Так как в этой работе использовались хэш контейнеры, для этого требовалось:

• Добавить реализацию метода equals().

• Добавить реализацию метода hashCode().

Добавили эти методы к классу Location, следуя шаблону внутри класса. После компиляции, класс Location можно использовать как тип ключа в хэш контейнерах, таких как HashSet и HashMap.

Состояние A\* (Класс AStarState)

Как только класс Location бул готов для использования в качестве ключа, завершили реализацию класса AStarState. Этот класс содержит множества открытых и закрытых точек маршрута, и обеспечивает базовый функционал для реализации алгоритма A\*. Состояние A\* включает две коллекции точек маршрута, одну для открытых точек и другую для закрытых точек. Для упрощения алгоритма, точки маршрута хранятся в ассоциативном хэш списке , в котором ключами являются позиции, а значениями точки маршрута. Мы приходим к такому типу: HashMap. Добавили два (не статических) поля этого типа к классу AStarState. Одно для открытых точек маршрута, другое для закрытых. Не забыли проинициализировать оба поля так, чтобы они указывали на новые пустые коллекции. После того как поля добавлены и правильно проинициализированы, следовало добавить следующие методы к классу AStarState: *public int numOpenWaypoints()*. Этот метод должен был просто возвращать число элементов в коллекции открытых точек маршрута.

*public Waypoint getMinOpenWaypoint()* Эта функция должна былв перебирать все элементы в коллекции открытых точек маршрута и возвращать ссылку на точку с наименьшим значением стоимости маршрута. Если в коллекции нет элементов, метод должен был возвращать null. Не удаляем точку из коллекции, возвращая ее; возвращаем только ссылку на точку с минимальной стоимостью маршрута.

*public boolean addOpenWaypoint(Waypoint newWP)* Это самый сложный метод класса состояния A\*, но его реализация довольно проста. Сложнее других его делает то, что в нем надо было добавить новую точку маршрута, если существующая точка маршрута в позиции “хуже”, чем новая. Вот что должен был делать метод:

• Если в позиции нет открытой точки маршрута, просто добавили новую точку.

• Если в коллекции открытых точек уже есть точка маршрута в такой позиции, добавили новую точку.

Здесь, как видно, требовалось найти точку маршрута в коллекции открытых точек и, если она там присутствует, возможно, заменить ее. К счастью это очень просто делается с помощью метода HashMap.put(), который заменяет старую ассоциацию ключ-значение на новую. Метод должен был возвращать true, если в коллекцию попадает новая точка маршрута, и false, если этого не происходит.

*public boolean isLocationClosed(Location loc)* Эта функция возвращает true если указанная позиция имеется в коллекции закрытых точек маршрута, иначе false. Так как зарытые точки хранятся в ассоциативном хэш списке в котором позиция это ключ , сделать такой метод очень просто.

*public void closeWaypoint(Location loc)* Эта функция перемещает точку маршрута из коллекции открытых точек в коллекцию закрытых точек. Так как точку можно найти по ее позиции, методу передается позиция точки. Процесс перемещения точки выглядит так:

• Удалили точку в указанной позиции из коллекции открытых точек.

• Добавили удаленную точку в коллекцию закрытых точек. Конечно с ключом будет позиция точки.

**Код программы:**

*Класс AStarApp.java*

import java.awt.\*;

import java.awt.event.\*;

import javax.swing.\*;

/\*\*

\* A simple Swing application to demonstrate the A\* pathfinding algorithm. The

\* user is presented with a map, containing a start and end location. The user

\* can draw or clear obstacles on the map, and then press a button to compute a

\* path from start to end using the A\* pathfinding algorithm. If a path is

\* found, it is displayed in green.

\*\*/

public class AStarApp {

/\*\* The number of grid cells in the X direction. \*\*/

private int width;

/\*\* The number of grid cells in the Y direction. \*\*/

private int height;

/\*\* The location where the path starts from. \*\*/

private Location startLoc;

/\*\* The location where the path is supposed to finish. \*\*/

private Location finishLoc;

/\*\*

\* This is a 2D array of UI components that provide display and manipulation of

\* the cells in the map.

\*\*\*/

private JMapCell[][] mapCells;

/\*\*

\* This inner class handles mouse events in the main grid of map cells, by

\* modifying the cells based on the mouse button state and the initial edit that

\* was performed.

\*\*/

private class MapCellHandler implements MouseListener {

/\*\*

\* This value will be true if a mouse button has been pressed and we are

\* currently in the midst of a modification operation.

\*\*/

private boolean modifying;

/\*\*

\* This value records whether we are making cells passable or impassable. Which

\* it is depends on the original state of the cell that the operation was

\* started within.

\*\*/

private boolean makePassable;

/\*\* Initiates the modification operation. \*\*/

public void mousePressed(MouseEvent e) {

modifying = true;

JMapCell cell = (JMapCell) e.getSource();

// If the current cell is passable then we are making them

// impassable; if it's impassable then we are making them passable.

makePassable = !cell.isPassable();

cell.setPassable(makePassable);

}

/\*\* Ends the modification operation. \*\*/

public void mouseReleased(MouseEvent e) {

modifying = false;

}

/\*\*

\* If the mouse has been pressed, this continues the modification operation into

\* the new cell.

\*\*/

public void mouseEntered(MouseEvent e) {

if (modifying) {

JMapCell cell = (JMapCell) e.getSource();

cell.setPassable(makePassable);

}

}

/\*\* Not needed for this handler. \*\*/

public void mouseExited(MouseEvent e) {

// This one we ignore.

}

/\*\* Not needed for this handler. \*\*/

public void mouseClicked(MouseEvent e) {

// And this one too.

}

}

/\*\*

\* Creates a new instance of AStarApp with the specified map width and height.

\*\*/

public AStarApp(int w, int h) {

if (w <= 0)

throw new IllegalArgumentException("w must be > 0; got " + w);

if (h <= 0)

throw new IllegalArgumentException("h must be > 0; got " + h);

width = w;

height = h;

startLoc = new Location(2, h / 2);

finishLoc = new Location(w - 3, h / 2);

}

/\*\*

\* Simple helper method to set up the Swing user interface. This is called from

\* the Swing event-handler thread to be threadsafe.

\*\*/

private void initGUI() {

JFrame frame = new JFrame("Pathfinder");

frame.setDefaultCloseOperation(JFrame.***EXIT\_ON\_CLOSE***);

Container contentPane = frame.getContentPane();

contentPane.setLayout(new BorderLayout());

// Use GridBagLayout because it actually respects the preferred size

// specified by the components it lays out.

GridBagLayout gbLayout = new GridBagLayout();

GridBagConstraints gbConstraints = new GridBagConstraints();

gbConstraints.fill = GridBagConstraints.***BOTH***;

gbConstraints. weightx = 1;

gbConstraints.weighty = 1;

gbConstraints.insets.set(0, 0, 1, 1);

JPanel mapPanel = new JPanel(gbLayout);

mapPanel.setBackground(Color.***GRAY***);

mapCells = new JMapCell[width][height];

MapCellHandler cellHandler = new MapCellHandler();

for (int y = 0; y < height; y++) {

for (int x = 0; x < width; x++) {

mapCells[x][y] = new JMapCell();

gbConstraints.gridx = x;

gbConstraints.gridy = y;

gbLayout.setConstraints(mapCells[x][y], gbConstraints);

mapPanel.add(mapCells[x][y]);

mapCells[x][y].addMouseListener(cellHandler);

}

}

contentPane.add(mapPanel, BorderLayout.***CENTER***);

JButton findPathButton = new JButton("Find Path");

findPathButton.addActionListener(new ActionListener() {

public void actionPerformed(ActionEvent e) {

findAndShowPath();

}

});

contentPane.add(findPathButton, BorderLayout.***SOUTH***);

frame.pack();

frame.setVisible(true);

mapCells[startLoc.xCoord][startLoc.yCoord].setEndpoint(true);

mapCells[finishLoc.xCoord][finishLoc.yCoord].setEndpoint(true);

}

/\*\* Kicks off the application. Called from the {@link #main} method. \*\*/

private void start() {

SwingUtilities.*invokeLater*(new Runnable() {

public void run() {

initGUI();

}

});

}

/\*\*

\* This helper method attempts to compute a path using the current map state.

\* The implementation is rather slow; a new {@link Map2D} object is created, and

\* initialized from the current application state. Then the A\* pathfinder is

\* called, and if a path is found, the display is updated to show the path that

\* was found. (A better solution would use the Model View Controller design

\* pattern.)

\*\*/

private void findAndShowPath() {

// Create a Map2D object containing the current state of the user input.

Map2D map = new Map2D(width, height);

map.setStart(startLoc);

map.setFinish(finishLoc);

for (int y = 0; y < height; y++) {

for (int x = 0; x < width; x++) {

mapCells[x][y].setPath(false);

if (mapCells[x][y].isPassable())

map.setCellValue(x, y, 0);

else

map.setCellValue(x, y, Integer.***MAX\_VALUE***);

}

}

// Try to compute a path. If one can be computed, mark all cells in the

// path.

Waypoint wp = AStarPathfinder.*computePath*(map);

while (wp != null) {

Location loc = wp.getLocation();

mapCells[loc.xCoord][loc.yCoord].setPath(true);

wp = wp.getPrevious();

}

}

/\*\*

\* Entry-point for the application. No command-line arguments are recognized at

\* this time.

\*\*/

public static void main(String[] args) {

AStarApp app = new AStarApp(40, 30);

app.start();

}

}

**Вывод в консоль:**
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**Вывод:** мы научились работать с коллекциями классов Java. Изучили работу алгоритма А\*. Доработали код программы, которая ищет кратчайший путь на карте.