St. Francis Institute of Technology SE EXTC A & B Skill Lab: Python programming

**Experiment – 6: Inheritance and Linked List**

|  |
| --- |
| **Aim:** To demonstrate inheritance and Linked list in python.  **Theory:** |

|  |
| --- |
| ***Inheritance*** allows to create a hierarchy of classes that share a set of properties and methods byderiving a class from another class. Inheritance is the capability of one class to derive or inheritthe properties from another class. It provides the reusability of a code. Different types ofInheritance are: |

|  |
| --- |
| ● Single inheritance: When a child class inherits from only one parent class, it is calledsingle inheritance.  ● Multiple inheritances: When a child class inherits from multiple parent classes, it is calledmultiple inheritances.  ● Multilevel inheritance: When a child class is derived from another child class it is knownas multilevel inheritance.  ● Hierarchical inheritance More than one derived class are created from a single base. ● Hybrid inheritance: This form combines more than one form of inheritance. Basically, itis a blend of more than one type of inheritance. |

|  |  |
| --- | --- |
| A ***linked list*** is a linear data structure that includes a series of connected nodes. Linked lists can be of multiple types: | |
|  | ● Singly: Each node has data and a pointer to the next node.  ● Doubly: Pointer for the previous node is added and thus it can traverse in forward as well as backward direction.  ● Circular: The last element is linked to the first element. |

|  |
| --- |
| Linked List allows Dynamic memory allocation and can be used in the Implementation of stackand queue. |

**Conclusion:**
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**Task for submission:**

(Write comments for every statement of the program)

|  |  |  |
| --- | --- | --- |
|  | 1. Write a program to demonstrate single inheritance to calculate cube of a number. 2. Write a program to demonstrate inheritance to find the area of various shapes 3. Write a program to demonstrate addition of two numbers using multiple inheritance 4. Write a program to insert a node in the middle of a linked list.  5. Explain the difference between pop( ), push( ) and peek( ).  6. Write a program to implement stack data structure using linked list in python using Last In First Out technique. | |
|  |  |  |
|  | | |
|  |  | |
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**1.**

class Number:

def \_\_init\_\_(self, num):

self.num = num

class Cube(Number):

def find\_cube(self):

return self.num \*\* 3

num = int(input("Enter a number: "))

c = Cube(num)

print(f"The cube of {num} is {c.find\_cube()}")

**OUTPUT:**

**![](data:image/png;base64,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)**

**2.**

class Shape:

def \_\_init\_\_(self, shape\_name):

self.shape\_name = shape\_name

def get\_name(self):

return self.shape\_name

class Rectangle(Shape):

def \_\_init\_\_(self, width, height):

super().\_\_init\_\_("Rectangle")

self.width = width

self.height = height

def get\_area(self):

return self.width \* self.height

class Circle(Shape):

def \_\_init\_\_(self, radius):

super().\_\_init\_\_("Circle")

self.radius = radius

def get\_area(self):

return 3.14 \* self.radius \* self.radius

class Triangle(Shape):

def \_\_init\_\_(self, base, height):

super().\_\_init\_\_("Triangle")

self.base = base

self.height = height

def get\_area(self):

return 0.5 \* self.base \* self.height

# create objects of Rectangle, Circle and Triangle class and call their get\_area() methods

rect = Rectangle(5, 10)

print(f"The area of {rect.get\_name()} is {rect.get\_area()}")

circle = Circle(7)

print(f"The area of {circle.get\_name()} is {circle.get\_area()}")

tri = Triangle(4, 6)

print(f"The area of {tri.get\_name()} is {tri.get\_area()}")

**OUTPUT:**

**![](data:image/png;base64,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)**

**3.**

class Num1:

def \_\_init\_\_(self):

self.num1 = None

def input1(self):

self.num1 = 10

class Num2:

def \_\_init\_\_(self):

self.num2 = None

def input2(self):

self.num2 = 2

class Result(Num1, Num2):

def printresult(self):

super().input1()

super().input2()

print(self.num1 + self.num2)

r = Result()

r.printresult()

**OUTPUT:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIcAAAAkCAYAAACjbylKAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAImSURBVHhe7dpPSBRhHMbxZ0bNXE2hXXezWTVEdJOga4GKh4ISEhHpIloXRWQ9SB0iCAQlAmGhBC+hkEiB/yo7dAgPgntQKBPE6NCWxB6CjPLiLq2+rTmJ/37gLiz0wvO5DDPve/zyvvPOrlFUXKJAdAjTvhIdwDhIxDhIxDhIxDhIxDhIxDhIxDhIlNRHMKVMFFxsgb/5Ak5Fgwh0DWPZMOzR+HjuWTS0NKKyPB+Z0e/4GJzA8OQSfu2aQ/+/hFcOpTJRVn8Ld5qK8WnuA9bt5/8odQJVN9tQffw9RgJ9CDxbRE5NK25U5dozSBdJbCsu+KxVjD+4j6F3P7BpP91hlKC8aBUzY1NY+PwVobcvMTkfga+i1J5AukgijjBeDQxiNvzbvt/LwCIGb/fixcr2FrK1BTmyjiESif69J30kHMf2a8PR3x3M05dx9fwaZmeW7Seki5SeVlR2BZo7riBt+gmmvvDHX92kLA6VXohrna04F36K/uchxHhS0U5K4lBworLNj0sbr/Hw8Tx+MgwtJRzH1gtmnseCZVnwuhwwTQdOer3xeyeylIqPZ8B33Y+mMyGMjy4g5nTD486Hx5WNtPg46SPhj2BKWWjsvYfagr2rgVJLGGp/hGDMjfruHtQV7hv/9gY9d8ewwlVEG/ybIIlSelohvTEOEjEOEjEOEjEOEjEOEjEOEjEOEjEOEjEOEjEOEjEOEjEOEjEOEjEOEjEOEgB/ABD5gUiQbG97AAAAAElFTkSuQmCC)**

**4.**

class Node:

def \_\_init\_\_(self, data):

self.data = data

self.next = None

class LinkedList:

def \_\_init\_\_(self):

self.head = None

def add\_node(self, data):

new\_node = Node(data)

if self.head is None:

self.head = new\_node

else:

current = self.head

while current.next is not None:

current = current.next

current.next = new\_node

def print\_list(self):

current = self.head

while current is not None:

print(current.data, end=' ')

current = current.next

print()

def insert\_middle(self, data):

if self.head is None:

self.head = Node(data)

else:

# Find the middle node using slow and fast pointers

slow = self.head

fast = self.head

while fast is not None and fast.next is not None:

fast = fast.next.next

slow = slow.next

# Insert the new node after the middle node

new\_node = Node(data)

new\_node.next = slow.next

slow.next = new\_node

linked\_list = LinkedList()

linked\_list.add\_node(1)

linked\_list.add\_node(2)

linked\_list.add\_node(4)

linked\_list.add\_node(5)

linked\_list.print\_list()

linked\_list.insert\_middle(3)

linked\_list.print\_list()

**OUTPUT:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANMAAAA5CAYAAACs2B49AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAW2SURBVHhe7dx9TFVlHAfw70HgypUQX3g1dCkpYmXRFJ1ivuA0zTSgdKbYakKK6Rz94ViaEzKnyXzFSjF1zSaIGbW01ARELXxPZhbFy9xtYMp48eoFuTzdC0ed0LznHp91p3w/7Oze8zznBbbzvc/huff+lN59+goQ0UNzUx+J6CExTESSMExEkjBMRJIwTESSMExEkjBMRJLofp9JCDcEDY/HgtnDENhwHOmLd+GSoqi9jgmfgYiJj8PIAX4wNFzD78dzsGtfMWqdOIad8AjH2x8lotv3y5CeV6u2OhY5fzMSItzVtVYXdyZh3bEmdY3IObpGJiEM6D8tGUve7IO/fvkNt9R2rYR4AlFvJWBU5/P4Mn0N0r+6AO/RczEnykfdQhthexl46pU4RN48jD15NWqrNm6KG6qObkJKygd3ly9OMUikn87bvJ4I63Ude1etxPaz1WhWWzVT+mJA7+vIz87FubIrKD3zDfYVWRAWHqpuoJHfGMyINuJE9gGY4NyIprgpuG2+jqqr/9xdai1qJ5EOOsNkwrcZmSg03VbXnaPgAjLfT8P+itYA2G8ZjV6esFgaWta1EMKIYa9PRvDl/dhX7NzvIYRiG5lsT/xHYGHqJ9iQnoYl8ZEI6MRPVpF+usLU+m+NcyPBg7gFj8fLg+tQmH9JbXHMY+BUxD5XjR+yTqIe/pj64adIHm1Qex1R4G77y4P7B6AkKwMbdxcBEbMwa1RXtZ/IeTpHJnlEl3DMnj8RnY7sRG65tpFBIBCT3xiJ5oJsHKxUG53SjLPZa7Fy9VYcuFiKktO5tttMM/qG9lP7iZzn0jAJ9xBMeW8unjHtxsavS9GkdSbP91kMCjGh4NAfsDo5+2dn36XOVIKyq/duK+vNN2Dw8oJin9Ug0sFlYRLogZEJCxBtPYD1W4tQ41QoFNtPb8Su+hyZ2z7D9sw0vBqifX8hvPH0iPF4IUhtsPE2GmG5dRNCRziJ7Dp19e22XH2umX3CwDcwGD19feATMghRAz1QWlwJq48nmupuOhxhhPBA2PRkzA2/gj07juKaRxd4d7EtXgos5kbHF/TtSpScP43jBQXIb1kuorn/EHiXHcTJcqu60YM04cnoRLwz3IhK0w149RmF1yaHoSpvL4quNKrbEDlH15u2QvRCXNpSTAq6/6IXohjb392AE1ZHYfLDtOWp7UYTUXUIqSnZqHBydLhzvND8RVibp21GUBj7YdKcGRgXHoDOjdX482QOduz9FTUSJ1aoY+E3bYkkcflsHtHjgmEikoRhIpKEYSKShGEikoRhIpKEYSKShGEikoRhIpKEYSKShGEikqRDVicSwh1jkzdhVvj95zq7LQGbf9Z2flY3orZ0fmrcXp1oIZKijbhwqgYRz1djixNhaqlOtGgFYj1/wq6c86jtHoHp8WNgzl6KDYX16laOtVQnilmGJYPPIXV5ruaiKvb9vHz90LXlW+4Kegybg3ljGpH18Tocu6rtGMOTtmBKTQbWH7r3VV9LHYuydGQ6b/Me7epE9sxbalsrEtXbjjFzrAeObNqiOUh2rG5EbekM06NdnegO4f8SkhKj0FCYg8Plzpyb1Y2oPV1har2b0/4q7sj/X51I5eUOc3kZMGQeVqbEYIBBaxhY3Yjac/lsnmuqE7VSKo4gI30tVqSsQZ5bNOLG+ak9jrC6EbXn0jC5qjpRW4rVhMulNxAY1EtteTD7KVndiNpyWZhcWp3IMBSJqxdjQkDrhW+//g0GT1ibtE1rs7oR/ZeOWZ2o6TaCImMwNtSKyqoG+IRNQOzEEFT8mIUzf7O6EenTYasTKf4vYmb8VAzt1x0e5koUH83Gzu8uw6zx3KxuRG2xOhGRJC6fzSN6XDBMRJIwTESSMExEkjBMRJIwTESSMExEkjBMRJIwTESSMExEkjBMRJIwTESSMExEkjBMRJIwTESSMExEUgD/AiB4tilvpdCDAAAAAElFTkSuQmCC)**

**6.**

class Node:

def \_\_init\_\_(self, data):

self.data = data

self.next = None

class Stack:

def \_\_init\_\_(self):

self.head = None

def is\_empty(self):

return self.head is None

def push(self, data):

new\_node = Node(data)

new\_node.next = self.head

self.head = new\_node

def pop(self):

if self.head is None:

return None

else:

popped\_node = self.head

self.head = self.head.next

return popped\_node.data

def peek(self):

if self.head is None:

return None

else:

return self.head.data

stack = [1, 2, 3]

print(stack.pop()) # remove and print the top item (3)

print(stack.pop()) # remove and print the top item (2)

print(stack.pop()) # remove and print the top item (1)

**OUTPUT:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIMAAABUCAYAAAChpoTxAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAOXSURBVHhe7dtfaJV1HMfxzznbPG6WitvZtDOd+KfNYYhEsgtXKUYWaeK/C80/N05Nuwi9iFEUuCwKRn+0glQwxMD5L4u6KBFxihlpwkoFnRM5kP+iZaOz2vq10x6+YVfPc+6eH+/XzeH58dztze/5/Z7nt8S4mglOwIBk8AsQA/5DDDDEAEMMMMQAQwwwod8zOFes2Zu26bn6RDAy6OyOJm0/fe8Y4ilCDFLpyLRGpPJXCZU3rNL6WX9q3xvv6MRNYvBB6MdEYuDvneu+pRs3b+luepaWzS7R0W0fEoJHIq8ZXOVj2rC2Ub3tB/RNV28wCh9EX0CWFqun66r0yHptbV6o2hSfNnxR8IcqV5TRopebNeW7V/X6l7eDUcRZwVvLRH9WFzt/1+gxmWAEcRc6BpeaobVvvagnqwYnkvzuIpUaov6+vn+vEX/hZ4Zcl7LdkzRn6Vw9VFOtyQ1L9Mx06cKPl4MbEHeR1gyJyoe1bOWzmjFxlEp6flbHsTbt/uKievL7TsQeJ51gCl5Awj/EAEMMMMQAQwwwxABDDDDEAEMMMMQAQwwwkb5NuOFTtHDlYs2sTSvVe1uXTh7QJwc71M2HKi+Enhmcu1+Nq5v06NAftKf1bbV+el73Pb5GqxqHB3cg7sI/JhITVDvujo63HdG5q9fV+f1nOngmp7r6ScENiLvQMSR0Xjs3t+jwtcFHgnNJlZUOUS7HCWlfFLyATD7whJ6a9pvaj/8UjCDuCorBDavXiufnqujobh3p4myMLyLH4IrHat4LazQ1u1fvH+pUHzsJb0SKwalcM5s2ak7/V3r34zP6lRC8EjoG50pUt3Sjlo/v1P5959RXXqmqyrSqKoapKH9uHrEX4b+w01rw2hbNH3vvbOBufK0tzW26xiwRe5yOhil4awn/EAMMMcAQAwwxwBADDDHAEAMMMcAQAwwxwESKIX/UbXTDarVs/0g7Wleonq+VXgkdg3MpPbhgk15aXqMr317QH8E4/BFhZqhQXeaO9r+5VbvO/qK/g1H4I0IMWX3+wU61Z/8KruGb0DEMnl3hAIvPIi0g4TdigCEGmNAx5N8xjKjKKJPJqLqiTMlkmUZVVw9cl6uU9w1eiHA6OqPFLa/o6TH/Ox3tOrRr3Xs61c/iMu44HQ3DmgGGGGCIAYYYYIgBhhhgiAGGGGCIAYYYYIgBhhhgiAGGGGCIAYYYYIgBhhhgiAGGGGCIAQHpH8Mu2kU7EK5WAAAAAElFTkSuQmCC)**