By Michael Franck

**Overview**

REST and CRUD (Create, Read, Update and Delete) operations are among some of the architect use for Web API/Data management. Students will develop a micro service using REST and CRUD to build a simple system that acts as a ledger for financial transactions.

**Learning Objectives**

After building the ledger project micro service, students should be able to:

* Setup a spring boot application
* Implement crud operation to store persistently to a MYSQL database
* Implement restful end points
* Use the command line tool curl to send Restful operation to a micro service

**Assumptions**

* Intro to programming and Java fundamentals
* Basics of object-oriented programming
* Data structures, collections, and exception handling
* Ability to utilize Spring Data JPA and Spring JdbcTemplates
* SQL, Joins, and normalization
* Understanding of RESTFUL APIs
* Spring MVC

**Resources and Preparation**

* MYSQL database server (8+)
* MYSQL Work bench (to run SQL’s to create database/table)
* CURL command line tool
* Java 1.8
* Gradle (5.6 or greater) build tool
* Java supported IDE (Example: Intellij/Net beans)
* DATABASE\_SCHEMA.sql (inside of project files)

**Instructor Walkthrough**

**Database Schema Setup (2 – 5 minutes)**

Open MYSQL work bench and connect to the MYSQL instance

Run the DATABASE\_SCHEMA.sql to create the project database/table.

**Code implementation (20 – 50 minutes)**

Open the java supported IDE and create a new project name: ledger\_project

Create the file “build.gradle” in add the following content (contains gradle configuration/tasks):

plugins {

id 'org.springframework.boot' version '2.4.1'

id 'io.spring.dependency-management' version '1.0.10.RELEASE'

id 'java'

id 'application'

}

mainClassName = 'com.ledger.app.Application'

group = 'com.ledger'

version = '0.0.1-SNAPSHOT'

sourceCompatibility = '1.8'

repositories {

mavenCentral()

}

dependencies {

implementation 'org.springframework.boot:spring-boot-starter-data-jpa'

implementation 'org.springframework.boot:spring-boot-starter-web'

implementation 'mysql:mysql-connector-java:8.0.21'

testImplementation 'org.springframework.boot:spring-boot-starter-test'

}

test {

useJUnitPlatform()

}

Create the file “settings.gradle” in add the following content:

rootProject.name = 'app'

Create the following directory hierarchy:
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Inside the resources directory, create a file with the name “application.properties” in add the below lines of code into it based of the database instance configuration:

database.driver=com.mysql.jdbc.Driver

database.url=

database.user=

database.password=

Example configuration:

database.driver=com.mysql.jdbc.Driver

database.url=jdbc:mysql://localhost:3306/transaction

database.user=root

database.password=password

Now, create a new java file with the name “Application” inside the app directory with the following content:

package com.ledger.app;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class Application {

public static void main(String[] args) {

SpringApplication.run(Application.class, args);

}

}

At this point, we would have a spring application (which really doesn’t do anything at the moment). Before we continue, let’s run a gradle build command to make sure the project builds. From the command line (in the project root directory) run the following command:

gradlew build

If the gradle build ran successfully, you should get a build successful response. Below is an example:  
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Next were going to create the file that reads the database configuration from the application.properties that we created earlier. Create the java file “AppConfig” inside of the app directory. Add the following content into it:

package com.ledger.app;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.context.annotation.Bean;

import org.springframework.context.annotation.Configuration;

import org.springframework.context.annotation.PropertySource;

import org.springframework.core.env.Environment;

import org.springframework.jdbc.datasource.DriverManagerDataSource;

import javax.sql.DataSource;

import java.util.Objects;

@Configuration

@PropertySource("classpath:application.properties")

public class AppConfig {

@Autowired

private Environment environment;

@Bean

DataSource dataSource() { // Get database configuration

DriverManagerDataSource driverManagerDataSource = new DriverManagerDataSource();

driverManagerDataSource.setUrl(environment.getProperty("database.url"));

driverManagerDataSource.setUsername(environment.getProperty("database.user"));

driverManagerDataSource.setPassword(environment.getProperty("database.password"));

driverManagerDataSource.setDriverClassName(Objects.requireNonNull(environment.getProperty("database.driver")));

return driverManagerDataSource;

}

}

Create the following three sub directors in the app folder:

![](data:image/png;base64,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)

Before we get to the REST/CRUD implementation, we will need to create all the necessary classes (6 files) that are used by both implementation. So, create the java class “Transaction” inside of the models directory with the following content:

package com.ledger.app.models;

import java.math.BigDecimal;

public class Transaction {

public final Long id;

public final String sender;

public final String recipient;

public final BigDecimal transactionValue;

public Transaction(Long id, String sender, String recipient, BigDecimal transactionValue){

this.id = id;

this.sender = sender;

this.recipient = recipient;

this.transactionValue = transactionValue;

}

}

Create the java class “TransactionSum” inside of the models directory with the following content:

package com.ledger.app.models;

import java.math.BigDecimal;

public class TransactionSum {

public final BigDecimal sum;

public TransactionSum(BigDecimal sum){

this.sum = sum;

}

}

Create the java class “TransactionToAdd” inside of the models directory with the following content:

package com.ledger.app.models;

import java.math.BigDecimal;

public class TransactionToAdd {

public final String sender;

public final String recipient;

public final BigDecimal transactionValue;

TransactionToAdd(String sender, String recipient, BigDecimal transactionValue){

this.sender = sender;

this.recipient = recipient;

this.transactionValue = transactionValue;

}

}

Create the java class “TransactionUpdatedValue” inside of the models directory with the following content:

package com.ledger.app.models;

import java.math.BigDecimal;

public class TransactionUpdatedValue {

public BigDecimal transactionValue;

public TransactionUpdatedValue(){ }

public TransactionUpdatedValue(BigDecimal transactionValue){

this.transactionValue = transactionValue;

}

}

Create the java class “TransactionStatus” inside of the models directory with the following content:

package com.ledger.app.models;

public class TransactionStatus {

public final boolean success;

public final String message;

public TransactionStatus(boolean success, String message){

this.success = success;

this.message = message;

}

}

Create the java class “TransactionNotFoundException” inside of the models directory with the following content:

package com.ledger.app.models;

public class TransactionNotFoundException extends RuntimeException {

public TransactionNotFoundException(Long id){

super("Could not find transaction with id: " + id);

}

}

Now that we setup the necessary classes, we can now get to the CRUD/REST implementation. We will start with the CRUD implementation since the REST implementation depends on it. Create the java class “TransactionRepository” in the directory repositorys with the following content:

package com.ledger.app.repositorys;

import com.ledger.app.models.Transaction;

import com.ledger.app.models.TransactionToAdd;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.jdbc.core.JdbcTemplate;

import org.springframework.stereotype.Repository;

import javax.sql.DataSource;

import java.math.BigDecimal;

import java.sql.ResultSet;

import java.sql.SQLException;

import java.util.List;

@Repository

public class TransactionRepository {

private final JdbcTemplate jdbcTemplate;

// Database columns name

private final String TABLE = "transactions";

private final String COLUMN\_ID = "id";

private final String COLUMN\_SENDER = "sender";

private final String COLUMN\_RECIPIENT = "recipient";

private final String COLUMN\_TRANSACTION\_VALUE = "transaction\_value";

private final String COLUMN\_SOFT\_DELETE = "soft\_delete";

@Autowired

public TransactionRepository(DataSource dataSource) {

this.jdbcTemplate = new JdbcTemplate(dataSource);

}

/\*\*

\* Query the database for a single transaction row (object)

\* @param id The transaction id

\* @return A nullable transaction object

\*/

public Transaction findOne(long id) {

String sqlQuery = "select " + COLUMN\_ID +

", " + COLUMN\_SENDER +

", " + COLUMN\_RECIPIENT +

", " + COLUMN\_TRANSACTION\_VALUE +

" from " + TABLE + " where id = ?" + // The ? is an argument field which is replace with the id value in the below line

" and " + COLUMN\_SOFT\_DELETE + " = false";

return jdbcTemplate.query(sqlQuery, this::rowToEmployee, id) // Returns a list of transactions

.stream()

.findFirst() // Find and get the first transaction in the list

.orElse(null); // If the list is empty, return null

}

/\*\*

\* Query the database for all transactions

\* @return A list of transactions

\*/

public List<Transaction> findAll() {

String sqlQuery = "select " + COLUMN\_ID +

", " + COLUMN\_SENDER +

", " + COLUMN\_RECIPIENT +

", " + COLUMN\_TRANSACTION\_VALUE +

" from " + TABLE + " where " + COLUMN\_SOFT\_DELETE + " = false";

return jdbcTemplate.query(sqlQuery, this::rowToEmployee);

}

/\*\*

\* Inserts a new transaction into the database

\* @param newTransaction Transaction to add

\* @return An integer value representing if a record has been added

\*/

public int add(TransactionToAdd newTransaction){

String sqlQuery = "insert into " + TABLE + " (" + COLUMN\_SENDER +

", " + COLUMN\_RECIPIENT +

", " + COLUMN\_TRANSACTION\_VALUE +

") values (?, ?, ?)";

return jdbcTemplate.update(

sqlQuery,

newTransaction.sender,

newTransaction.recipient,

newTransaction.transactionValue

);

}

/\*\*

\* Update the transaction value

\* @param id The transaction id

\* @param value Transaction value

\* @return An integer value representing if a record has been updated

\*/

public int updateValue(Long id, BigDecimal value){

String sqlQuery = "update " + TABLE + " set " +

COLUMN\_TRANSACTION\_VALUE + " = ? where id = ?" +

" and " + COLUMN\_SOFT\_DELETE + " = false";

return jdbcTemplate.update(sqlQuery, value, id);

}

/\*\*

\* Updates the record soft delete column to true

\* @param id The transaction id

\* @return An integer value representing if a record has been updated

\*/

public int softDelete(Long id){

String sqlQuery = "update " + TABLE + " set " +

COLUMN\_SOFT\_DELETE + " = true where id = ?";

return jdbcTemplate.update(sqlQuery, id);

}

/\*\*

\* Transforms a database row to a Transaction object

\* @param resultSet Table data

\* @param rowNum

\* @return A nullable transaction object

\* @throws SQLException

\*/

private Transaction rowToEmployee(ResultSet resultSet, int rowNum) throws SQLException {

return new Transaction(

resultSet.getLong(COLUMN\_ID),

resultSet.getString(COLUMN\_SENDER),

resultSet.getString(COLUMN\_RECIPIENT),

resultSet.getBigDecimal(COLUMN\_TRANSACTION\_VALUE)

);

}

}

Now we can create the REST implementation. Create the java class “Ledger” in the controllers directory with the following content:

package com.ledger.app.controllers;

import com.ledger.app.models.\*;

import com.ledger.app.repositorys.TransactionRepository;

import org.springframework.http.HttpStatus;

import org.springframework.web.bind.annotation.\*;

import java.math.BigDecimal;

import java.util.List;

@RestController

public class Ledger {

private TransactionRepository repository;

Ledger(TransactionRepository repository){

this.repository = repository;

}

@GetMapping("/transaction")

List<Transaction> findAll(){

return repository.findAll();

}

@GetMapping("/transaction/sum")

TransactionSum getSumOfAll(){

BigDecimal sum = repository.findAll()

.stream()

.map(transaction -> transaction.transactionValue) // Get all the values for transactionValue

.reduce(BigDecimal.ZERO, BigDecimal::add);// Sums all the transactionValue(s), default zero if list is empty

return new TransactionSum(sum);

}

@GetMapping("/transaction/{id}")

Transaction findOne(@PathVariable Long id){

Transaction result = repository.findOne(id);

if(result != null){

return result;

} else {

throw new TransactionNotFoundException(id);

}

}

@PostMapping("/transaction")

TransactionStatus add(@RequestBody TransactionToAdd newTransaction){

int result = repository.add(newTransaction);

return new TransactionStatus(result > 0, null);

}

@PutMapping("/transaction/{id}")

TransactionStatus updateValue(@PathVariable Long id, @RequestBody TransactionUpdatedValue updatedValued){

int result = repository.updateValue(id, updatedValued.transactionValue);

if(result > 0) {

return new TransactionStatus(true, null);

} else {

throw new TransactionNotFoundException(id);

}

}

@DeleteMapping("/transaction/{id}")

TransactionStatus softDelete(@PathVariable Long id){

int result = repository.softDelete(id);

if(result > 0) {

return new TransactionStatus(true, null);

} else {

throw new TransactionNotFoundException(id);

}

}

@ResponseBody

@ExceptionHandler(TransactionNotFoundException.class) // Calls the below method whenever this exception is raised in this controller

@ResponseStatus(HttpStatus.NOT\_FOUND) // Set the HTTP status code to 404 for thr response

TransactionStatus transactionNotFoundHandler(TransactionNotFoundException ex) {

return new TransactionStatus(false, ex.getMessage());

}

}

At this point, we have all necessary class created to start the ledger micro service. From the command line inside the root directory, run the following commands:

gradlew build

gradlew run

If successful, the spring application will start up with no error.

**Interacting with the micro service**

Note: This is assuming that the database table is empty (not truncated)

Now that the micro service is up and running, let’s go ahead and start interacting with it. Let’s first try to get a list of transactions. Run the following curl command from the terminal:

curl -s -H "Content-Type: application/json" http://localhost:8080/transaction

The expected response is an empty array of: []. The reason is since the table was created, there’s no transaction record in it. We can fix that by adding a transaction record. To do that, run the following curl command:

curl -s -X POST -H "Content-Type: application/json" -d '{"sender": "testsender", "recipient": "testrecipient", "transactionValue": 15.99}' http://localhost:8080/transaction

Expected response:

{"success":true,"message":null}

Now, let’s try to get a list of transactions again:

curl -s -H "Content-Type: application/json" http://localhost:8080/transaction

Expected response:

[{"id":1,"sender":"testsender","recipient":"testrecipient","transactionValue":15.99}]

The response now returns a transaction recorder that we added earlier. We can also get this record by id (1) using the below command:

curl -s -H "Content-Type: application/json" http://localhost:8080/transaction/1

Expected response:

{"id":1,"sender":"testsender","recipient":"testrecipient","transactionValue":15.99}

Let’s add another transaction to test the sum operation. Run the following command:

curl -s -X POST -H "Content-Type: application/json" -d '{"sender": "testsender2", "recipient": "testrecipient2", "transactionValue": -5.00}' http://localhost:8080/transaction

Expected response:

{"success":true,"message":null}

What do you expect the output to be when make a request to get the sum of all the transaction?

Run the following command to get the sum of all the transactions:

curl -s -H "Content-Type: application/json" http://localhost:8080/transaction/sum

Expected response:

{"sum":10.99}

Let’s update one the first transaction value by id:

curl -s -X PUT -H "Content-Type: application/json" -d '{"transactionValue": 18.99}' http://localhost:8080/transaction/1

Expected response:

{"success":true,"message":null}

Let’s verify that the value was updated with the following command:

curl -s -H "Content-Type: application/json" http://localhost:8080/transaction/1

Expected response:

{"id":1,"sender":"testsender","recipient":"testrecipient","transactionValue":18.99}

Let’s delete (soft) the first transaction

curl -s -X DELETE -H "Content-Type: application/json" http://localhost:8080/transaction/1

Expected response:

{"success":true,"message":null}

Now if we pull a list of all the transaction, we should expect to see only one transaction:

curl -s -H "Content-Type: application/json" http://localhost:8080/transaction

Expected response:

[{"id":2,"sender":"testsender2","recipient":"testrecipient2","transactionValue":-5.0}]