SPRAWOZDANIE

ALGORYTMY PRZYDZIAŁU CZASU PROCESORA

Repozytorium: <https://github.com/MarArek/SOSimulations.git> Branch: Scheduling

**Sprawozdanie dotyczy symulacji algorytmów przydziału czasu procesora. W projekcie uwzględniono algorytmy FCFS (First-Come First-Served), LCFS (Last-Come First-Served), SJF (Shortest Job First), oraz Round-Robin (w wersji FCFS i LCFS).**

**Dokumentacja kodu została przygotowana za pomocą narzędzia JAVADOC[[1]](#footnote-1).**
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# Procedura testowania algorytmów.

## Ogólne informacje

Symulacje opierają się na manipulowaniu „procesami” w pamięci procesora. Rolę kolejki procesów oczekujących pełni tablica o wielkości równej zadeklarowanej wcześniej ilości procesów (na przykład **100**).

Każdy proces jest zbudowany z:

* **id** – identyfikatora procesu
* **awaitingTime** – czasu oczekiwania procesu
* **processingTime** – czasu przetwarzania procesu
* ![](data:image/png;base64,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)**burstTime** – pozostały czas obliczeń procesu

processes1.csv

Symulacje rozpoczynają się wygenerowaniem plików źródłowych w postaci dwóch kolumn, w których znajdują się wygenerowane numery procesów w zadanej wcześniej ilości, wraz z losowo wygenerowanym czasem przetwarzania z zadanego zakresu. Ilość plików źródłowych jest równa zadeklarowanej wcześniej ilości prób.

Przykład wygenerowanego pliku:

## FCFS

### Informacja

Algorytm polega na przydzielaniu czasu w kolejności, w której procesy pojawiły się w procesorze. Procesy są przetwarzane, a ich czas wykonywania jest dodawany do czasu oczekiwania każdego procesu, który jeszcze się nie wykonał.

Implementacja:

W pierwszym kroku lista pełniąca rolę kolejki oczekiwania zostaje wypełniona danymi z wygenerowanego pliku. Długość tej listy pełni rolę wyznacznika długości głównej pętli algorytmu:

*czasOczekiwania := 0*

*czySkonczono := false*

*indeks := 0*

*while !czySkonczono do*

*czasOczekiwania += kolejkaOczekiwania[indeks].czasObliczeń*

*for i = indeks+1 to iloscProcesow do*

*kolejkaOczekiwania[i].czasCzekania = czasOczekiwania*

*endfor*

*kolejkaOczekiwania[indeks].czasPrzetwarzania =*

*kolejkaOczekiwania[indeks].czasCzekania + kolejkaOczekiwania[indeks].czasObliczen*

*kolejkaGotowychProcesow.dodaj( kolejkaOczekiwania[indeks] )*

*indeks++*

*if kolejkaGotowychProcesow.rozmiar == iloscProcesow do*

*czySkonczono := true*

*endif*

*endwhile*

Po przejściu pętli, średnia wszystkich **czasów oczekiwania** jest szukanym przez nas wynikiem. W przypadku większej ilości prób **(n>1)**, wynik ostateczny jest średnią arytmetyczną wyników pośrednich. Pętla algorytmu jest wtedy zamknięta w pętli o długości równej ilości prób.

## LCFS

### Informacja

Algorytm polega na przydzielaniu czasu w odwrotnej kolejności niż, w której procesy pojawiły się w procesorze. Procesy są przetwarzane, a ich czas wykonywania jest dodawany do czasu oczekiwania każdego procesu, który jeszcze się nie wykonał.

Implementacja:

W pierwszym kroku lista pełniąca rolę kolejki oczekiwania zostaje wypełniona danymi z wygenerowanego pliku. Długość tej listy pełni rolę wyznacznika długości głównej pętli algorytmu:

*czasOczekiwania := 0*

*czySkonczono := false*

*indeks := iloscProcesow - 1*

*while !czySkonczono do*

*czasOczekiwania += kolejkaOczekiwania[indeks]. czasObliczeń*

*for i = indeks-1 to 0 do*

*kolejkaOczekiwania[i].czasCzekania = czasOczekiwania*

*endfor*

*kolejkaOczekiwania[indeks].czasPrzetwarzania =*

*kolejkaOczekiwania[indeks].czasCzekania + kolejkaOczekiwania[indeks]. czasObliczen*

*kolejkaGotowychProcesow.dodaj( kolejkaOczekiwania[indeks] )*

*indeks--*

*if kolejkaGotowychProcesow.rozmiar == iloscProcesow do*

*czySkonczono := true*

*endif*

*endwhile*

Po przejściu pętli, średnia wszystkich **czasów oczekiwania** jest szukanym przez nas wynikiem. W przypadku większej ilości prób **(n>1)**, wynik ostateczny jest średnią arytmetyczną wyników pośrednich. Pętla algorytmu jest wtedy zamknięta w pętli o długości równej ilości prób.

## SJF

### Informacja

Algorytm polega na przydzielaniu czasu w kolejności od procesu z najkrótszym czasem przetwarzania, do ostatniego. Procesy są przetwarzane, a ich czas wykonywania jest dodawany do czasu oczekiwania każdego procesu, który jeszcze się nie wykonał.

Implementacja:

W pierwszym kroku lista pełniąca rolę kolejki oczekiwania zostaje wypełniona danymi z wygenerowanego pliku. Lista ta zostaje posortowana rosnąco względem czasu obliczeń. Długość tej listy pełni rolę wyznacznika długości głównej pętli algorytmu:

*czasOczekiwania := 0*

*czySkonczono := false*

*indeks := 0*

*while !czySkonczono do*

*czasOczekiwania += kolejkaOczekiwania[indeks]. czasObliczeń*

*for i = indeks+1 to iloscProcesow do*

*kolejkaOczekiwania[i].czasCzekania = czasOczekiwania*

*endfor*

*kolejkaOczekiwania[indeks].czasPrzetwarzania =*

*kolejkaOczekiwania[indeks].czasCzekania + kolejkaOczekiwania[indeks].czasObliczen*

*kolejkaGotowychProcesow.dodaj( kolejkaOczekiwania[indeks] )*

*indeks--*

*if kolejkaGotowychProcesow.rozmiar == iloscProcesow do*

*czySkonczono := true*

*endif*

*endwhile*

Po przejściu pętli, średnia wszystkich **czasów oczekiwania** jest szukanym przez nas wynikiem. W przypadku większej ilości prób **(n>1)**, wynik ostateczny jest średnią arytmetyczną wyników pośrednich. Pętla algorytmu jest wtedy zamknięta w pętli o długości równej ilości prób.

## Round-Robin FCFS

### Informacja

Algorytm polega na przydzielaniu czasu w kolejności, w której procesy pojawiły się w procesorze, ale przetwarzane są tylko w zadanym okresie czasu (kwancie) do momentu, aż wszystkie procesy zostaną wykonane. Procesy są przetwarzane, a ich czas wykonywania jest dodawany do czasu oczekiwania każdego procesu, który jeszcze się nie wykonał.

Implementacja:

W pierwszym kroku lista pełniąca rolę kolejki oczekiwania zostaje wypełniona danymi z wygenerowanego pliku. Długość tej listy pełni rolę wyznacznika długości głównej pętli algorytmu:

*czySkonczono := false*

*indeks := 0*

*while !czySkonczono do*

***czasPrzetwarzania*** *:= kwantCzasu*

*while kolejkaOczekiwania[indeks].czasObliczeń – czasPrzetwarzania < 0 do*

***czasPrzetwarzania****--*

*endwhile*

*for i = 0 to iloscProcesow do*

*if i==indeks && kolejkaOczekiwania[i]. czasObliczeń > 0 do*

*kolejkaOczekiwania[i].czasPrzetwarzania =*

*kolejkaOczekiwania[i].czasPrzetwarzania +* ***czasPrzetwarzania***

*kolejkaOczekiwania[i]. czasObliczen =*

*kolejkaOczekiwania[i].czasObliczen –* ***czasPrzetwarzania***

*if kolejkaOczekiwania[i]. czasObliczen == 0 && !( ukonczono(kolejkaOczekiwania[i] ) do*

*kolejkaOczekiwania[i].czasPrzetwarzania =*

*kolejkaOczekiwania[i].czasPrzetwarzania+kolejkaOczekiwania[i].czasCzekania*

*kolejkaGotowychProcesow.dodaj( kolejkaOczekiwania[i] )*

*endif*

*else if i != indeks && !ukończono( kolejkaOczekiwania[i] ) do*

*kolejkaOczekiwania[i].czasCzekania =*

*kolejkaOczekiwania[i].czasCzekania +* ***czasPrzetwarzania***

*endif*

*endfor*

*indeks++*

*if kolejkaGotowychProcesow.rozmiar == iloscProcesow do*

*czySkonczono := true*

*else if indeks == iloscProcesow do*

*indeks := 0*

*endif*

*endwhile*

Po przejściu pętli, średnia wszystkich **czasów oczekiwania** jest szukanym przez nas wynikiem. W przypadku większej ilości prób **(n>1)**, wynik ostateczny jest średnią arytmetyczną wyników pośrednich. Pętla algorytmu jest wtedy zamknięta w pętli o długości równej ilości prób.

## Round-Robin LCFS

### Informacja

Algorytm polega na przydzielaniu czasu w odwrotnej kolejności niż, w której procesy pojawiły się w procesorze, ale przetwarzane są tylko w zadanym okresie czasu (kwancie) do momentu, aż wszystkie procesy zostaną wykonane. Procesy są przetwarzane, a ich czas wykonywania jest dodawany do czasu oczekiwania każdego procesu, który jeszcze się nie wykonał.

Implementacja:

W pierwszym kroku lista pełniąca rolę kolejki oczekiwania zostaje wypełniona danymi z wygenerowanego pliku. Długość tej listy pełni rolę wyznacznika długości głównej pętli algorytmu:

*czySkonczono := false*

*indeks := iloscProcesow -1*

*while !czySkonczono do*

***czasPrzetwarzania*** *:= kwantCzasu*

*while kolejkaOczekiwania[indeks]. czasObliczeń – czasPrzetwarzania < 0 do*

***czasPrzetwarzania****--*

*endwhile*

*for i = iloscProcesow -1 to 0 do*

*if i==indeks && kolejkaOczekiwania[i]. czasObliczeń > 0 do*

*kolejkaOczekiwania[i].czasPrzetwarzania =*

*kolejkaOczekiwania[i].czasPrzetwarzania +* ***czasPrzetwarzania***

*kolejkaOczekiwania[i]. czasObliczen =*

*kolejkaOczekiwania[i].czasObliczen –* ***czasPrzetwarzania***

*if kolejkaOczekiwania[i]. czasObliczen == 0 && !( ukonczono(kolejkaOczekiwania[i] ) do*

*kolejkaOczekiwania[i].czasPrzetwarzania =*

*kolejkaOczekiwania[i].czasPrzetwarzania+kolejkaOczekiwania[i].czasCzekania*

*kolejkaGotowychProcesow.dodaj( kolejkaOczekiwania[i] )*

*endif*

*else if i != indeks && !ukończono( kolejkaOczekiwania[i] ) do*

*kolejkaOczekiwania[i].czasCzekania =*

*kolejkaOczekiwania[i].czasCzekania +* ***czasPrzetwarzania***

*endif*

*endfor*

*indeks--*

*if kolejkaGotowychProcesow.rozmiar == iloscProcesow do*

*czySkonczono := true*

*else if indeks < 0 do*

*indeks := iloscProcesow - 1*

*endif*

*endwhile*

Po przejściu pętli, średnia wszystkich **czasów oczekiwania** jest szukanym przez nas wynikiem. W przypadku większej ilości prób **(n>1)**, wynik ostateczny jest średnią arytmetyczną wyników pośrednich. Pętla algorytmu jest wtedy zamknięta w pętli o długości równej ilości prób.

# Opracowane wyniki eksperymentów

Symulacja generuje plik wynikowy w formacie csv. Symulację przeprowadzono dla danych:

* Ilość procesów: 100
* Kwanty czasu procesora: 0.5, 1, 1.5 (dodatkowo dodano kwant = 50)
* Ilość prób: 100
* Zakres czasu obliczeń: 1-20

Z wygenerowanego pliku csv zostaje stworzona tabela poniżej:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Time Quantum** | **Algorithm** | **Amount of processes** | **Average processing time [s]** | **Average waiting time [s]** |
| **0.5** | **FCFS** | **100** | **519,793** | **530,313** |
| **0.5** | **LCFS** | **100** | **521,697** | **532,217** |
| **0.5** | **SJF** | **100** | **356,407** | **366,927** |
| **0.5** | **RoundRobin FCFS** | **100** | **382,792** | **393,312** |
| **0.5** | **RoundRobin LCFS** | **100** | **382,994** | **393,514** |
|  | | | | |
| **1.0** | **FCFS** | **100** | **519,793** | **530,313** |
| **1.0** | **LCFS** | **100** | **521,697** | **532,217** |
| **1.0** | **SJF** | **100** | **356,407** | **366,927** |
| **1.0** | **RoundRobin FCFS** | **100** | **686,718** | **697,238** |
| **1.0** | **RoundRobin LCFS** | **100** | **686,920** | **697,440** |
|  | | | | |
| **1.5** | **FCFS** | **100** | **519,793** | **530,313** |
| **1.5** | **LCFS** | **100** | **521,697** | **532,217** |
| **1.5** | **SJF** | **100** | **356,407** | **366,927** |
| **1.5** | **RoundRobin FCFS** | **100** | **625,712** | **636,232** |
| **1.5** | **RoundRobin LCFS** | **100** | **626,110** | **636,630** |
|  | | | | |
| **50.0** | **FCFS** | **100** | **519,793** | **530,313** |
| **50.0** | **LCFS** | **100** | **521,697** | **532,217** |
| **50.0** | **SJF** | **100** | **356,407** | **366,927** |
| **50.0** | **RoundRobin FCFS** | **100** | **519,793** | **530,313** |
| **50.0** | **RoundRobin LCFS** | **100** | **521,697** | **532,217** |

Tabela wynikowa zawiera: **wartość kwantu czasu, nazwę algorytmu**, **ilość procesów w pamięci**, **średni czas przetwarzania procesu, średni czas oczekiwania procesu.**

# Wnioski

Wnioski dla przeanalizowanych algorytmów są następujące:

1. Niezależnie od długości trwania kwantu czasu, algorytm SJF wypada najkorzystniej w porównaniu z innymi zasymulowanymi algorytmami.
2. W przypadku kwantu czasu równego 0.5 [s], czasy dla algorytmów Round-Robin są wyraźnie mniejsze, niż w porównaniu do większych wartości tej zmiennej.
3. Nie biorąc pod uwagę obliczeń dla kwantu 0.5 [s] to można zauważyć iż czasy dla algorytmów Round-Robin są funkcją malejącą. Przy kwancie dążącym do nieskończoności, czasy algorytmu Robin-Robin FCFS dążą do czasów algorytmu FCFS i analogicznie dla LCFS. Zauważyć to można dla kwantu równego 50. Jest on większy, niż maksymalny czas obliczeń dla procesu, więc czasy są identyczne dla algorytmów Round-Robin, FCFS i LCFS.
4. Symulacja została uruchomiona dla 100 powtórzeń, także ostateczny wynik jest średnią z nich wszystkich. Jest to duża liczba prób, więc można przyjąć, że wyniki z tabeli dobrze oddają poszczególne algorytmy dla danych procesów i ich czasów obliczeń z zakresu **1-20**.

1. Strona narzędzia: <https://docs.oracle.com/javase/8/docs/technotes/tools/windows/javadoc.html> [↑](#footnote-ref-1)