SPRAWOZDANIE

ALGORYTMY ZASTĘPOWANIA STRON

Repozytorium: <https://github.com/MarArek/SOSimulations.git> Branch: Paging

**Sprawozdanie dotyczy symulacji algorytmów zastępowania stron. W projekcie uwzględniono algorytmy LRU (Least Recently Used), oraz LFU (Least Frequently Used).**

**Dokumentacja kodu została przygotowana za pomocą narzędzia JAVADOC[[1]](#footnote-1).**
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# Procedura testowania algorytmów.

## Ogólne informacje

Symulacje opierają się na manipulowaniu „ramkami” w pamięci. Rolę pamięci pełni tablica ramek o wielkości równej zadeklarowanej wcześniej (na przykład **3**).

Każda ramka jest zbudowana z:

* **id** – identyfikatora ramki/strony
* **ageOfFrame –** „wieku” ramki
* **amountOfUses –** ilości użyć danej ramki.

## LFU

Algorytm polega na zastępowaniu strony, do której ramki było najmniej odwołań. Każde zastąpienie strony której ramka nie istniała w pamięci jest liczone jako brakująca strona.
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![](data:image/png;base64,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)Implementacja:

Symulacja rozpoczyna się wygenerowaniem plików źródłowych w postaci jednej kolumny, w której znajdują się losowo wygenerowane numery stron w zadanej wcześniej ilości z zadanego wcześniej zakresu (w tym przypadku **1-20**). Ilość plików źródłowych jest równa zadeklarowanej wcześniej ilości prób.

Przykład wygenerowanego pliku:

W następnym kroku lista pełniąca rolę tablicy odniesień stron zostaje wypełniona danymi z wygenerowanego pliku. Długość tej listy pełni rolę wyznacznika długości głównej pętli algorytmu:

*iloscBrakujacychStron := 0*

*indeksTablicyRamek := 0*

*for i = 0 to dlugoscTablicyOdniesien do*

*if tablicaOdniesien[i] nie istnieje w tablicaRamek do*

*iloscBrakujacychStron++*

*indeksTablicyRamek := pobierzIndeksNajstarszejRamki()*

*tablicaRamek[indeksTablicyRamek] := tablicaOdniesien[i]*

*tablicaRamek[indeksTablicyRamek].wiek++*

*indeksTablicyRamek++*

*podniesWiekInnychRamekWTablicyOJeden()*

*else*

*indeksTablicyRamek := pobierzIndeksPodanejRamki( tablicaOdniesien[i] )*

*tablicaRamek[indeksTablicyRamek].iloscUzyc++*

*tablicaRamek[indeksTablicyRamek].wiek := 1*

*indeksTablicyRamek++*

*podniesWiekInnychRamekWTablicyOJeden()*

*endif*

*if indeksTablicyRamek == wielkoscTablicyRamek do*

*indeksTablicyRamek := 0*

*endif*

*endfor*

Po przejściu pętli, ilość brakujących stron jest oczekiwanym przez nas wynikiem. W przypadku większej ilości prób **(n>1)**, wynik ostateczny jest średnią arytmetyczną wyników pośrednich. Pętla algorytmu jest wtedy zamknięta w pętli o długości równej ilości prób.

## LRU

Algorytm polega na zastępowaniu strony, do której ramki odwołanie było najdawniej. Każde zastąpienie strony której ramka nie istniała w pamięci jest liczone jako brakująca strona.
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Symulacja rozpoczyna się wygenerowaniem plików źródłowych w postaci jednej kolumny, w której znajdują się losowo wygenerowane numery stron w zadanej wcześniej ilości z zadanego wcześniej zakresu (w tym przypadku **1-20**). Ilość plików źródłowych jest równa zadeklarowanej wcześniej ilości prób.

Przykład wygenerowanego pliku:

W następnym kroku lista pełniąca rolę tablicy odniesień stron zostaje wypełniona danymi z wygenerowanego pliku. Długość tej listy pełni rolę wyznacznika długości głównej pętli algorytmu:

*iloscBrakujacychStron := 0*

*indeksTablicyRamek := 0*

*for i = 0 to dlugoscTablicyOdniesien do*

*if tablicaOdniesien[i] nie istnieje w tablicaRamek do*

*iloscBrakujacychStron++*

*indeksTablicyRamek := pobierzIndeksNajstarszejRamki()*

*tablicaRamek[indeksTablicyRamek] := tablicaOdniesien[i]*

*tablicaRamek[indeksTablicyRamek].wiek++*

*indeksTablicyRamek++*

*podniesWiekInnychRamekWTablicyOJeden()*

*else*

*indeksTablicyRamek := pobierzIndeksPodanejRamki( tablicaOdniesien[i] )*

*tablicaRamek[indeksTablicyRamek].wiek := 1*

*indeksTablicyRamek++*

*podniesWiekInnychRamekWTablicyOJeden()*

*endif*

*if indeksTablicyRamek == wielkoscTablicyRamek do*

*indeksTablicyRamek := 0*

*endif*

*endfor*

Po przejściu pętli, ilość brakujących stron jest oczekiwanym przez nas wynikiem. W przypadku większej ilości prób **(n>1)**, wynik ostateczny jest średnią arytmetyczną wyników pośrednich. Pętla algorytmu jest wtedy zamknięta w pętli o długości równej ilości prób.

# Opracowane wyniki eksperymentów

Symulacja generuje plik wynikowy w formacie csv. Symulację przeprowadzono dla danych:

* Ilość stron: 20
* Dostępne ramki pamięci: 3,5,7
* Ilość prób: 100
* Długość listy odniesień: 100

Z wygenerowanego pliku csv zostaje stworzona tabela poniżej:

|  |  |  |  |
| --- | --- | --- | --- |
| ***Available frames in physical memory*** | ***Algorithm*** | ***Amount of pages*** | ***Average amount of page faults*** |
| **3** | **LRU** | **20** | **85.67** |
| **3** | **LFU** | **20** | **85.86** |
|  | | | |
| **5** | **LRU** | **20** | **76.06** |
| **5** | **LFU** | **20** | **75.72** |
|  | | | |
| **7** | **LRU** | **20** | **67.04** |
| **7** | **LFU** | **20** | **66.85** |

Tabela wynikowa zawiera: **ilość dostępnych ramek w pamięci**, **nazwę algorytmu**, **ilość stron w pamięci**, **średnią ilość brakujących stron pamięci.**

# Wnioski

Wnioski dla obu przeanalizowanych algorytmów są następujące:

1. Wraz ze wzrostem ilości dostępnych ramek w pamięci, zmniejsza się ilość brakujących stron.
2. Średnie ilości brakujących stron dla obu algorytmów dla tej samej ilości ramek są porównywalne. Różnice są nieznaczne.
3. Symulacja została uruchomiona dla 100 powtórzeń także ostateczny wynik jest średnią z nich wszystkich. Jest to duża liczba prób więc można przyjąć, że wynik z tabeli jest ogólną średnią dla poszczególnych algorytmów dla danych stron w ilości od **1** do **20**.

1. Strona narzędzia: <https://docs.oracle.com/javase/8/docs/technotes/tools/windows/javadoc.html> [↑](#footnote-ref-1)