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Abstract

Deck-building games have been a staple board game genre ever since the release of *Dominion* in October 2008. In these games players start with a weak set of cards as a personal deck and seek to strengthen their deck with cards from a predetermined array of options, competing against others in the process for victory. No option to date exists for the easy construction and testing of these types of games from scratch in a text-based format.

*Tabl* is a text-based programming language designed to alleviate the aforementioned problem for people who are adept at making deck-building games and curious individuals who want to try their hand at it alike, all while requiring little to no previous programming knowledge. The language comes with its own interpreter written in Python and allows the users to try the card game they have made in a web-based graphical environment developed in Vue.js 3. A file written in *Tabl* is meant to resemble the rulebook of the game being played.

The language is made with further expansion in mind, leaving the possibility of additional development to broaden the scope of it to encapsulate other genres of games.

# Introduction

## Deck-building board games

Board games come in many different shapes and forms: some people enjoy the thrill of rolling the dice for a chance to win big in *Monopoly*, while others prefer crushing their opponents mentally in purely skill-based, deterministic games like chess. These two styles provide a basis for a possible categorization of modern board games. Board-game fans call games that rely more on the luck of the draw and the theatrics of play American-style (or *Ameritrash*), while they dub games that are more abstract and require careful planning and thought throughout *Eurogames*. (examples?)

These two types have very different skill-testing elements. Games that fall into the *Ameritrash* category generally require players to be quick on their feet and fast to adapt to a wide array of situations. *Eurogames* however reward long-term planning and a distinct type of abstract or mathematical thinking. Naturally, most board games borrow different elements of the two categories and mix them together to provide the best play experience possible. One excellent example of this is the genre of deck-building board games (deck-builders).

The main idea behind deck-builders is the following: what if players were subject to the luck of the draw, but had a chance to tip the scales in their favor by manipulating their own deck during play? The concept of collectible card games (CCGs) is very similar, however the decks used are constructed before play begins, while in deck-builders deck construction is the focus of the main gameplay loop. The first game to fully embrace this idea was *Dominion,* released in 2008.

Most deck-builders follow a very similar play pattern. All of the players start with a pre-constructed personal deck of weak cards that don’t have any substantial effect on their own. Players take turns draw a number of these cards, playing them to gain per-turn resources that they can use to buy cards from a common supply. The played cards and the ones players buy during their turn go into the players’ personal discard pile. Once a player’s personal deck is depleted, they shuffle their discard pile to form a new deck of cards to draw from, with their decks now containing the cards they have previously bought.

These cards can have a wide variety of effects. Some of them provide the player with economical advantages, allowing them to buy more cards during subsequent turns. Others make it possible to draw more cards from the deck than normal, allows players to discard cards in order to draw new ones, or enables them to remove the weaker cards from their deck permanently. Several cards facilitate player interaction: making others discard their own cards or stealing resources from them.

The end goals of these games can differ greatly with some requiring the players to accumulate the highest number of victory points. In others, players battle until one of them loses all of their health points. However, no matter the objective, the necessity of players to improve their decks bit by bit remains a constant.

## Programming languages

The number of programming languages used in the world is ever-increasing. General-purpose programming languages like C, highly specialized ones only used in certain fields like R, educational programming languages that are used to teach programming to children, such as Logo or Scratch and esoteric languages like Shakespeare which are created not for commercial use, but to test the limits of programming languages and to have fun of course.

Programming languages can be graphical, providing a graphical interface for users to interact with the language, making software creation easier to understand and omitting the need for users to learn the sometimes-difficult syntax of programming languages. The other, more common type of programming languages is textual or text-based programming languages, these give users a bigger degree of freedom when creating software, however usually they require more finesse to utilize fully.

In this thesis I will be focusing primarily on the creation of textual programming languages, detailing the basic principles, and taking a look at a case study of a language I have made.

## Motivation

I have always been fascinated and deeply entertained by board games. They provide a safe environment to test one’s mettle against their friends in a competition of wits. After I was introduced to deck-builders I was highly intrigued: they combine luck and strategy in a very distinct way. Deck-builders don’t allow players to calculate their way to a certain victory, requiring critical and strategic thinking in a more meta way. One might not be able to decide what cards they draw in a turn, but they can influence the pool of cards they draw from.

Creating my very own programming language has been a dream of mine ever since I learned of esoteric programming languages like *Shakespeare* or *Whitespace* when I first became interested in coding. The task seemed daunting and a bit too complex for me just to dip my toes into it with no clear goal in mind. Was making a funny or interesting language just for the sake of it worth the time and effort?

I realized that there was a way for me to combine my passion for board games (specifically deck-builders) and my interest in creating my own language. What if there was a way for anyone to create their own deck-building game and test it in a graphical environment online? This is how I came up with the idea of *Tabl.* My goal with Tabl was not only to create a language that could define a deck-builder (it might be possible to do so with the use of a data interchange language like JSON, although more dynamic elements of the game might be harder to define), but to make the experience of creating one easy to understand and to structure the language in a way that helps facilitate the ease of translating it into a playable experience. I also wanted to make the files written in the language to be multi-purpose. Not only would they define the author’s custom deck-builder, but they would also look like a traditional board game rulebook, making it easy for anyone to tell the rules of the created game at first glance.

My aspirations for *Tabl* are two-fold. On one hand I want to make it possible for lovers of the genre with no previous programming experience to try their hand at creating a deck-builder for the first time. On the other, I hope even experienced game designers can find some merit in the concept as well, having a way to effortlessly modify both the minute and bigger, overarching rules of their game and test the changes immediately. This allows for easy evaluation and tweaking of game balance.

## Structure of the thesis

In the next section of the paper, I will highlight and explain in detail the different phases of crating the *Tabl* programming language and the interpreter I have developed to process files written in the language. In the section after, I am going to focus on the technological aspects that make testing the created deck-building game possible, describing the different technologies used in both the back- and front-end of the web application.

The third section deals with two case studies: I have created pre-existing card games *Dominion* and *Hero Realms* in *Tabl* and I will be comparing playing these deck-builders through the web application and in real life, testing the product’s viability.

The last section contains my closing thoughts about the project and discussion about the possibility of the expansion of its scope to other types of board games besides deck-builders, or maybe even to board games in general.

# Background and technologies

## A brief history of programming languages

With the creation of computers arose the need for programming languages. At first, in the 1940’s, programmers had to code using a sequence of 0’s and 1’s, essentially writing machine code. Only low-level operations like data manipulation and simple arithmetic were possible, and writing a program was hard and tedious. The programs written were extremely hard to understand and neigh impossible to modify, being written most of the time on punched cards – once a programmer made a mistake, they most likely had to completely restart.

The first wave of user-friendly languages came with the creation of assembly languages in the early 1950’s. These languages allowed for an easier understanding of machine instructions and later made it possible for programmers to define early variations of functions.

Then, in the late 50’s came a boom of higher-level, specialized programming languages that were created with further ease of use in mind, like *Fortran*, *Cobol*, or *Lisp*. *C*, maybe the most widely known and still one of the most-used programming languages was created in the early 70’s, first being used to create Unix utilities, then slowly gaining a wider appeal, with compilers available for many modern operating systems and architectures.

Today, more than a thousand programming languages that are in use exist. Modern languages differ greatly from early ones, emphasizing problem-solving in particular areas like web development, data analysis or data management and providing users with an ever-increasing array of robust tools and high-level built-in functions that make writing and understanding languages easier. Despite these differences, one aspect of programming has not changed ever since the beginning: programs written in any language need to be translated to machine code to be executed. The software that achieves this translation is called a compiler.

## Compilers and interpreters

As stated previously, compilers are an integral part of programming languages, since they are needed for the code to be translated to machine code, understandable to a computer. Compilers take a source program (usually written in a higher-level language) and produce a target program written in machine code. This target program then can be ran by the end-users.

Interpreters are very similar to compilers, however instead of translating the source program into a target program, they execute the operations written line-by-line, producing an output without the need of a separate target program to be run. Interpreted programs allow for easier debugging due to the line-by-line execution, however started out being slower than compiled programs.

JIT (Just-in-time) or run-time compilation combines the advantages of compilers and interpreters, translating code first into an intermediate bytecode, then translating bytecode into machine language. This allows for the faster run-times of compilation. while ensuring the ease of debugging and code analysis of interpreted languages.

Although these approaches differ in translating a source program written in a high-level language to target machine code, their structure remains largely the same.

The first step of compilation is called lexical analysis or scanning. During this phase, the lexical analyzer (lexer) breaks up the character stream (the program written in a language) into meaningful character sequences called lexemes. For each lexeme, the analyzer produces a token. These tokens are usually made up of two parts: token-names and attribute-values.

Token-names serve to denote what part of a language a lexeme is meant to represent. This could be anything from an identifier to an operation type like addition or assignment. Attribute-names are pointers that point to entries in the symbol table of a compiler. Any lexeme in a program that is created by the user, like the name of a variable is stored in the symbol table.

After lexical analysis comes syntax analysis or parsing. The syntax analyzer puts the tokens created by the lexer into a tree-like structure. This syntax tree carries in it additional information compared to only the tokens: it denotes how the tokens relate to each other grammatically, showing the order of operations and which operands a certain operation is meant to be performed on.

Semantic analysis is the last part of the analysis process. The semantic analyzer is responsible for checking whether the code adheres to the ground rules laid down by a language, pertaining to control structures and data types. Semantic analysis includes (but is not limited to) type-checking and conversion.

The next step of compilation after analysis is intermediate code generation. This is an optional part of compilation and not all compilers are designed to do it. After creating the syntax tree, the compiler might create a low-level, machine instruction-like code that is both easily producible and can be effortlessly translated into the desired machine code.

Code optimization comes next. During code optimization, the compiler is trying to shape the intermediate code so that it is as fast to run as possible, without compromising the length of compilation too much. Other objectives can also be taken into consideration during optimization, like power consumption or the length of the resulting code. This process can include but is not limited to combining operations that are redundant, or wholly eliminating lines that can be simplified.

## Technologies

In the following section I will be detailing the different technologies that I have used to build *Tabl*. This includes the technologies and languages used to produce the programming language itself, the backend of the game where it is actually running, the frontend that is a web application with a graphical user interface where one can try the game they have built, and the communication between the aforementioned two.

### ANTLR v4

*ANTLR (Another tool for Language Recognition) v4* is a parser generator that can be used to create a lexer and parser for any user-defined language. These language definitions are called grammars, containing lexer and parser rules. Parser rules are higher-level representations of concepts found in a grammar, defining what kind of data is to be extracted from a program. Lexer rules are lower level rules that define what kinds of character sequences are acceptable in certain parts of a parser rule. Parser rules can contain other parser rules, however the base building blocks any grammar are lexer rules, thus all parser rules can eventually be broken down into lexer rules.

*ANTLR 4* supports grammars written in a wide variety of languages (e.g. Java, Python and C#) and can also be used to generate parse-tree walkers in these languages. These walkers can be used to process the programs written in the created language using the language of the grammar. Code segments represented by the parser rules can be visited one by one, building an application in the process.

I used *ANTLR 4* to build a grammar and parser for *Tabl,* as creating my own parser did not fit into the scope of this project.

### Python 3

The language I used ANTLR 4 in and to build the backend of my application was Python 3. Python is high-level programming language that focuses on the readability and conciseness of code. Python is very commonly used in data analysis and machine learning, but it is perfectly suited for creating any kind of programming application.

One of the most important features of Python that set it apart from other languages is the meaningful indentation in it: the curly brackets seen in other traditional multi-purpose programming languages like C, Java or C# that help define which lines in the program belong together are instead replaced with indentation. Lines that are on the same indentation level are considered to be one code block. Although indentation can optionally be used in languages that don’t take it into consideration during compilation, Python forcing it facilitates readability.

<https://python.pages.doc.ic.ac.uk/java/lessons/java/01-intro/07-compare-braces.html>

https://docs.python.org/3/library/

Python also comes with an extremely robust catalogue of built-in packages called the Python Standard Library. Development can be significantly streamlined by using the language features provided in the Standard Library. These features include built-in HTTP server support, I/O operations, multiple forms of internet data handling, and a wide array of mathematical functions among others.

The language also allows for the usage of an object-based approach (crating classes) but does not enforce it in a way like Java does. This allows for programs created in Python to mix and match multiple programming styles.

I chose to develop the backend of the application using Python, as it is a language I am comfortable using, and

### Vue.js

Vue.js is a JavaScript framework for building web applications. The framework complements basic HTML, JavaScript and CSS allowing for the dynamic creation of single-page websites.

Vue.js allows for the use of components as reusable parts of a page. Components can be endlessly embedded into each other, can change their behavior based on the input they get (props), and can also emit events to change the behavior of the component they are embedded in. A component is made up of three main parts: HTML, script, and CSS.

Data binding inside any HTML node is simple and any JavaScript expressions can be used inside all data bindings. It is possible to bind both the attributes on the HTML nodes and the content of the nodes themselves. The framework also allows for the conditional rendering and list rendering of any element.
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