**Q. What is JavaScript?**

**ANS**:

JavaScript is a client-side as well as server side scripting language that can be inserted into HTML pages and is understood by web browsers. JavaScript is also an Object Oriented Programming language.

**Q. What is the use of is NaN function?**

**ANS: isNan** function returns true if the argument is not a number otherwise it is false.

**Q. What are the types used in JavaScript?**

**ANS:** String, Number, Boolean, Function, Object, Null, Undefined.

**Q. How to get textbox value in JavaScript?**

**ANS:**

<!DOCTYPE html>

<html>

<body>

Full name: <input type="text" id="txtFullName"

name="FirstName" value="Vikas Ahlawat">

</body>

</html>

var name = document.getElementById('txtFullName').value;

**Q. How will you get the Checkbox status whether it is checked or not?**

**ANS:**

var status = document.getElementById('checkbox1').checked;

alert(status);

**Q. How do you submit a form using JavaScript?**

**ANS:** Use document.forms[0].submit();

**Q. What is Negative infinity JavaScript?**

**ANS:** Negative Infinity is a number in JavaScript which can be derived by dividing negative number by zero.

**Q. What is JQUERY?**

**ANS:**

JQuery is a cross-browser lightweight JavaScript library. In simple words jQuery has been designed to make navigation to any element easier or adding/invoking event handlers on your HTML page and also simplify the way you access the elements in your web pages, provide help in working with client-side events, enable visual effects like animation, and make it easier to use Ajax in your applications. You can download the latest version of jQuery from the [official web site](http://jquery.com/).

A quick look at what is available in jQuery:

* Cross-browser support and detection.
* AJAX functions
* CSS functions
* DOM manipulations
* DOM transversal
* Attribute manipulation
* Event detection and handling.
* JavaScript animation
* Hundreds of plugins for pre-built user interfaces, advanced animations, form validation, etc.
* Expandable functionality using custom plugins.

**Q. What is difference between JavaScript and JQuery?**

**ANS:**

|  |  |  |
| --- | --- | --- |
| SR No | JavaScript | JQuery |
| 1 | JavaScript is a language. | JQuery is a framework built with JavaScript to help JavaScript programmers who are doing common web tasks. |
| 2 | In case of using JavaScript you are required to writer your own script that can be time consuming. | In case of using jQuery you are not required to write much scripting that already exists in libraries. |
| 3 | Developers need to handle by writing their own JavaScript code. | JQuery is a multi-browser JavaScript library designed to simplify the client-side scripting of HTML. |
| 4 | JavaScript is a scripting language that works with all web browsers | JQuery is only a framework that is a fast and concise JavaScript library that simplifies the HTML document. |
| 5 | Animations are not possible using JavaScript | Animations are possible using JQuery |
| 6 | JavaScript is an Object Oriented Programming (OOP) language | JQuery is a cross-platform JavaScript library designed to simplify the client-side scripting of HTML. |

**Q. What is Jquery.noConflict?**

**ANS:**

JQuery no-conflict is an option given by jQuery to overcome the conflicts between the different js frameworks or libraries. When we use jQuery no-conflict mode, we are replacing the $ to a new variable and assigning to jQuery some other JavaScript libraries. Also use the $ (Which is the default reference of jQuery) as a function or variable name what jQuery has. And in our development life, we are not at all strict to only jQuery.

**Q. What is CDN in JQuery?**

**ANS:**

**CDN** stand for Content Delivery Network.

A [Content Delivery Network](http://en.wikipedia.org/wiki/Content_delivery_network) (CDN) is a system of computers that exist all over the world and cache files for users to access. CDNs can greatly reduce the load time of a page by offering files at a higher bandwidth from a server that is physically closer to your visitor than your web server might be. Web developers can leverage the use of CDNs (and the good graces of Google and Microsoft) to host their jQuery Library for faster access and improved performance.

**Q. Why should I use a CDN to host jQuery??**

**ANS:**

* The jQuery library download time will be reduced. Your users in Europe will hit the CDN in Europe and your users in the US should hit the US CDN. As a result, this will reduce your overall page load time.
* The jQuery library will already be cached in the visitor's browser if they visited another website that references the same jQuery library. In this case, the visitor won't even have to download the jQuery library.
* It's free!

**Example –**

head>

<script type="text/javascript" src="http://ajax.microsoft.com/ajax/jquery/jquery-1.6.1.min.js"></script>

</head>

**Q. What is Selector in JQuery? What are types of Selectors in JQuery?**

**ANS:**

Selectors allow page elements to be selected. Single or multiple elements are supported.

A Selector identifies an HTML element/tag that you will manipulate with jQuery code.

**Types of Selectors in JQuery –**

## 1. Select Elements by ID in jQuery

## The fastest type of Selector which we can use with jQuery is Id Selector. Normally, in JavaScript, we use document.getElementByID to find a specific Id. In jQuery, it is more compact than that.

## Use # character to select elements by ID.

## Example: $(‘#myID’).

The above Selector will select <p id=”myID”> element.

## 2. Select Elements by Class in jQuery

Use dot(.) character to select elements by class name.

Example: $(‘.myClass’)

The above selector will select <p class=”myClass”> element.

## 3. Select Elements by Attribute Value in jQuery

Use brackets [attribute] to select based on attribute name and/or attribute value.

Example: $(‘a[title]‘).

The above selector will select all <a> elements that have a title attribute.

$(‘a[title="Customer Info"]‘) will select all anchor elements that have a “Customer Info” title attribute.

## 4. Select Input Nodes in jQuery

A new character syntax $(‘:input’) used for this.

The above syntax will select all the input elements including Input, Select, TextArea, Button, Image, Radio and more. It will return a collection of input elements.

$(‘:input[type="radio"]‘) will specifically target RadioButtons on the web page.

**Q. What are the methods used to provide effects?**

**ANS:**

JQuery provides many amazing effects, we can apply these effects quickly and with simple configuration. The effect may be hiding, showing, toggling, fadeout, fadein, fadeto and so on toggle (), Show() and hide() methods. Similarly we can use other methods as in the following:

* **animate( params, [duration, easing, callback] )** This function makes custom animations for your HTML elements.
* **fadeIn( speed, [callback] )** This function fades in all the matched elements by adjusting their opacity and firing an optional callback after completion.
* **fadeOut( speed, [callback] )** This function is used to fade out all the matched elements by adjusting their opacity to 0, then setting the display to "none" and firing an optional callback after completion.
* **fadeTo( speed, opacity, callback )** This function fade the opacity of all the matched elements to a specified opacity and firing an optional callback after completion.
* **stop( [clearQueue, gotoEnd ])** This function stops all the currently running animations.

**Q. What is the difference between $(window).load and $(document).ready function in jQuery?**

**ANS:**

**$(document).ready** is jQuery event that is fired when DOM is loaded, so it’s fired when the document structure is ready.

**$(window).load** event is fired after whole content is loaded like page contain images, css etc.

The Difference between **$(document).ready()** and **$(window).load()** functions is that the code included inside **$(window).load()** will run once the entire page(images, iframes, stylesheets,etc) are loaded whereas the document ready event fires before all images,iframes etc. are loaded, but after the whole DOM itself is ready.

<script type="text/javascript">

$(document).ready(function () {

// executes when HTML-Document is loaded and DOM is ready

alert("document is ready");

});

$(window).load(function () {

// executes when complete page is fully loaded, including all frames, objects and images

alert("window is loaded");

});

</script>

**Q. When to use $(window).load instead of $(document).ready?**

**ANS:**

In most cases, the script can be executed as soon as the DOM is fully loaded, so ready() is usually the best place to write your JavaScript code. But there could be some scenario where you might need to write scripts in the load() function. For example, to get the actual width and height of an image.  
  
As we know the $(window).load event is fired once the DOM and all the CSS, images and frames are fully loaded. So, it is the best place to write the jQuery code to get the actual image size or to get the details of anything that is loaded just before the load event is raised.

**Q. How to handle Controls attribute using jQuery?**

**ANS:**

For handle Controls attribute using jQuery we used **.addClass(),** **.removeClass(),** **.css(), .toggleClass(),**etc. to manage all css and html attributes of any html control.

**Q. What is chaining in jQuery?**

**ANS:**

Chaining is a powerful feature of jQuery. Chaining means specifying multiple functions and/or selectors to an element. Chaining reduces the code segment and keeps it very clean and easy to understand. Generally chaining uses the jQuery built in a function that makes compilation a bit faster.

By using chaining we can write the above code as follows:

1. $(document).ready(function() {
2. $("#div2").html($("#txtBox").prop("readonly")) + '</br>';
3. $("#div3").html($("#txtBox").attr("readonly"));
4. });

The code segment above is described by the following image:

![code segment](data:image/jpeg;base64,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)

**Q. Explain Ajax in jQuery.**

**ANS:**

AJAX stands for “Asynchronous JavaScript and XML”. AJAX is about exchanging data with a server, without reloading the whole page. It is a technique for creating fast and dynamic web pages.  
  
In .NET, we can call server side code using two ways:

1. ASP .NET AJAX
2. jQuery AJAX

In this article we will focus on jQuery Ajax.  
  
**$.ajax () Method**  
  
JQuery’s core method for creating Ajax requests. Here are some jQuery AJAX methods:

* **$.ajax()** -Performs an async AJAX request.
* **$.get()** -Loads data from a server using an AJAX HTTP GET request.
* **$.post()** - Loads data from a server using an AJAX HTTP POST request.

To know more [click](https://learn.jquery.com/ajax/jquery-ajax-methods/).  
  
**$.ajax () Method Configuration option**  
  
Options that we use:

* async
* type
* url
* data
* datatype
* success
* error

**async**  
Set to false if the request should be sent synchronously. Defaults to true.   
  
Note that if you set this option to false, your request will block execution of other code until the response is received.

Example:

1. async: false,

**Type**  
This is type of HTTP Request and accepts a valid HTTP verb.  
  
The type of the request, "POST" or "GET" defaults to "GET". Other request types, such as "PUT" and "DELETE" can be used, but they may not be supported by all the web browsers.  
  
Example:

1. type: "POST",

**url**  
The URL for the request.  
  
Example:

1. url: "/Home/JqAJAX",

**data**  
The data to be sent to the server. This can either be an object or a query string.   
  
Example:

1. data: JSON.stringify(model\_data),

**dataType**  
The type of data you expect back from the server. By default, jQuery will look at the MIME type of the response if no dataType is specified.   
  
Accepted values are text, xml, json, script, html jsonp.  
  
Example:

1. dataType: "json",

**contentType**  
This is the content type of the request you are making. The default is 'application/x-www-form-urlencoded'.  
  
Example:

1. contentType: 'application/json; charset=utf-8',

**success**  
A callback function to run if the request succeeds. The function receives the response data (converted to a JavaScript object if the DataType was JSON), as well as the text status of the request and the raw request object.

1. Success: function (result) {
2. $('#result').html(result);
3. }

**error**  
A callback function to run if the request results in an error. The function receives the raw request object and the text status of the request.

1. error: function (result) {
2. alert('Error occured!!');
3. },

**Q. Explain posting Ajax in jQuery.**

**ANS:**

**Let’s Post Values using JQuey,Ajax:**  
We often use the jQuery Ajax method in ASP.NET Razor Web Pages. Here is a sample code:

1. <input type="submit" id="btnSubmit" value="Add Student" />
2. <script type="text/javascript">
3. $(document).ready(function() {
4. $(function() {
5. $('#btnSubmit').click(function(event) {
6. event.preventDefault();
7. var Student = {
8. ID: '10001',
9. Name: 'Shashangka',
10. Age: 31
11. };
12. $.ajax({
13. type: "POST",
14. url: "/Home/JqAJAX",
15. data: JSON.stringify(Student),
16. dataType: "json"
17. contentType: 'application/json; charset=utf-8',
18. success: function(data) {
19. alert(data.msg);
20. },
21. error: function() {
22. alert("Error occured!!")
23. }
24. });
25. });
26. });
27. });
28. </script>

**Controller Action:**

1. // GET: Home/JqAJAX
2. [HttpPost]
3. public ActionResult JqAJAX(Student st) {
4. try {
5. return Json(new {
6. msg = "Successfully added " + st.Name
7. });
8. } catch (Exception ex) {
9. throw ex;
10. }
11. }

**Posting JSON**  
JSON is a data interchange format where values are converted to a string. The recommended way to create JSON is include the JSON.stringify method. In this case we have defined:

1. JSON.stringify(Student)

And the data type set to:

1. datatype: "json"

And the content type set to application/json

1. contentType: 'application/json; charset=utf-8'

Syntax:   
  
JSON.stringify(value[, replacer[, space]])  
  
Post Script:

1. var Student = {
2. ID: '10001',
3. Name: 'Shashangka',
4. Age: 31
5. };
6. $.ajax({
7. type: "POST",
8. url: "/Home/JqAJAX",
9. data: JSON.stringify(Student),
10. contentType: 'application/json; charset=utf-8',
11. success: function(data) {
12. alert(data.msg);
13. },
14. error: function() {
15. alert("Error occured!!")
16. }
17. });

**Controller Action:**

1. // GET: Home/JqAJAX
2. [HttpPost]
3. public ActionResult JqAJAX(Student st) {
4. try {
5. return Json(new {
6. msg = "Successfully added " + st.Name
7. });
8. } catch (Exception ex) {
9. throw ex;
10. }
11. }

**JSON Response Result:**  
Sent data format:  
{"ID":"10001","Name":"Shashangka","Age":31}  
Received Data format:  
{"msg":"Successfully added Shashangka"}  
  
Let’s Post JavaScript Objects:  
  
To send JavaScript Objects we need to omit the JSON.stringify(Student) method and we need to pass the plain object to the data option. In this case we have defined:

1. data: Student

And the datatype set to:

1. datatype: "html"

And the content type set to default.

1. contentType: 'application/x-www-form-urlencoded'

Post Script:

1. var Student = {
2. ID: '10001',
3. Name: 'Shashangka',
4. Age: 31
5. };
6. $.ajax({
7. type: "POST",
8. url: "/Home/JqAJAX",
9. data: Student,
10. contentType: 'application/x-www-form-urlencoded',
11. datatype: "html",
12. success: function(data) {
13. alert(data.msg);
14. },
15. error: function() {
16. alert("Error occured!!")
17. }
18. });

Controller Action:

1. // GET: Home/JqAJAX
2. [HttpPost]
3. public ActionResult JqAJAX(Student st) {
4. try {
5. return Json(new {
6. msg = "Successfully added " + st.Name
7. });
8. } catch (Exception ex) {
9. throw ex;
10. }
11. }

JavaScript Objects Response Result:  
  
Sent data format:  
ID=10001&Name=Shashangka&Age=31   
Received Data format:  
{"msg":"Successfully added Shashangka"}  
  
Let’s Post JavaScript Arrays:  
  
To send Array we need to omit the JSON.stringify(Student) method and we need to pass the plain object to the data option. In this case we have defined:

1. data: Student

And the datatype set to:

1. datatype: "html"

And the content type set to default

1. contentType: 'application/x-www-form-urlencoded'

Post Script:

1. var ID = ["Shashangka", "Shekhar", "Mandal"];
3. $.ajax({
4. type: "POST",
5. url: "/Home/JqAJAX",
6. data: {
7. values: ID
8. },
9. datatype: "html",
10. contentType: 'application/x-www-form-urlencoded',
11. success: function(data) {
12. alert(data.msg);
13. },
14. error: function() {
15. alert("Error occured!!")
16. }
17. });

**Controller Action:**

1. // GET: Home/JqAJAX
2. [HttpPost]
3. public ActionResult JqAJAX(string[] values) {
4. try {
5. return Json(new {
6. msg = String.Format("Fist Name: {0}", values[0])
7. });
8. } catch (Exception ex) {
9. throw ex;
10. }
11. }

Array Response Result:  
  
Sent data format:  
values[]=Shashangka&values[]=Shekhar&values[]=Mandal  
Received Data format:  
{"msg":"Fist Name: Shashangka"}

### Q. What does dollar sign ($) means in jQuery?

**ANS:**

Dollar Sign is nothing but it's an alias for JQuery. Take a look at below jQuery code.
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$(document).ready(function(){

});

Over here $ sign can be replaced with "jQuery" keyword.
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jQuery(document).ready(function(){

});

### Q. Can we have multiple document. Ready () function on the same page?

**ANS:**

**YES**. We can have any number of document.ready() function on the same page.

### Q. Is there any difference between body onload() and document.ready() function ?

**ANS:**

document.ready() function is different from body onload() function for 2 reasons.

* We can have more than one document.ready() function in a page where we can have only one body onload function.
* document.ready() function is called as soon as DOM is loaded where body.onload() function is called when everything gets loaded on the page that includes DOM, images and all associated resources of the page.

### Q. What is the difference between .js and .min.js?

**ANS:**

JQuery library comes in 2 different versions Development and Production/Deployment. The deployment version is also known as minified version. So .min.js is basically the minified version of jQuery library file. Both the files are same as far as functionality is concerned. But .min.js is quite small in size so it loads quickly and saves bandwidth.

### Q.Why there is two different version of jQuery library?

Ans: jQuery library comes in 2 different versions.

1. Development
2. Production/Deployment

The development version is quite useful at development time as jQuery is open source and if you want to change something then you can make those changes in development version. But the deployment version is minified version or compressed version so it is impossible to make changes in it. Because it is compressed, so its size is very less than the production version which affects the page load time.

### Q17. What is a CDN?

Ans: A content delivery network or content distribution network (CDN) is a large distributed system of servers deployed in multiple data centers across the Internet. The goal of a CDN is to serve content to end-users with high availability and high performance.

### Q18. Which are the popular jQuery CDN? and what is the advantage of using CDN?

Ans: There are 3 popular jQuery CDNs.

1. 1. Google.
2. 2. Microsoft
3. 3. jQuery.

Advantage of using CDN.

* It reduces the load from your server.
* It saves bandwidth. jQuery framework will load faster from these CDN.
* The most important benefit is it will be cached, if the user has visited any site which is using jQuery framework from any of these CDN

### Q19. How to load jQuery from CDN?

Ans: Below is the code to load jQuery from all 3 CDNs.  
**Code to load jQuery Framework from Google CDN**
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<script type="text/javascript"

src="http://ajax.googleapis.com/ajax/libs/jquery/1.9.1/jquery.min.js">

</script>

**Code to load jQuery Framework from Microsoft CDN**
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<script type="text/javascript"

src="http://ajax.microsoft.com/ajax/jquery/jquery-1.9.1.min.js">

</script>

**Code to load jQuery Framework from jQuery Site(EdgeCast CDN)**
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<script type="text/javascript"

src="http://code.jquery.com/jquery-1.9.1.min.js">

</script>

### Q20. How to load jQuery locally when CDN fails?

Ans: It is a good approach to always use CDN but sometimes what if the CDN is down (rare possibility though) but you never know in this world as anything can happen.  
  
Below given jQuery code checks whether jQuery is loaded from Google CDN or not, if not then it references the jQuery.js file from your folder.
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<script type="text/javascript">

if (typeof jQuery == 'undefined')

{

document.write(unescape("%3Cscript src='Scripts/jquery.1.9.1.min.js' type='text/javascript'%3E%3C/script%3E"));

}

</script>

It first loads the jQuery from Google CDN and then check the jQuery object. If jQuery is not loaded successfully then it will references the jQuery.js file from hard drive location. In this example, the jQuery.js is loaded from Scripts folder.

### Q21. What are selectors in jQuery and how many types of selectors are there?

Ans: To work with an element on the web page, first we need to find them. To find the html element in jQuery we use selectors. There are many types of selectors but basic selectors are:

* Name: Selects all elements which match with the given element Name.
* #ID: Selects a single element which matches with the given ID
* .Class: Selects all elements which match with the given Class.
* Universal (\*): Selects all elements available in a DOM.
* Multiple Elements E, F, G: Selects the combined results of all the specified selectors E, F or G.
* Attribute Selector: Select elements based on its attribute value.

### Q22. How do you select element by ID in jQuery?

Ans: To select element use ID selector. We need to prefix the id with "#" (hash symbol). For example, to select element with ID "txtName", then syntax would be,
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$('#txtName')

### Q23. What does $("div") will select?

Ans: This will select all the div elements on page.

### Q24. How to select element having a particular class (".selected")?

Ans: $('.selected'). This selector is known as class selector. We need to prefix the class name with "." (dot).

### Q25. What does $("div.parent") will select?

Ans: All the div element with parent class.

### Q26. What are the fastest selectors in jQuery?

Ans: ID and element selectors are the fastest selectors in jQuery.

### Q27. What are the slow selectors in jQuery?

Ans: class selectors are the slow compare to ID and element.

### Q28. How jQuery selectors are executed?

Ans: Your last selectors is always executed first. For example, in below jQuery code, jQuery will first find all the elements with class ".myCssClass" and after that it will reject all the other elements which are not in "p#elmID".
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$("p#elmID .myCssClass");

### Q29. Which is fast document.getElementByID('txtName') or $('#txtName').?

Ans: Native JavaScipt is always fast. jQuery method to select txtName "$('#txtName')" will internally makes a call to document.getElementByID('txtName'). As jQuery is written on top of JavaScript and it internally uses JavaScript only So JavaScript is always fast.

### Q30. Difference between $(this) and 'this' in jQuery?

Ans: this and $(this) refers to the same element. The only difference is the way they are used. 'this' is used in traditional sense, when 'this' is wrapped in $() then it becomes a jQuery object and you are able to use the power of jQuery.
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$(document).ready(function(){

$('#spnValue').mouseover(function(){

alert($(this).text());

});

});

In below example, this is an object but since it is not wrapped in $(), we can't use jQuery method and use the native JavaScript to get the value of span element.
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$(document).ready(function(){

$('#spnValue').mouseover(function(){

alert(this.innerText);

});

});

### Q31. How do you check if an element is empty?

Ans: There are 2 ways to check if element is empty or not. We can check using ":empty" selector.
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$(document).ready(function(){

if ($('#element').is(':empty')){

*//Element is empty*

}

});

And the second way is using the "$.trim()" method.
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$(document).ready(function(){

if($.trim($('#element').html())=='') {

*//Element is empty*

}

});

### Q32. How do you check if an element exists or not in jQuery?

Ans: Using jQuery length property, we can ensure whether element exists or not.
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$(document).ready(function(){

if ($('#element').length > 0){

*//Element exists*

}

});

### Q33. What is the use of jquery .each() function?

Ans: The $.each() function is used to iterate over a jQuery object. The $.each() function can be used to iterate over any collection, whether it is an object or an array.

### Q34. What is the difference between jquery.size() and jquery.length?

Ans: jQuery .size() method returns number of element in the object. But it is not preferred to use the size()method as jQuery provide .length property and which does the same thing. But the .length property is preferred because it does not have the overhead of a function call.

### Q35. What is the difference between $('div') and $('<div/>') in jQuery?

Ans: $('<div/>') : This creates a new div element. However this is not added to DOM tree unless you don't append it to any DOM element.  
  
$('div') : This selects all the div element present on the page.

### Q36. What is the difference between parent() and parents() methods in jQuery?

Ans: The basic difference is the parent() function travels only one level in the DOM tree, where parents() function search through the whole DOM tree.

### Q37. What is the difference between eq() and get() methods in jQuery?

Ans: eq() returns the element as a jQuery object. This method constructs a new jQuery object from one element within that set and returns it. That means that you can use jQuery functions on it.  
  
get() return a DOM element. The method retrieve the DOM elements matched by the jQuery object. But as it is a DOM element and it is not a jQuery-wrapped object. So jQuery functions can't be used. Find out more [**here**](http://jquerybyexample.blogspot.com/2013/04/jquery-difference-between-eq-and-get-method.html).

### Q38. How do you implement animation functionality?

Ans: The .animate() method allows us to create animation effects on any numeric CSS property. This method changes an element from one state to another with CSS styles. The CSS property value is changed gradually, to create an animated effect.  
  
Syntax is:
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(selector).animate({styles},speed,easing,callback)

* styles: Specifies one or more CSS properties/values to animate.
* duration: Optional. Specifies the speed of the animation.
* easing: Optional. Specifies the speed of the element in different points of the animation. Default value is "swing".
* callback: Optional. A function to be executed after the animation completes.

Simple use of animate function is,
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$("btnClick").click(function(){

$("#dvBox").animate({height:"100px"});

});

### Q39. How to disable jQuery animation?

Ans: Using jQuery property "**jQuery.fx.off**", which when set to true, disables all the jQuery animation. When this is done, all animation methods will immediately set elements to their final state when called, rather than displaying an effect.

### Q40. How do you stop the currently-running animation?

Ans: Using jQuery ".stop()" method.

### Q41. What is the difference between .empty(), .remove() and .detach() methods in jQuery?

Ans: All these methods .empty(), .remove() and .detach() are used for removing elements from DOM but they all are different.  
  
.empty(): This method removes all the child element of the matched element where remove() method removes set of matched elements from DOM.  
  
.remove(): Use .remove() when you want to remove the element itself, as well as everything inside it. In addition to the elements themselves, all bound events and jQuery data associated with the elements are removed.  
  
.detach(): This method is the same as .remove(), except that .detach() keeps all jQuery data associated with the removed elements. This method is useful when removed elements are to be reinserted into the DOM at a later time.  
  
Find out more [**here**](http://jquerybyexample.blogspot.com/2012/05/empty-vs-remove-vs-detach-jquery.html)

### Q42. Explain .bind() vs .live() vs .delegate() vs .on()

Ans: All these 4 jQuery methods are used for attaching events to selectors or elements. But they all are different from each other.  
  
<a href="http://jquerybyexample.blogspot.com/2010/06/jquery-bind-function-exampledemo.html">.bind()</a>: This is the easiest and quick method to bind events. But the issue with bind() is that it doesn't work for elements added dynamically that matches the same selector. bind() only attach events to the current elements not future element. Above that it also has performance issues when dealing with a large selection.  
  
<a href="http://jquerybyexample.blogspot.com/2010/06/jquery-live-function-exampledemo.html">.live()</a>: This method overcomes the disadvantage of bind(). It works for dynamically added elements or future elements. Because of its poor performance on large pages, this method is deprecated as of jQuery 1.7 and you should stop using it. Chaining is not properly supported using this method.  
  
<a href="http://jquerybyexample.blogspot.com/2010/08/jquery-delegate-function-exampledemo.html">.delegate()</a>: The .delegate() method behaves in a similar fashion to the .live() method, but instead of attaching the selector/event information to the document, you can choose where it is anchored and it also supports chaining.  
  
.on(): Since live was deprecated with 1.7, so new method was introduced named ".on()". This method provides all the goodness of previous 3 methods and it brings uniformity for attaching event handlers.  
  
Find out more [**here**](http://www.elijahmanor.com/2012/02/differences-between-jquery-bind-vs-live.html)

### Q43. What is wrong with this code line "$('#myid.3').text('blah blah!!!');"

Ans: The problem with above statement is that the selectors is having meta characters and to use any of the meta-characters ( such as !"#$%&'()\*+,./:;<=>?@[\]^`{|}~ ) as a literal part of a name, it must be escaped with with two backslashes: \\. For example, an element with id="foo.bar", can use the selector $("#foo\\.bar").  
So the correct syntax is,
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$('#myid\\.3').text('blah blah!!!');

### Q44. How to create clone of any object using jQuery?

Ans: jQuery provides clone() method which performs a deep copy of the set of matched elements, meaning that it copies the matched elements as well as all of their descendant elements and text nodes.
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$(document).ready(function(){

$('#btnClone').click(function(){

$('#dvText').clone().appendTo('body');

return false;

});

});

### Q45. Does events are also copied when you clone any element in jQuery?

Ans: As explained in previous question, using clone() method, we can create clone of any element but the default implementation of the clone() method doesn't copy events unless you tell the clone() method to copy the events. The clone() method takes a parameter, if you pass true then it will copy the events as well.
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$(document).ready(function(){

$("#btnClone").bind('click', function(){

$('#dvClickme').clone(true).appendTo('body');

});

​

### Q46. What is difference between prop and attr?

Ans: attr(): Get the value of an attribute for the first element in the set of matched elements. Whereas,.prop(): (Introduced in jQuery 1.6) Get the value of a property for the first element in the set of matched elements.  
  
Attributes carry additional information about an HTML element and come in name="value" pairs. Where Property is a representation of an attribute in the HTML DOM tree. once the browser parse your HTML code ,corresponding DOM node will be created which is an object thus having properties.  
  
attr() gives you the value of element as it was defines in the html on page load. It is always recommended to use prop() to get values of elements which is modified via javascript/jquery , as it gives you the original value of an element's current state. Find out more [here](http://techbrij.com/jquery-attr-vs-prop-difference).

### Q47. What is event.PreventDefault?

Ans: The event.preventDefault() method stops the default action of an element from happening. For example, Prevents a link from following the URL.

### Q48. What is the difference between event.PreventDefault and event.stopPropagation?

Ans: event.preventDefault(): Stops the default action of an element from happening.  
event.stopPropagation(): Prevents the event from bubbling up the DOM tree, preventing any parent handlers from being notified of the event. For example, if there is a link with a click method attached inside of a DIV or FORM that also has a click method attached, it will prevent the DIV or FORM click method from firing.

### Q49. What is the difference between event.PreventDefault and "return false"?

Ans: e.preventDefault() will prevent the default event from occurring, e.stopPropagation() will prevent the event from bubbling up and return false will do both.

### Q50. What is the difference between event.stopPropagation and event.stopImmediatePropagation?

Ans: event.stopPropagation() allows other handlers on the same element to be executed, while event.stopImmediatePropagation() prevents every event from running. For example, see below jQuery code block.
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$("p").click(function(event){

event.stopImmediatePropagation();

});

$("p").click(function(event){

*// This function won't be executed*

$(this).css("background-color", "#f00");

});

If event.stopPropagation was used in previous example, then the next click event on p element which changes the css will fire, but in case event.stopImmediatePropagation(), the next p click event will not fire.

### Q51. How to check if number is numeric while using jQuery 1.7+?

Ans: Using "<a href="http://jquerybyexample.blogspot.com/2011/11/jqueryisnumeric-in-jquery-17.html">isNumeric()</a>" function which was introduced with jQuery 1.7.

### Q52. How to check data type of any variable in jQuery?

Ans: Using [$.type(Object)](http://jquerybyexample.blogspot.in/2012/04/common-utility-methods-of-jquery.html) which returns the built-in JavaScript type for the object.

### Q53. How do you attach a event to element which should be executed only once?

Ans: Using jQuery one() method. This attaches a handler to an event for the element. The handler is executed at most once per element. In simple terms, the attached function will be called only once.
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$(document).ready(function() {

$("#btnDummy").one("click", function() {

alert("This will be displayed only once.");

});

});​

### Q54. Can you include multiple version of jQuery? If yes, then how they are executed?

Ans: Yes. Multiple versions of jQuery can be included in same page.

### Q55. In what situation you would use multiple version of jQuery and how would you include them?

Ans: Well, it is quite possible that the jQuery plugins which are used are dependent on older version but for your own jQuery code, you would like to use newer version. So because of this dependency, multiple version of jQuery may required sometimes on single page.  
  
Below code shows how to include multiple version of jQuery.
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<script type='text/javascript' src='js/jquery\_1.9.1.min.js'></script>

<script type='text/javascript'>

var $jq = jQuery.noConflict();

</script>

<script type='text/javascript' src='js/jquery\_1.7.2.min.js'></script>

By this way, for your own jQuery code use "$jq", instead of "$" as "$jq" refers to jQuery 1.9.1, where "$" refers to 1.7.2.

### Q56. Is it possible to hold or delay document.ready execution for sometime?

Ans: Yes, its possible. With Release of jQuery 1.6, a new method "jQuery.holdReady(hold)" was introduced. This method allows to delay the execution of document.ready() event. document.ready() event is called as soon as your DOM is ready but sometimes there is a situation when you want to load additional JavaScript or some plugins which you have referenced.
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​

$.holdReady(true);

$.getScript("myplugin.js", function() {

$.holdReady(false);

});

### Q57. What is chaining in jQuery?

Ans: Chaining is one of the most powerful feature of jQuery. In jQuery, Chaining means to connect multiple functions, events on selectors. It makes your code short and easy to manage and it gives better performance. The chain starts from left to right. So left most will be called first and so on.
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​$(document).ready(function(){

$('#dvContent').addClass('dummy');

$('#dvContent').css('color', 'red');

$('#dvContent').fadeIn('slow');

});​

The above jQuery code sample can be re-written using chaining. See below.
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​$(document).ready(function(){

$('#dvContent').addClass('dummy')

.css('color', 'red')

.fadeIn('slow');

});​

Not only functions or methods, chaining also works with events in jQuery. Find out more [**here**](http://jquerybyexample.blogspot.com/2012/06/what-is-chaining-in-jquery.html).

### Q58. How does caching helps and how to use caching in jQuery?

Ans: Caching is an area which can give you awesome performance, if used properly and at the right place. While using jQuery, you should also think about caching. For example, if you are using any element in jQuery more than one time, then you must cache it. See below code.
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$("#myID").css("color", "red");

*//Doing some other stuff......*

$("#myID").text("Error occurred!");

​

Now in above jQuery code, the element with #myID is used twice but without caching. So both the times jQuery had to traverse through DOM and get the element. But if you have saved this in a variable then you just need to reference the variable. So the better way would be,
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var $myElement = $("#myID").css("color", "red");

*//Doing some other stuff......*

$myElement.text("Error occurred!");

​

So now in this case, jQuery won't need to traverse through the whole DOM tree when it is used second time. So in jQuery, Caching is like saving the jQuery selector in a variable. And using the variable reference when required instead of searching through DOM again.

### Q59. You get "jquery is not defined" or "$ is not defined" error. What could be the reason?

Ans: There could be many reasons for this.

* You have forgot to include the reference of jQuery library and trying to access jQuery.
* You have include the reference of the jQuery file, but it is after your jQuery code.
* The order of the scripts is not correct. For example, if you are using any jQuery plugin and you have placed the reference of the plugin js before the jQuery library then you will face this error.

Find out more [**here**](http://jquerybyexample.blogspot.com/2013/01/jquery-is-not-defined-error-reasons.html).

### Q60. How to write browser specific code using jQuery?

Ans: Using jQuery.browser property, we can write browser specific code. This property contains flags for the useragent, read from navigator.userAgent. This property was removed in jQuery 1.9.

### Q61. Can we use jQuery to make ajax request?

Ans: Yes. jQuery can be used for making ajax request.

### Q62. What are various methods to make ajax request in jQuery?

Ans: Using below jQuery methods, you can make ajax calls.

* load() : Load a piece of html into a container DOM
* $.getJSON(): Load JSON with GET method.
* $.getScript(): Load a JavaScript file.
* $.get(): Use to make a GET call and play extensively with the response.
* $.post(): Use to make a POST call and don't want to load the response to some container DOM.
* $.ajax(): Use this to do something on XHR failures, or to specify ajax options (e.g. cache: true) on the fly.

Find out more [**here**](http://net.tutsplus.com/tutorials/javascript-ajax/5-ways-to-make-ajax-calls-with-jquery/).

### Q63. Is there any advantage of using $.ajax() for ajax call against $.get() or $.post()?

Ans: By using jQuery post()/ jQuery get(), you always trust the response from the server and you believe it is going to be successful all the time. Well, it is certainly not a good idea to trust the response. As there can be n number of reason which may lead to failure of response.  
  
Where jQuery.ajax() is jQuery's low-level AJAX implementation. $.get and $.post are higher-level abstractions that are often easier to understand and use, but don't offer as much functionality (such as error callbacks). Find out more [**here**](http://jquerybyexample.blogspot.com/2011/11/avoid-jquerypost-use-jqueryajax.html).

### Q64. What are deferred and promise object in jQuery?

Ans: Deferred and promise are part of jQuery since version 1.5 and they help in handling asynchronous functions like Ajax. Find out more [**here**](http://www.bitstorm.org/weblog/2012-1/Deferred_and_promise_in_jQuery.html).

### Q65. Can we execute/run multiple Ajax request simultaneously in jQuery? If yes, then how?

Ans: Yes, it is possible to execute multiple Ajax request simultaneously or in parallel. Instead of waiting for first ajax request to complete and then issue the second request is time consuming. The better approach to speed up things would be to execute multiple ajax request simultaneously.  
  
Using jQuery .when() method which provides a way to execute callback functions based on one or more objects, usually Deferred objects that represent asynchronous events. Find out more [**here**](http://jquerybyexample.blogspot.com/2013/05/jquery-execute-multiple-ajax-request-simultaneously-in-parallel.html).

### Q66. Can you call C# code-behind method using jQuery? If yes,then how?

Ans: Yes. We can call C# code-behind function via $.ajax. But for do that it is compulsory to mark the method as WebMethod.

### Q67. Which is the latest version of jQuery library?

Ans: The latest version (when this post is written) of jQuery is 1.10.2 or 2.0.3. jQuery 2.x has the same API as jQuery 1.x, but does not support Internet Explorer 6, 7, or 8.

### Q68. Does jQuery 2.0 supports IE?

Ans: No. jQuery 2.0 has no support for IE 6, IE 7 and IE 8.

### Q69. What are source maps in jQuery?

Ans: In case of jQuery, Source Map is nothing but mapping of minified version of jQuery against the un-minified version. Source map allows to debug minified version of jQuery library. Source map feature was release with jQuery 1.9. Find out more [**here**](http://jquerybyexample.blogspot.com/2013/01/all-you-need-to-know-about-jquery-source-maps.html).

### Q70. How to use migrate jQuery plugin?

Ans: with release of 1.9 version of jQuery, many deprecated methods were discarded and they are no longer available. But there are many sites in production which are still using these deprecated features and it's not possible to replace them overnight. So jQuery team provided with jQuery Migrate plugin that makes code written prior to 1.9 work with it.  
  
So to use old/deprecated features, all you need to do is to provide reference of jQuery Migrate Plugin. Find out more [**here**](http://jquerybyexample.blogspot.com/2013/01/migrate-older-jquery-code-to-jquery1-9.html).

### Q71. Is it possible to get value of multiple CSS properties in single statement?

Ans: Well, before jQuery 1.9 release it was not possible but one of the new feature of jQuery 1.9 was .css()multi-property getter.
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var propCollection = $("#dvBox").css([ "width", "height", "backgroundColor" ]);

In this case, the propCollection will be an array and it will look something like this.
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{

width: "100px",

height: "200px",

backgroundColor: "#FF00FF"

}

### Q72. How do you stop the currently-running animation, remove all queued animations, and complete all animations for the matched elements?

Ans: It can be done via calling .stop([clearQueue ] [, jumpToEnd ]) method and by passing both the parameters as true.

### Q73. What is finish method in jQuery?

Ans: The .finish() method stops all queued animations and places the element(s) in their final state. This method was introduced in jQuery 1.9.

### Q74. What is the difference between calling stop(true,true) and finish method?

Ans: The .finish() method is similar to .stop(true, true) in that it clears the queue and the current animation jumps to its end value. It differs, however, in that .finish() also causes the CSS property of all queued animations to jump to their end values, as well.

### Q75. Consider a scenario where things can be done easily with javascript, would you still prefer jQuery?

Ans: No. If things can be done easily via CSS or JavaScript then You should not think about jQuery. Remember, jQuery library always comes with xx kilobyte size and there is no point of wasting bandwidth.

### Q76. Can we use protocol less URL while referencing jQuery from CDNs?

Ans: Yes. Below code is completely valid.
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<script type="text/javascript" src="//ajax.googleapis.com/ajax/libs/jquery/1.9.1/jquery.min.js"></script>

### Q77. What is the advantage of using protocol less URL while referencing jQuery from CDNs?

Ans: It is quite useful when you are moving from HTTP to HTTPS url. You need to make sure that correct protocol is used for referencing jQuery library as pages served via SSL should contain no references to content served through unencrypted connections.  
  
"protocol-less" URL is the best way to reference third party content that’s available via both HTTP and HTTPS. When a URL’s protocol is omitted, the browser uses the underlying document’s protocol instead. Find out more [**here**](http://jquerybyexample.blogspot.com/2013/06/use-protocol-less-url-referencing-jquery.html).

### Q78. What is jQuery plugin and what is the advantage of using plugin?

Ans: A plug-in is piece of code written in a standard JavaScript file. These files provide useful jQuery methods which can be used along with jQuery library methods. jQuery plugins are quite useful as its piece of code which is already written by someone and re-usable, which saves your development time.

### Q79. What is jQuery UI?

Ans: jQuery UI is a curated set of user interface interactions, effects, widgets, and themes built on top of the jQuery JavaScript Library that can be used to build interactive web applications.

### Q80. What is the difference between jQuery and jQuery UI?

Ans: jQuery is the core library. jQueryUI is built on top of it. If you use jQueryUI, you must also include jQuery.